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**Lunch**

**QUESTION**

One of the most popular dishes in JOI's pasta restaurant is the lunch set with pasta of the day and fresh juice. The set allows you a choice of 1 pasta and 1 drink, out of 3 pasta and 2 drink choices. The set is 50 yen cheaper than ordering the pasta and drink separately.

Given the pasta and juice prices of the day, create a program to find out the minimum price of the lunch set for that day.

**INPUT**

The input has 5 rows, with 1 integer written in each row.

In the first row, the price for the first pasta choice is written.

In the second row, the price for the second pasta choice is written.

In the third row, the price for the third pasta choice is written.

In the fourth row, the price for the first drink choice is written.

In the fifth row, the price for the second drink choice is written.

Given the input data, ensure that the price for each item is in the range of 100-2000 yen.

**OUTPUT**

Output the minimum price of the lunch set for that day in one row.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

800

700

900

198

330

**OUTPUT 1**

848

**INPUT 2**

1999

1999

100

189

100

**OUTPUT 2**

150

In INPUT EXAMPLE 1, a set consisting of the second pasta and the first drink will cost 700 + 198 - 50 = 848, which is the minimum price of the day.

In INPUT EXAMPLE 2, a set consisting of the third pasta and the second drink will cost 100 + 100 - 50 = 150, which is the minimum price of the day.

※Save each example's input/output data as a file by right-clicking the links.

**Soccer**

**QUESTION**

Soccer is a popular sport in JOI Kingdom, and a soccer event known as the JOI League takes place every week.

N teams belong to the JOI League, numbered from 1 to N. Each team will play once against every other team in the League. In other words, there will be a total of [N × (N - 1) / 2] matches. The results of each match will determine how many points a team gets. The winner of a match gets 3 points, while the losing team gets 0 points. In a draw, both teams will get 1 point. The final ranking will be determined by the total number of points gotten. The more points a team has, the higher their ranking.

For example, if there are 4 teams in the League, they will play 4 × (4 - 1) / 2 = 6 matches in total. The results are shown in the table below. The number on the left of the hyphen is the number of goals scored by the team in the row, while the number on the right of the hyphen is the number of goals scored by the team in the column.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Team 1 | Team 2 | Team 3 | Team 4 | Number of wins | Number of losses | Number of draws | Total points |
| Team 1 | --- | 0 - 1 | 2 - 1 | 2 - 2 | 1 | 1 | 1 | 4 |
| Team 2 | 1 - 0 | --- | 1 - 1 | 3 - 0 | 2 | 0 | 1 | 7 |
| Team 3 | 1 - 2 | 1 - 1 | --- | 1 - 3 | 0 | 2 | 1 | 1 |
| Team 4 | 2 - 2 | 0 - 3 | 3 - 1 | --- | 1 | 1 | 1 | 4 |

In this situation, Team 2 is in first place with the highest number of points.

Teams 1 and 4 have the same number of points, so they both take second place.

Team 3, with the lowest number of points, is in fourth place.

Given the results of all matches, create a program to find out the final ranking of each team.

**INPUT**

In the first row, the number of teams, N, where 2 ≦ N ≦ 100, is written.

For the next [N × (N - 1) / 2] rows, the results for each match are written. In the (i + 1)th row, where 1 ≦ i ≦ N × (N - 1) / 2, 4 integers are written with a space between them.

* Ai, where 1 ≦ Ai ≦ N. This represents the team that is competing in the ith match.
* Bi, where 1 ≦ Bi ≦ N. This represents the other team that is competing in the ith match.
* Ci, where 0 ≦ Ci ≦ 100. This represents the number of goals scored by team Ai.
* Di, where 0 ≦ Di ≦ 100. This represents the number of goals scored by team Bi.

Ensure that Ai ≠ Bi, and that each pair of teams is not written more than once.

**OUTPUT**

The output has N rows.

In the ith row, where 1 ≦ i ≦ N, output the final ranking of team i.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

4

1 2 0 1

1 3 2 1

1 4 2 2

2 3 1 1

2 4 3 0

3 4 1 3

**OUTPUT 1**

2

1

4

2

**INPUT 2**

5

1 2 1 1

3 4 3 1

5 1 1 2

2 3 0 0

4 5 2 3

1 3 0 2

5 2 2 2

4 1 4 5

3 5 4 0

2 4 0 1

**OUTPUT 2**

2

4

1

4

3

INPUT EXAMPLE 1 is the example given in the question section.

In INPUT EXAMPLE 2, the results are shown below.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Number of wins | Number of losses | Number of draws | Total points |
| Team 1 | 2 | 1 | 1 | 7 |
| Team 2 | 0 | 1 | 3 | 3 |
| Team 3 | 3 | 0 | 1 | 10 |
| Team 4 | 1 | 3 | 0 | 3 |
| Team 5 | 1 | 2 | 1 | 4 |

※Save each example's input/output data as a file by right-clicking the links.

**Best Pizza**

**QUESTION**

Manager K is a regular customer at JOI Pizza Shop in JOI City. Due to some circumstances, he decided to start living a more frugal lifestyle. Thus, when he orders a pizza, he hopes to get the maximum number of calories per dollar spent. He calls such a pizza the 'best pizza'. There may be more than 1 'best pizzas'.

At JOI Pizza Shop, customers can choose from N kinds of toppings to add to their pizza base. The same topping cannot be chosen more than once. Pizzas without any toppings can also be ordered. The price of the pizza base is A dollars, while the price of each topping is B dollars. The price of the pizza is the total price of the base and all chosen toppings. In other words, a pizza with k kinds of toppings, where 0 ≦ k ≦ N, will cost (A + k × B) dollars. The pizza's calories are the calories of the base plus all chosen toppings.

Given the prices and calories of the pizza base and all toppings, create a program to find out the number of calories per dollar of a 'best pizza'.

**INPUT**

The input has (N + 3) rows.

In the first row, the number of kinds of toppings available, N, where 1 ≦ N ≦ 100, is written.

In the second row, 2 integers are written with a space between them.

* A, where 1 ≦ A ≦ 1000. This represents the price of the pizza base.
* B, where 1 ≦ B ≦ 1000. This represents the price of a topping.

In the third row, the number of calories of the pizza base, C, where 1 ≦ C ≦ 10000, is written.

In the (3 + i)th row, where 1 ≦ i ≦ N, the number of calories of topping i, Di, where 1 ≦ Di ≦ 10000, is written.

**OUTPUT**

Output the number of calories per dollar of a 'best pizza' in one row. Remove all decimals to ensure that the output is an integer.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

3

12 2

200

50

300

100

**OUTPUT 1**

37

**INPUT 2**

4

20 3

900

300

100

400

1300

**OUTPUT 2**

100

In INPUT EXAMPLE 1, adding Toppings 2 and 3 will give a total of 200 + 300 + 100 = 600 calories. Thus, the pizza will cost 12 + 2 × 2 = 16 dollars.

For this pizza, the calories per dollar is 600 / 16 = 37.5 calories. By removing decimals, the output is 37.

**Pasta**

**QUESTION**

You love pasta and cook it for dinner every night. You can make pasta with 3 types of sauces: tomato sauce, cream sauce, and basil sauce.

You are planning dinner for the next N days. You will choose one type of pasta for each day. However, eating the same type of pasta too much makes you bored, so you will not choose to make the same pasta for more than 3 consecutive days. In addition, the pasta you will make for K out of N days has already been decided.

Given the value of N and information regarding K days, create a program that fulfils all the above conditions, dividing the result by 10000 and taking the remainder as the final output.

**INPUT**

The input has (K + 1) rows.

In the first row, two integers are written with a space between them.

* N, where 3 ≦ N ≦ 100.
* K, where 1 ≦ K ≦ N.

In the (1 + i)th row, where 1 ≦ i ≦ K, two integers are written with a space between them.

* Ai, where 1 ≦ Ai ≦ N. This represents that the pasta on Day Ai has already been decided. The integer for Ai cannot be repeated.
* Bi, where 1 ≦ Bi ≦ 3. Bi = 1 represents tomato sauce, Bi = 2 represents cream sauce, while Bi = 3 represents basil sauce.

Ensure that there is at least 1 possible output, given the input data.

**OUTPUT**

Calculate the number of possible situations that fulfils all the conditions, dividing the result by 10000 and taking the remainder as the final output, in one row.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

5 3

3 1

1 1

4 2

**OUTPUT 1**

6

**INPUT 2**

20 5

10 2

4 3

12 1

13 2

9 1

**OUTPUT 2**

2640

In INPUT EXAMPLE 1, you are planning for 5 days. You will make tomato sauce pasta on Days 1 and 3, and cream sauce pasta on Day 4. Considering that you will not choose to make the same pasta for more than 3 consecutive days, the number of situations that fulfils this condition is 6.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Day 1 | Day 2 | Day 3 | Day 4 | Day 5 |
| Plan 1 | 1 | 2 | 1 | 2 | 1 |
| Plan 2 | 1 | 2 | 1 | 2 | 2 |
| Plan 3 | 1 | 2 | 1 | 2 | 3 |
| Plan 4 | 1 | 3 | 1 | 2 | 1 |
| Plan 5 | 1 | 3 | 1 | 2 | 2 |
| Plan 6 | 1 | 3 | 1 | 2 | 3 |

In this table, 1 represents tomato sauce, 2 represents cream sauce, while 3 represents basil sauce.

In INPUT EXAMPLE 2, there are a total of 4112640 situations that fulfil the conditions. Dividing that by 10000, the output is a remainder of 2640.

※Save each example's input/output data as a file by right-clicking the links.

**Illumination**

**QUESTION**

JOI Company is composed of hexagonal office buildings with 1-meter sides, as shown in the diagram. As Christmas is approaching, the sides of the buildings will be decorated with illuminations. Since decorating sides that cannot be seen from outside is a waste of money, illuminations will only be installed on sides of hexagons which are not facing another building.

![](data:image/png;base64,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)

Diagram: An example of the arrangement of JOI Company's office buildings

The diagram above shows an example of JOI Company's office buildings as seen from above. Each hexagon is labeled with numbers. Hexagons that are grey have a building on it, hexagons that are white have no building built on it. The red lines show sides where illuminations will be installed. The total length of those sides is 64 meters.

Given the map of JOI Company's office buildings, create a program to find out the total length of sides where illuminations will be installed. Assume that there are no buildings outside the perimeter of the map.

**INPUT**

In the first row, two integers are written with a space between them.

* W, where 1 ≦ W ≦ 100.
* H, where 1 ≦ H ≦ 100.

For the next H rows, in the (i + 1)th row, where 1 ≦ i ≦ H, a string with W integers is written with a space between them.

The jth integer designates a hexagon at position (j, i). j = 1 when there is a building built on that hexagon, while j = 0 when there is no building built on that hexagon. Ensure that there is at least 1 building in the input data.

The map must follow the rules below:

* The most northwestern hexagon is designated (1, 1).
* Hexagon (x, y) is adjacent to the west of hexagon (x + 1, y).
* When y is an odd number, hexagon (x, y) is adjacent to the northeast of hexagon (x, y + 1).
* When y is an even number, hexagon (x, y) is adjacent to the northwest of hexagon (x, y + 1).

**OUTPUT**

Output the total length of sides where illuminations will be installed in one row.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

8 4

0 1 0 1 0 1 1 1

0 1 1 0 0 1 0 0

1 0 1 0 1 1 1 1

0 1 1 0 1 0 1 0

**OUTPUT 1**

64

**INPUT 2**

8 5

0 1 1 1 0 1 1 1

0 1 0 0 1 1 0 0

1 0 0 1 1 1 1 1

0 1 0 1 1 0 1 0

0 1 1 0 1 1 0 0

**OUTPUT 2**

56

In INPUT EXAMPLE 1 is the same as the diagram given in the question section. The total length of sides where illuminations will be installed is 64 meters.

※Save each example's input/output data as a file by right-clicking the links.

**Zig-Zag Numbers**

**QUESTION**

When a string of positive integers (without leading zeros) is written, and each successive digit follows a pattern of being higher, then lower than the previous one, the string of numbers is known as a 'zig-zag number'. For example, the number 2947 has digits 2 → 9 → 4 → 7, which follow the pattern of higher → lower → higher, so it is a zig-zag number. 71946 also has a pattern of lower → higher → lower → higher and is a zig-zag number too. On the other hand, the numbers 123 and 71446 and 71442 and 88 are not zig-zag numbers. Now, you will determine if a string of positive integers is a zig-zag number.

Create a program to find out the number of possible zig-zag numbers in a range of A to B that are multiples of M, dividing the result by 10000 and taking the remainder as the final output.

**INPUT**

The input has 3 rows, with integers A, B, and M written in each, where 1 ≦ A ≦ B ≦ 10500 and 1 ≦ M ≦ 500.

※Note that there is a chance that the values of A and B cannot fit in the data type representing normal integers.

**OUTPUT**

Calculate the number of possible zig-zag numbers in the range of A to B that are multiples of M, dividing the result by 10000 and taking the remainder as the final output in one row.

**INPUT/OUTPUT EXAMPLES**

**INPUT 1**

100

200

5

**OUTPUT 1**

13

**INPUT 2**

6

1234567

3

**OUTPUT 2**

246

In INPUT EXAMPLE 1, there are 13 zig-zag numbers in the range of 100 to 200 that are multiples of 5: 105, 120, 130, 140, 150, 160, 165, 170, 175, 180, 185, 190, and 195.

In INPUT EXAMPLE 2, there are 50246 zig-zag numbers in a range of 6 to 1234567 that are multiples of 3. Dividing that by 10000, the output is a remainder of 246.

※Save each example's input/output data as a file by right-clicking the links.