# CARATTERISTICHE DEL C COME LINGUAGGIO DI SISTEMA

Il linguaggio c è nato per riscrivere il codice dei s.o introducendo le seguenti caratteristiche:

1)visibilità della **rappresentazione** delle variabili operatore **sizeof**

**(usato a livello di variabile o di tipo🡪 è un operatore non trattato a runtime ma viene trattato a livello di compilatore che traduce la dimensione in byte di un certo tipo o variabile )**

per ogni variabile o tipo fornisce la dimensione

vale anche per i tipi definiti dal programmatore**.**

**Non si devono usare i variable length array ma usare la malloc/calloc.**

2)possibilità di agire sugli **indirizzi**

operatore **&**

per ogni variabile o funzione fornisce l'indirizzo dell'area di memoria fisica dove è allocata la variabile/funzione

**puntatori** come indirizzi **aritmetica** sugli indirizzi

3)operatori a **basso livello: &&, ||, ^, <<, >>**

operatori **bit a bit**

**4) Per le altre funzioni di libreria ci si appoggia al** sistema operativo **UNIX**

*oppure*

**al supporto a tempo di esecuzione**

*Tipiche funzioni:*

* I/O da standard input/output

(*getchar, gets, scanf, putchar, puts, printf*)

* interazione con il S.O. (*exit*) etc.

*Inoltre:*

accesso al FILE system gestione processi concorrenti

e loro comunicazione/sincronizzazione (**solo UNIX**)

...

# SPAZIO DI INDIRIZZAMENTO DI UN PROCESSO

# Sono tutte le zone di memoria a cui il processo può accedere durante la sua esecuzione. Ogni spazio è privato, specifico di quel processo.

# Similitudine processo padre e figlio in shell. Non sono lo stesso ma uno riceve solo la copia dell’altro… ma le zone sono DIVERSE.

(*punto di vista interno*  lo approfondiremo quando parleremo di processi)

Spaziodi

Indirizzamento

per ogni singolo

#### PROCESSO

Spazio UTENTE

AREE DATI

AREA di CODICE

main e

altre funzioni

il processo può riferir

|  |  |
| --- | --- |
| Dati Globali  ***(variabili static ed extern)*** | |
| ***Dinamici***  Heap  Stack | |
| e |  |

dati

codice

(NO FREE??) 🡪 nel momento in cui il processo non esiste allora non esisterà + il suo spazio d’indirizzamento e quindi anche l’area heap

I dati aggiuntivi sono mantenuti nell’Area Kernel 🡪 una sorta di protuberanza del kernel ma privata del processo. È un area dove stanno i dati accessibili SOLO con delle supervisor call ovvero chiamate di sistema in modo protetto e sfuggono alla protezione solo argc e argv che possono essere accessibili non solo al supervisor (sistema operativo);

Un processo può riferire dati aggiuntivi in **AREA di KERNEL**

**argc**

**argv**

**envp** char \*\* envp **tabella file aperti etc.**

 stringhe composte **nome = valore**

 interazione con i file

L'area di KERNEL è generalmente NON visibile direttamente, ma solo tramite **primitive**  **accessibile direttamente solo argc e argv**

Le

Primitive vengono chiamaye anche super visor calls

# PRIMITIVE

si dicono **primitive** le azioni elementari della macchina virtuale UNIX con **proprietà**

* operazioni di **base** (con cui formare tutte le altre) dalle quali se ne creano altre
* operazioni **atomiche** (eseguite senza interruzione)
* operazioni **protette** (eseguite in ambiente di kernel)
* c’è un cambio di visibilità in modo che si passi chiamando una primitiva in stato supervisore 2 stati di visibilità 🡪 utente e supervisore

*Le* ***primitive*** *sono visibili come* ***normali procedure/funzioni****,*

*ad esempio, invocabili da C*

*Ma sono chiamate eseguite dal* ***sistema operativo***

##### Implementativamente

Una chiamata ad una primitiva

richiede il **cambiamento di visibilità** (allo stato kernel) e il **trasferimento** dei parametri

viene espansa con un intermediario (**stub**)

che tratta i **parametri** e chiede il passaggio al kernel con un trasferimento di controllo dinamico detto **TRAP** (operazione di **basso livello**: Assembler)

non tutte le funzioni di libreria sono primitive.

registro x

Stub in spazio utente
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**1**

x: parametri per la chiamata

carica x

INT SW

system call READ

**2**

istruzioni della system call READ

return from INT

**3**

**funzione di libreria sistema operativo**

DIGRESSIONE SLIDE FILE SYSTEM

Il PROGRAMMATORE DI SISTEMA accede ai file tramite CHIAMATE DI SISTEMA (PRIMITIVE)

Non ci interessa come viene implementato, ma quale sono le operazioni possibili su un file  ASTRAZIONE DI DATO

1.CREAZIONE DI UN FILE

CREA (nome-file, attributi)

Determina l'associazione nome/locazione fisica 🡪 crea un nuovo DESCRITTORE in una directory

2. SCRITTURA SU UN FILE

SCRIVI (nome-file, dato/i)

Se il file ha una struttura, allora i dati devono avere la stessa struttura, altrimenti i dati saranno semplicemente byte

Se i file devono avere certe strutture allora i dati devono avere la stessa struttura voluta sui file

3. LETTURA DA UN FILE

dato = LEGGI (nome-file)

restituisce dei dati con la stessa struttura del file

4. CANCELLAZIONE DI UN FILE

CANCELLA (nome-file)

Elimina l'associazione nome/locazione fisica 🡪 cancella (o invalida) il DESCRITTORE nella directory

Es: win. Invalida l’elemento descrittore in modo da recuperare le info prec

Unix, non si possono recuperare

NOTA BENE: nome-file può essere sia un nome assoluto che un nome relativo alla directory corrente

Supponiamo di voler leggere u n file esistente dall’inizio alla fine.

dato = LEGGI (nome-file) 🡪 cosa deve fare?

1)recuperare nella giusta directory il descrittore del file da leggere

2 letture 🡪 sul disco per cercare il file e sulla locazione del file per cercar i dati per il descrittore del file.

Per questo si fa di solito la fopen.

In tutte le operazioni (a parte la creazione) vi è una ricerca del descrittore del file nella directory di appartenenza (mantenuto in memoria secondaria): se si devono effettuare una serie di operazioni di lettura o scrittura questo può risultare INEFFICIENTE

Vengono allora introdotte altre due OPERAZIONI che agiscono su una struttura dati mantenuta in memoria centrale TABELLA DEI FILE APERTI  maggiore EFFICIENZA sta nell’AREA KERNEL

La tabella dei file aperti sta in RAM 🡪 vantaggio maggiore se si vogliono leggere + dati

**5. APERTURA DI UN FILE**

APRI (nome-file)

Crea un elemento nella TABELLA dei FILE APERTI che realizza la corrispondenza con una copia del descrittore del file

Le ricerche d'ora in poi avvengono su questa struttura dati di dimensione LIMITATA 🡪 ricerca più efficiente

**NOTE SULLA APRI:**

1. Una operazione di APERTURA può servire anche per dichiarare quale modalità di accesso si vuole usare: solo lettura, solo scrittura, lettura e scrittura.

La modalità richiesta deve essere AUTORIZZATA dal meccanismo di PROTEZIONE DEI FILE: ad esempio, non si può scrivere su un file READ-ONLY

2) Con questo approccio, l'operazione di creazione implica, in genere, una "apertura in scrittura" del file

VARIANTE:

La OPERAZIONE APRI ritorna un indice nella TABELLA DEI FILE APERTI dove è stato copiato il descrittore di quel file

🡪 le funzioni LEGGI, SCRIVI, CHIUDI usano come parametro questo indice INVECE che il nome del file

6. CHIUSURA DI UN FILE

CHIUDI (nome-file)

Elimina l'informazione relativa al file dalla TABELLA DEI FILE APERTI

Questa operazione è necessaria data la dimensione limitata della TABELLA dei FILE APERTI

Ma le scritture e le letture su quale parte del file hanno effetto? Dipende dai METODI DI ACCESSO

# FILE IN

I file in C sono visti in modo molto semplice tramite un insieme di operazioni primitive (invocabili, come detto, come semplici funzioni di **libreria**) sono visti come stream di byte.

#### CARATTERISTICHE DI BASE:

Organizzazione a **BYTE**

Ogni volta che si accede a un file 🡪 i/o pointer or file pointer.

ACCESSO **sequenziale**

**I/O pointer** associato all’apertura del file

Per interagire con i file, il Sistema Operativo mette a disposizione un **TIPO DI DATO ASTRATTO**: il S.O. (il File System) agisce come ***gestore*** delle istanze di questo tipo

L'interazione con un file deve quindi essere autorizzata dal gestore e quindi dal File System  ***operazioni di richiesta risorsa (prologo) e rilascio (epilogo)***

L'operazione di **prologo** consente di ottenere una **chiave** (**file descriptor**, *UNIX* o **file handle**, *MS-DOS*) che serve per poter richiedere le operazioni di lettura, scrittura, posizionamento del file pointer.

La chiave è l’indice della tabella dei file aperti a cui si trova il descrittore del file che ci interessa

L'operazione di epilogo consente di restituire la chiave quando la sessione di interazione con il file è terminata

**OPERAZIONI DI BASSO LIVELLO SUI FILE**

***create***, ***open***, ***close***, ***read*** / ***write***, ***lseek***

#### OPERAZIONI sul FILE SYSTEM: prologo, epilogo

 operazioni di RICHIESTA e RILASCIO risorse

**CREATE 🡪 IMPLICA UNA LETTURA E SCRITTURA SU UN FILE , NON SERVE LA OPEN DOPO**

**Senza e finale** fd = **creat**(name, mode);

char \*name; /\* nome del file \*/

* Una stringa zero terminata, puo essere assoluto, relativo, relativo semplice.

int mode; /\* attributi del file \*/

* Sono impliciti, quelli espliciti sono i 9 bit di protezione UGO che di solito vengono dati in OTTALE

***int fd; /\* chiave \*/***

* ***È la variabile che conterra’ il val di ritorno 🡪 la chiave della tabella dei file aperti.***

***mode***  in UNIX sono i diritti del file (di solito in ottale) La primitiva **creat** crea un file di nome *name* e diritti *mode*

 se il file esiste già lo azzera (mode non ha effetto)

E quindi si svuota

**NOTA:** si deve avere il diritto di scrittura

 il file viene APERTO in scrittura

**OPEN** fd = **open** (name, flag);

int flag; /\* modalità di apertura \*/

***flag***  in UNIX **#include <fcntl.h>**

**🡪 importante includerlo!!**

sono definite le costanti

O\_RDONLY, O\_WRONLY, O\_RDWR

(sola lettura, sola scrittura, entrambe)

La primitiva **open** apre il file di nome *name* con modalità

*flag*

Sia la **creat** che la **open** ritornano un FILE DESCRIPTOR se hanno successo; altrimenti ritornano -1. Ad esempio: scrivere su un file READ ONLY.

* controllare sempre

**CLOSE: ELIMINA DESCRITTORE DEL FILE ALL’INTERNO DELLA TABELLA DEI FILE APERTI**

retval = **close**(fd);

int fd, retval;

La primitiva **close** chiude il file corrispondente a fd

 chiusura automatica dei file alla terminazione del processo

# FILE DESCRIPTOR

 riferimento a *istanze* del **tipo di dato astratto** che consentono ad un processo di accedere ai file

 corrispondono ad un **INDICE** nella **TABELLA dei FILE APERTI** (parte dell’area di kernel associata ad ogni processo)

Avere delle tabelle implica:

a) LIMITE al numero massimo di file aperti per ogni processo e

b) LIMITE sul numero massimo di file aperti in tutto il sistema

In casi estremi un -1 🡪 superamento di uno dei due limiti.

#### I concetti di

##### standard input

* ***standard output***

##### standard error

##### sono associati ai file descriptor 0, 1, 2 (N.B. ragione in particolare per notazione 2> per ridirigere lo standard error!) 🡪 perché sono i primi 3 descrittori della tabella dei file aperti.

Nuove operazioni di RICHIESTA di una risorsa file producono nuovi file descriptor per un processo

#### Nell'area di Kernel di ogni processo:

**TABELLA DEI FILE APERTI**
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**standard input** 0

|  |
| --- |
|  |
|  |
|  |
|  |
|  |
|  |
|  |
|  |

**standard output** 1

![](data:image/png;base64,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)

**standard error** 2

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAANCAMAAACuAq9NAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAnUExURf4AZv4AZf8AZgAAAP4AVP8Aaf4AXP4Acf8Aav4AZ/8Af/4AZAAAALi9vjYAAAANdFJOU////////////////wA96CKGAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAANUlEQVQYV33NMQoAMAhDUXHO/c9bTLSRDv3bEySRHdilbNLBI74ciSXTKi7NUGvvVi/1qhIH6wQEoaKU4UYAAAAASUVORK5CYII=)

3

4

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAADCAMAAABh9kWNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURf4AZf8AZgAAAP5QkZkAAAADdFJOU///ANfKDUEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAAPSURBVBhXY2BkZIRgRkYAAEIACtLqdG8AAAAASUVORK5CYII=)

5

file1

file2

file3

In realtà lo schema è un po' più complicato  vedi dopo

**Chiave**  indice (**NUMERI** successivi) tabella dei file aperti

# NOTE SU CLOSE E OPEN/CREAT

1. Dimensione della tabella dei file aperti 

fissata dal Sistema Operativo

la funzione close() risulta necessaria per liberare degli elementi quando si tenta di aprire un file avendo esaurito lo spazio nella tabella dei file aperti

1. Ogni volta che viene aperto o creato un file, il Sistema Operativo cerca nella tabella dei file aperti il **primo elemento libero**:

quindi, se le aperture/creazioni e le chiusure vengono mescolate, l'effetto è che verranno riutilizzati elementi precedentemente occupati e perciò verranno ritornati file descriptor già utilizzati

Questo consente la realizzazione del meccanismo di ridirezione

## Completa Omogeneità dei file con i dispositivi

Anche per i dispositivi usiamo le stesse primitive

***open, read, write, close***

## OPEN (approfondimento)

**OPEN fd = open(name, flag, mode);**

char \*name; int flag;

int mode; /\* attributi del file \*/ int fd; /\* file descriptor \*/

Nel file header **fcntl.h** altre costanti oltre a O\_RDONLY, O\_WRONLY, O\_RDWR

* **O\_APPEND** aggiunge in fondo al file,

 **N.B.** Bisogna usarlo insieme con O\_WRONLY, O\_RDWR

* **O\_TRUNC** distrugge il contenuto, se il file esiste
* **O\_CREAT** crea il file, se non esiste

 **N.B.** Bisogna specificare il terzo parametro **mode**

* **O\_EXCL** fallisce se il file esiste già

 **N.B.** Bisogna usarlo insieme con O\_CREAT

**ESEMPI:**

#include <fcntl.h>

fd1 = open("pippo", O\_CREAT, 0644);

fd2 = open("paperino", O\_CREAT | O\_EXCL, 0644); fd3 = open("paperina", O\_TRUNC);

fd4 = open("pluto", O\_WRONLY | O\_APPEND); Se fd2 negativo, cosa vuol dire?

# FILE POINTER

Dopo che un file è stato aperto (o creato), tramite il file descriptor appositamente ottenuto è possibile operare sul file in modo **sequenziale**: la posizione corrente all'interno del file consente, in ogni istante, di sapere su quale parte del file avrà effetto la prossima operazione richiesta

Tale posizione viene indicata dal **file pointer** (detto anche I/O pointer) associato al file descriptor utilizzato

**NOTA BENE:** Il file pointer non è associato al file effettivo, ma al file descriptor e quindi fa parte dell'istanza del tipo di dato astratto *file*: quindi, aperture effettuate sullo stesso file, definiranno file pointer separati
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EOF

FILE POINTER

(a) Situazione del file pointer dopo l'apertura del file.

EOF

FILE POINTER

(b) Situazione del file pointer dopo la creazione del file.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |  |
|  | | | | | | | | | | | | | | | |

## OSSERVAZIONE:

La marca di END-OF-FILE è un concetto astratto: i diversi

S.O. la possono implementare in modi differenti

 **UNIX** non inserisce nessun carattere particolare nel file, ma basa il concetto di end-of-file sulla lunghezza del file

 **MS-DOS** inserisce un carattere particolare nel file

## OPERAZIONI di LETTURA E SCRITTURA

|  |  |  |
| --- | --- | --- |
| **READ** | Nread | = **read**(fd, buf, n);🡪TRE PARAMETRI D’INVOCAZIONE 1)FILE DESCRIPTOR VALIDO CHE DERIVA DA UNA OPEN CONGRUENTE AL TIPO DI OPERAZIONE 2) è UN PUNTATORE A CARATTERE 🡪 UNA CERTA ZONA DI MEMEORIA CHE DOVRà CONTENERE I BYTE LETTI 3) DEVE ESSERE IL NUMERO DEI CARATTERI CHE VOGLIAMO LEGGERE. LA DIMENSIONE DI MEMORIA CHE ABBIAMO RISERVATO PER CONTENERE I DATI LETTI DEVEE ESSERE MAGGIORE O UGUALE AL 3.  READ RITORNA IL NUMERO DI BYTE LETTI. |
| **WRITE** | nwrite | = **write**(fd, buf, n);  PARAMETRI D’INVOCAZIONE  1)FILE DESCRIPTOR VALIDO CHE DERIVA DA UNA OPEN CONGRUENTE AL TIPO DI OPERAZIONE  2) è UN PUNTATORE A CARATTERE 🡪 UNA CERTA ZONA DI MEMEORIA CHE DOVRA’ CONTENERE I BYTE CHE VOGLIAMO SCRIVERE SUL FILE  3) DEVE ESSERE IL NUMERO DEI CARATTERI CHE VOGLIAMO SCRIVERE. LA DIMENSIONE DI MEMORIA CHE ABBIAMO RISERVATO PER CONTENERE I DATI LETTI DEVEE ESSERE MAGGIORE O UGUALE AL 3.  READ RITORNA IL NUMERO DI BYTE LETTI. |
|  |  | int nread, nwrite, n, fd; char \*buf; |

**IL BUF PUO’ ESSERE DEFINITO SECONDO DUE MODI:**

**ARRAY STATICO**

**lettura e scrittura** di un file avvengono a partire dalla **posizione corrente** del file ed avanzano il file pointer all'interno del file

 restituiscono il **numero dei byte** su cui hanno lavorato Nel caso di read: se il file pointer è sull'end-of-file viene restituito come valore di ritorno 0

EOF

FILE POINTER

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 |  |

La **READ** tenta di leggere un numero di byte pari a **n**: i caratteri letti si trovano nella memoria puntata da **buf**

**nread**  numero di byte effettivamente letti

Se ci sono dei problemi o se si è incontrato l'END OF FILE, nread sarà diverso da n

La **WRITE** tenta di scrivere un numero di byte pari a **n** presi dalla memoria puntata da **buf**

**nwrite**  numero di byte effettivamente scritti Se ci sono dei problemi, nwrite sarà diverso da n

**LETTURA E SCRITTURA (segue)**

**NOTA:**

**buf** può essere una porzione di memoria definita tramite un array di tipo statico

esempio: char buf[100];

oppure può essere allocata dall'HEAP dinamicamente

esempio: char \*buf;

buf = (char \*) malloc(100);🡪 si fa se la dimensione non è nota

la malloc ritorna 0 se non ha successo 🡪 NULL, e si deve controllare per ogni volta che si fa una malloc

#### in ogni modo la sua dimensione deve essere >= n

Ogni utente ha la **propria visione** dei file aperti

Nel caso di più utenti che aprono lo stesso file

ogni processo utente ha un proprio

**I/O pointer separato**

**SE** un utente legge o scrive, modifica il proprio pointer

gli altri utenti non subiscono modifiche del proprio I/O pointer

**SE** un utente chiude un file, non c'è impatto sugli altri utenti

#### FILE SYSTEM CONDIVISO

*Un utente non ha visibilità delle azioni di un altro utente*

se non attraverso la **modifica dei dati**

# ESEMPI DI LETTURA/SCRITTURA

### ESEMPIO 1. COPIA

#### COPIA da un FILE ad un ALTRO

 EFFICIENZA in base al numero di byte letti

#include <fcntl.h> /\* File CoNTroL \*/ #include <stdio.h>

/\* definisce la costante **BUFSIZ**: tipico valore 512 \*/ #define PERM 0644

/\* DIRITTI di lettura e scrittura al proprietario, lettura al gruppo ed agli altri \*/

main ()

{ char f1 [20]= "file1", f2 [40]= "file2";

int nread,

infile, outfile; /\* **file descriptor** \*/ char buffer [BUFSIZ];

infile = ***open*** (f1, O\_RDONLY);

/\* apertura in lettura del file "file1" \*/ outfile = ***creat*** (f2, PERM);

/\* creazione del file "file2" \*/

while ( (nread = ***read*** (infile, buffer, BUFSIZ) )> 0 )

/\* lettura dal primo file fino a che ci sono caratteri \*/

***write*** (outfile, buffer, nread );

/\* scrittura sul secondo file dei caratteri letti \*/

***close*** (infile); ***close*** (outfile);

/\* chiusura dei file \*/

}

**Legge dal file *file1* e scrive su *file2***

FILE ESEGUIBILE  copia1

INVOCAZIONE  copia1

**N.B.:** Il file file1 ***DEVE*** esistere già

#### Segue COPIA da un FILE ad un ALTRO

**ATTENZIONE: Se dopo la lettura si devono analizzare i caratteri conviene leggere un carattere alla volta**

#include <fcntl.h> #include <stdio.h> #define PERM 0644

/\* DIRITTI di lettura e scrittura al proprietario, lettura al gruppo ed agli altri \*/

main ()

{ char f1 [20]= "file1", f2 [40]= "file2";

int nread,

infile, outfile; /\* **file descriptor** \*/ char **ch**;

/\* definiamo un buffer di solo un carattere \*/

infile = ***open*** (f1, O\_RDONLY);

/\* apertura in lettura del file "file1" \*/ outfile = ***creat*** (f2, PERM);

/\* creazione del file "file2" \*/

while ( (nread = ***read*** (infile, &ch, 1) )> 0 )

/\* nella read bisogna passare il puntatore ad una zona di memoria e quindi in questo caso, l'indirizzo di ch \*/

{ **/\* eventuale fase di analisi del carattere letto ch \*/**

***write*** (outfile, &ch, nread );

/\* anche nella write bisogna passare il puntatore ad una zona di memoria e quindi in questo caso, l'indirizzo di ch \*/

}

***close*** (infile); ***close*** (outfile);

/\* chiusura dei file \*/

}

#### COPIA da un FILE ad un ALTRO (uso argomenti)

#include <stdio.h> #include <fcntl.h> #define PERM 0644

main (int argc, char \*\*argv)

{ int infile, outfile, nread; char buffer [BUFSIZ];

infile = ***open*** (argv [1], O\_RDONLY);

/\* apertura in lettura del file il cui nome è in argv[1] \*/ outfile = ***creat*** (argv [2], PERM);

/\* creazione del file il cui nome è in argv[2]\*/

while (( nread = ***read*** (infile, buffer, BUFSIZ)) > 0 )

/\* lettura dal primo file fino a che ci sono caratteri \*/

***write*** (outfile, buffer, nread);

/\* scrittura sul secondo file dei caratteri letti \*/

***close*** (infile);

***close*** (outfile);

/\* chiusura dei file \*/

}

Si passano i nomi dei file come argomenti FILE ESEGUIBILE  copia2

INVOCAZIONI  copia2 file1 file2

copia2 copia1.c temp

#### ANCORA ESERCIZIO DI COPIA: PIÙ CONTROLLI

#include <fcntl.h> #include <stdio.h>

#define PERM 0644 /\* in UNIX \*/

è una costante MACRO sono diritti scritti in ottale ce ne accorgiamo dal fatto che c’e’ lo 0 davanti al numero RW- R-- R--

**int copyfile (**char \***f1,** char \* **f2)**

{ int infile, outfile, nread;

Outfile🡪 val di ritorno della creat

Infile 🡪 val di ritorno della open

char buffer [BUFSIZ]; /\* usato per i caratteri \*/

1)APRIRE IL FILE SORGENTE E DEVE DARE ERRORE SE IL FILE NON ESISTE

if (( infile = **open** (f1, O\_RDONLY)) < 0)

return 2;🡨 SI RITORNA 2 E SI TORNA AL MAIN

/\* ERRORE se non si riesce ad aprire in LETTURA il primo file \*/

2)CREAZIONE FILE PER LA COPIA

RW- R- R-

if (( outfile = **creat** (f2, PERM)) <0 )

/\* ERRORE se non si riesce a creare il secondo file \*/

{close (infile); return 3; }

3)LEGGIAMO DA INFILE PER SCRIVERE SU OUTFILE TRAMITE UN

WHILE

while (( **nread = read** (infile, buffer, BUFSIZ)) > 0 )

FINCHE SI RIESCE A LEGGERE LI SCRIVIAMO SU OUTFILE

{

if ( **write (outfile , buffer, nread ) < nread** )

/\* ERRORE se non si riesce a SCRIVERE \*/

{

close (infile); close (outfile); return 4;

}

}

close (infile); close (outfile);

/\* se arriviamo qui, vuol dire che tutto è andato bene \*/

**return 0**;

}

Int main (int argc, char \*\*argv)

{ int status;

if (argc != 3) /\* controllo sul numero di argomenti 🡪stretto \*/

{

printf ("Errore: numero di argomenti sbagliato\n"); exit (1);

}

status = **copyfile**(argv[1], argv[2]);if (status != 0)

printf ("Ci sono stati degli errori nella copia\n"); exit (status);

}

l’exit e il return hanno due effetti diversi nella funzione e nel main

nella funzione ritorna ad main, l’exit spegne tutto.

FILE ESEGUIBILE  copia INVOCAZIONI  copia file1 file2copia copia1.c temp

Dopo la esecuzione controllare il return code

* in UNIX, **echo $?**

SE è 0 è ANDATO TUTTO BENE!!

1. Creare un fil e in una directory senza diritto di scrittura
2. O che non esiste

Int main(){

Valore di bufsize

Printf(“Il valore di BUFSIZE is %d\n”, BUFSIZE);

exit(0); }

#### Con RIDIREZIONE  FILTRO

#include <stdio.h> main ()

{ char buffer [BUFSIZ]; int nread;

while ( (nread = ***read*** (0, buffer, BUFSIZ)) > 0 )

/\* lettura dallo standard input fino a che ci sono caratteri \*/

***write*** (1 , buffer, nread);

/\* scrittura sullo standard output dei caratteri letti \*/

}

Il sistema esegue automaticamente i collegamenti con lo STANDARD INPUT e lo STANDARD OUTPUT

 non c'è bisogno di aperture o creazioni e di chiusure

La lettura da fd=0 legge dallo **standard input**

la scrittura su fd=1 scrive su **standard output**

Questi due **file descriptor** sono aperti *automaticamente* dal

**sistema** (shell) e collegati all'I/O

In Unix, **CTRL-D** rappresenta la fine file dello STANDARD INPUT (in MS-DOS, invece è CTRL-Z)

#### Completa Omogeneità dei file con i dispositivi

fd = open ("/dev/printer", O\_WRONLY);

Anche per i dispositivi usiamo le stesse primitive

##### open, read, write, close

FILE ESEGUIBILE  copiarid INVOCAZIONI  copiarid

copiarid **<** copia1.c

copiarid **<** copia1.c **>** temp

### ESEMPIO 2. INSERIMENTO DI CARATTERI

**IN UN FILE**

#include <stdio.h> #include <fcntl.h>

#define PERM 0644 /\* in UNIX \*/

main (int argc, char \*\*argv)

{ int fd; char \*buff; int nr;

printf("il nome del file su cui inserire i caratteri è %s\n", argv[1]);

buff=(char \*)malloc(80);

/\* bisogna ALLOCARE memoria per il BUFFER \*/

if ((fd = open(argv[1], O\_WRONLY)) < 0) fd = creat(argv[1], perm);

/\* se il file esiste, viene aperto in lettura, altrimenti viene creato \*/

printf("Aperto o creato con fd = %d\n", fd); while ((nr=read(0, buff,80)) > 0)

write(fd, buff, nr);

close(fd);

}

**OSSERVAZIONE:**

Leggere BUFSIZ caratteri alla volta, oppure 80 oppure 1 alla volta in questi due primi esempi è completamente indifferente a livello logico

* potrà incidere eventualmente solo a livello di prestazioni

Diventa importante leggere un carattere alla volta se dobbiamo fare una analisi/trasformazione di un carattere alla volta

# FILE E MULTIUTENZA

Ogni utente ha un identificatore detto **uid** (user id) e appartiene a un gruppo **gid** (group id), come specificato nel file /etc/passwd.

Esempio: letizia:ITZ7b:250:100:Leonardi:/home/letizia:/bin/sh Un processo acquisisce **uid** e **gid** dell’utente che lo lancia

Il kernel memorizza per ogni file **user id** ed **group id** del

processo creatore

Un processo può accedere a un file se:

* uid processo == 0 ( superutente)
* uid processo == uid proprietario file e diritti OK
* uid processo != uid proprietario file ma
* gid processo == gid proprietario file e diritti OK
* uid e gid proc != uid e gid file, ma diritti other OK

Attenzione: in realtà il kernel guarda **effective uid** e **gid** del processo che accede al file

# IMPLEMENTAZIONE RIDIREZIONE

Supponiamo, quindi, di aver richiesto al Sistema Operativo (MS-DOS o UNIX che sia) di eseguire il programma *prova* ridirezionando sia lo standard input che lo standard output:

prova < dati > risultati

dove *dati* sia il nome del file da cui si devono leggere i dati e *risultati* sia il nome del file su cui devono essere scritti i risultati

Il Sistema Operativo, prima di mandare in esecuzione il programma *prova*, effettua le seguenti operazioni a basso livello:

close(0);

open("dati", O\_RDONLY); close(1); creat("risultati", *modo*);

prima chiusura

* + libera l'elemento di posto 0 della tabella dei file aperti; apertura seguente
  + occupa proprio quell'elemento e quindi il valore ritornato come file descriptor è 0

seconda chiusura

* + libera l'elemento di posto 1 della tabella dei file aperti creazione seguente
  + va ad occupare proprio quell'elemento e quindi il valore ritornato come file descriptor è 1

Quindi, il Sistema Operativo manda in esecuzione il programma *prova* che, tutte le volte che leggerà dallo standard input e scriverà sullo standard output, in realtà effettuerà letture dal file *dati* e scritture sul file *risultati*

## OPERAZIONI non SEQUENZIALI

**LSEEK** newpos = **lseek**(fd, offset, origin); long int newpos, offset; int fd;

int origin;

/\* 0 dall'inizio, 1 dal corrente, 2 dalla fine\*/

Questa funzione sposta il file pointer all'interno del file, identificato dal file descriptor *fd*, di *offset* caratteri (byte) a partire dalla posizione data da *origin*  *origin* può essere specificato in modo simbolico includendo il file <unistd.h> e usando le costanti **SEEK\_SET** (inizio), **SEEK\_CUR** (corrente) o **SEEK\_END** (fine)

Il valore di offset può essere un long integer positivo o negativo

Il valore ritornato rappresenta la posizione corrente del file pointer a partire dall'inizio del file cioè il numero di byte a partire dall'inizio del file ove si trova il file pointer

Le successive operazioni di lettura/scrittura saranno applicate a partire dalla nuova posizione

Ad esempio, per tornare all'inizio del file basterà scrivere:

lseek(fd, 0L, 0);

dove 0L rappresenta il valore zero espresso come costante "lunga"

Nel caso che ci si sposti alla fine del file 

newpos rappresenta la lunghezza (in byte) del file

**ESERCIZIO**:

Calcolare la lunghezza di un file il cui nome viene passato come argomento: **NON si utilizzi la funzione lseek**

**NOTA BENE:** La funzione lseek() non restituisce errore se con il file pointer si "esce" dal file in avanti o indietro

#### ESEMPI DI USO DI LSEEK:

**ESEMPIO 1:** Vengono inserite in un file (***senza distruggerne il contenuto***) delle stringhe, lette da input, solo se soddisfano una certa condizione. Il nome del file è un parametro del programma.

#include <stdio.h> #include <fcntl.h>

#define PERM 0644 /\* in UNIX \*/

int **pattern** (s) char \*s;

{ /\* restituisce 1 solo se il secondo carattere è uguale a 's' e se il penultimo è una cifra \*/

return ( s[1] == 's' &&

s[strlen(s)-2] >= '0' &&

s[strlen(s)-2] <= '9' ? 1 : 0);

}

**main** (int argc, char \*\*argv)

{ int fd;

char stringa [80], answer [3], eol = '\n'; long int pos = 0;

printf("il nome del file su cui inserire le stringhe è

%s\n", argv[1]);

if ((fd = open(argv[1], O\_WRONLY)) < 0) fd = creat(argv[1], PERM);

/\* **apertura in scrittura**, **se non esiste, creazione** \*/ else pos = lseek(fd, 0L, 2);

/\* **se il file esiste, ci si posiziona alla fine** \*/ printf ("il file contiene %ld byte\n", pos);

while ( printf("Vuoi finire?(si/no)\n"),

scanf("%s", answer), strcmp (answer,"si") )

{ printf("fornisci la stringa da inserire\n"); scanf("%s", stringa);

if (pattern(stringa)) {

/\* se si soddisfa il pattern, si inserisce nel file \*/

write(fd, stringa, strlen(stringa)); write(fd, &eol, 1);

} };

close (fd);

}

**ESEMPIO 2:** Viene appeso ad un file (parametro del programma) il contenuto di un altro file. Quest'ultimo è lo standard input: **possibilità di ridirezione**

#include <fcntl.h> #include <stdio.h>

#define PERM 0644 /\* in UNIX \*/

int **appendfile** (char \*f1)

{ int outfile, nread; char buffer [BUFSIZ]; if ( (outfile = open ( f1, O\_WRONLY)) < 0 )

**/\* apertura in scrittura \*/**

{ if (( outfile = creat ( f1, PERM)) <0 )

**/\* se il file non esiste, viene creato \*/**

return (-1); } else lseek (outfile, 0L, 2);

**/\* se il file esiste, ci si posiziona alla fine \*/**

while (( nread = **read** (**0**, buffer, BUFSIZ)) > 0 )

**/\* si legge dallo standard input \*/**

{ if ( **write** (outfile, buffer, nread ) < nread )

{ close (outfile); return (-2); /\* errore \*/ }

}/\* fine del file di input \*/ close (outfile); return (0);

}

**main** (int argc, char \*\* argv)

{ int integi;

if (argc <= 1) /\* controllo sul numero di argomenti \*/

{ printf ("ERRORE: almeno un argomento \n"); exit (-3); } integi = **appendfile** (argv[1]);

exit (integi);

}

#### POSSIBILI INVOCAZIONI:

* append fff

abc def

<fine-file>  si appende al file fff ciò che c'è sullo stdinput

* append fff < aaa
  + si appende al file fff tutto ciò che c'è nel file aaa

# OSSERVAZIONI:

**\*** Operazioni sui dispositivi e file **solo sincrone**

cioè con attesa del completamento dell'operazione

## \* ATOMICITÀ della SINGOLA OPERAZIONE

di lettura/scrittura e di azione su un file

 **operazioni primitive** cioè azioni elementari e non interrompibili della macchina virtuale UNIX

#### file

Processo1 111111111

write

Processo2 2222222222

write

NON è garantita la **atomicità** delle sequenze di operazioni

Per esempio, ***se più processi mandano file sulla stampante*** si possono mescolare le linee inviate alla stampante!!!!

 Definizione di un **gestore** che incapsula la risorsa

Gestore File

##### Tipi di file

* file **ordinari**
* file **directory**
* file **speciali** (dispositivi fisici) in /dev

*speciali* orientati al **carattere** (sono tipicamente stampanti, terminali, linee telefoniche)

*speciali* orientati al **blocco** (dischi,nastri)

#### OPERAZIONI di LINK e UNLINK

**LINK** retval= **link**(name1, name2); char \*name1, name2;

int retval;

Questa primitiva consente in UNIX di creare un nuovo NOME (un link) per un file esistente

* viene incrementato il numero di link

**UNLINK** retval= **unlink**(name);

char \*name; int retval;

Questa primitiva consente di cancellare un file

In UNIX, in realtà, come dice il suo nome, il suo compito è cancellare un link  nel caso in numero di link arrivi a ZERO allora si opera anche la DISTRUZIONE del file cioè la liberazione dello spazio su disco

Tramite l'uso di queste due primitive viene realizzato, ad esempio, il comando **mv** di UNIX

#### ESEMPIO: IMPLEMENTAZIONE DEL COMANDO

**UNIX MV (versione semplificata)**

#include <stdio.h> #include <stdlib.h>

main (int argc, char \*\*argv)

{ if (argc != 3) { printf ("Errore\n"); exit(-1); }

**/\* controllo del numero di parametri \*/**

if (link(argv[1], argv[2]) < 0)

{ printf ("Errore\n"); exit(-2);}

**/\* controllo sulla operazione di link \*/**

if (unlink(argv[1]) < 0)

{ printf ("Errore\n"); exit(-3);}

**/\* controllo sulla operazione di unlink \*/**

printf ("Ok\n"); exit(0);

}

Si considerino eventuali estensioni

## ALTRE PRIMITIVE SUI FILE

#### Verifica sui diritti di accesso ad un file

**ACCESS** retval = **access** (pathname, amode);

char \* pathname; int amode;

int retval;

La primitiva ACCESS consente di verificare il tipo di accesso consentito su un file

Il parametro ***amode*** può essere:

04 read access; 02 write access

01 execute access; 06 read e write access; 00 existence

***access*** restituisce il valore 0 in caso di successo, altrimenti un valore negativo

#### Verifica dello stato di un file

**STAT** retval = **stat** (pathname, &buff);

char \* pathname; struct stat buff;

/\* struttura che rappresenta il descrittore del file \*/

int retval;

**FSTAT** retval = **fstat** (fd, &buff);

int fd;

FSTAT può essere usato solo se il file è già aperto

Entrambe le primitive, tornano il valore 0 in caso di successo, altrimenti un valore negativo

Vediamo quali possono essere i campi della ***struct stat***:

struct **stat** { ushort st\_mode; /\* modo del file \*/ ino\_t st\_ino; /\* I\_node number \*/

dev\_t st\_dev; /\* ID del dispositivo \*/ dev\_t st\_rdev; /\* solo per file speciali \*/ short st\_nlink; /\* numero di link \*/

ushort st\_uid; /\* User ID del proprietario \*/ ushort st\_gid; /\* Group ID del proprietario \*/ off\_t st\_size; /\* Lunghezza del file in byte \*/ time\_t st\_atime; /\* tempo dell'ultimo accesso \*/ time\_t st\_mtime; /\* tempo dell'ultima modifica\*/

time\_t st\_ctime; /\* tempo dell'ultimo cambiamento di stato \*/}

## ESEMPIO di uso di ACCESS

#include <unistd.h> main(int argc, char \*\*argv)

{

if (argc < 2)

{ printf("ERRORE!\n"); exit(-1);}

if (access(argv[1], F\_OK) == 0)

printf("OK file\n");

else printf("NO file\n");

if (access(argv[1], R\_OK) == 0)

printf("OK lettura\n"); else printf("NO lettura\n");

if (access(argv[1], W\_OK) == 0)

printf("OK scrittura\n"); else printf("NO scrittura\n");

if (access(argv[1], X\_OK) == 0)

printf("OK esecuzione\n"); else printf("NO esecuzione\n");

}

**NOTA BENE**: **access** verifica i diritti dell'utente, cioè fa uso del **real** uid del processo (e non dell'effective uid)

### ESEMPIO di uso di STAT

#include <sys/types.h> #include <sys/stat.h>

main(int argc, char \*\*argv)

{ struct stat b;

if (argc < 2) { printf("ERRORE!\n"); exit(-1);} if (stat(argv[1], &b) != 0)

{ printf("NO!!!\n"); exit(-2); } printf("st-dev=%ld\n", b.st\_dev); printf("st-ino=%ld\n", b.st\_ino); printf("st-mode=%ld\n", b.st\_mode); printf("st-nlink=%ld\n", b.st\_nlink); printf("st-uid=%ld\n", b.st\_uid); printf("st-gid=%ld\n", b.st\_gid); printf("st-rdev=%ld\n", b.st\_rdev); printf("st-size=%ld\n", b.st\_size); printf("st-atime=%ld\n", b.st\_atime); printf("st-mtime=%ld\n", b.st\_mtime); printf("st-ctime=%ld\n", b.st\_ctime);

}

### ESEMPIO di uso di FSTAT

#include <sys/types.h> #include <sys/stat.h>

main(int argc, char \*argv)

{ int fd; struct stat b;

if (argc < 2) { printf("ERRORE!\n"); exit(-1);} if ((fd=open(argv[1], 0)) <= 0)

{ printf("NO OPEN!!!\n"); exit(-2);} if (fstat(fd, &b) != 0)

{ printf("NO!!!\n"); exit(-3); } printf("st-dev=%ld\n", b.st\_dev); printf("st-ino=%ld\n", b.st\_ino); printf("st-mode=%ld\n", b.st\_mode); printf("st-nlink=%ld\n", b.st\_nlink); printf("st-uid=%ld\n", b.st\_uid); printf("st-gid=%ld\n", b.st\_gid); printf("st-rdev=%ld\n", b.st\_rdev); printf("st-size=%ld\n", b.st\_size); printf("st-atime=%ld\n", b.st\_atime); printf("st-mtime=%ld\n", b.st\_mtime); printf("st-ctime=%ld\n", b.st\_ctime);

}