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pacman::p\_load(pacman, tidyverse, tseries, psych,knitr)  
knitr::opts\_chunk$set(message = FALSE, tidy = T, fig.align = "center")

## Question 9.2

# Parameters  
beta = c(1.1, 0.9, 0.4, 1.5) # the asset betas  
sig\_eps1 = 0.2 # sd of epsilon for asset 1  
sig\_eps2 = 0.4 # sd of epsilon for asset 2  
sig\_eps3 = 0.5 # sd of epsilon for asset 3  
sig\_eps4 = 0.8 # sd of epsilon for asset 4  
sig\_m = 0.1 # sd of the market  
  
# model  
Sig1 = (sig\_m^2) \* (beta %\*% t(beta)) + diag(c(sig\_eps1, sig\_eps2, sig\_eps3,sig\_eps4)^2)  
Sig1

## [,1] [,2] [,3] [,4]  
## [1,] 0.0521 0.0099 0.0044 0.0165  
## [2,] 0.0099 0.1681 0.0036 0.0135  
## [3,] 0.0044 0.0036 0.2516 0.0060  
## [4,] 0.0165 0.0135 0.0060 0.6625

#The corresponding correlation matrix can be obtained using the function cov2cor:  
cov2cor(Sig1)

## [,1] [,2] [,3] [,4]  
## [1,] 1.00000000 0.10578704 0.03843072 0.08881210  
## [2,] 0.10578704 1.00000000 0.01750505 0.04045358  
## [3,] 0.03843072 0.01750505 1.00000000 0.01469613  
## [4,] 0.08881210 0.04045358 0.01469613 1.00000000

#Recall that, for a given asset, β\_i=ρ\_i (σ\_i/σ\_m) where σ\_i^2=Var(R\_(i,t))  
#Therefore, the vector of correlations (ρ\_1,ρ\_2,ρ\_3,ρ\_4,ρ\_5 )^T of each asset’s return with the returns on the market index is given by  
cor\_vec = beta \* (sig\_m/(diag(Sig1)^0.5))  
cor\_vec

## [1] 0.48191875 0.21951220 0.07974522 0.18428854

#Products of the form ρ\_i ρ\_j may be obtained from the off-diagonal elements of  
cor\_vec %\*% t(cor\_vec)

## [,1] [,2] [,3] [,4]  
## [1,] 0.23224568 0.10578704 0.03843072 0.08881210  
## [2,] 0.10578704 0.04818560 0.01750505 0.04045358  
## [3,] 0.03843072 0.01750505 0.00635930 0.01469613  
## [4,] 0.08881210 0.04045358 0.01469613 0.03396226

#Note that the off-diagonal elements are identical to what we computed with cov2cor(Sig1).

## Question 9.4

#Step 1. Compute monthly returns  
#a. Risk-free rate, rfree  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

# convert from percentages to proportional monthly returns  
rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249141e-04 1.082688e-04 8.329516e-05 4.998626e-05 3.332722e-05  
## [6] 3.332722e-05

#b. S&P 500  
x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

## time series ends 2015-12-01  
sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_m\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
  
# Excess returns  
d = tibble(SP500 = sp500\_m\_ret - rfree1)  
d

## # A tibble: 60 x 1  
## SP500  
## <dbl>  
## 1 0.0225   
## 2 0.0318   
## 3 -0.00113  
## 4 0.0284   
## 5 -0.0135   
## 6 -0.0183   
## 7 -0.0215   
## 8 -0.0568   
## 9 -0.0718   
## 10 0.108   
## # ... with 50 more rows

# Fidelity Select Semiconductors Portfolio (symbol FSELX)  
x = get.hist.quote(instrument = "FSELX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fselx\_m = as.vector(x)  
n = length(fselx\_m)  
  
fselx\_m\_ret = (fselx\_m[-1] - fselx\_m[-n])/fselx\_m[-n]  
  
stks = tibble(FSELX = fselx\_m\_ret - rfree1)  
stks

## # A tibble: 60 x 1  
## FSELX  
## <dbl>  
## 1 0.0770   
## 2 0.0251   
## 3 -0.0516   
## 4 0.0703   
## 5 -0.00169  
## 6 -0.0711   
## 7 -0.0365   
## 8 -0.0996   
## 9 -0.0418   
## 10 0.125   
## # ... with 50 more rows

# Fidelity Select Energy Portfolio (FSENX)  
x = get.hist.quote(instrument = "FSENX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fsenx\_m = as.vector(x)  
n = length(fsenx\_m)  
  
fsenx\_m\_ret = (fsenx\_m[-1] - fsenx\_m[-n])/fsenx\_m[-n]  
  
stks = stks %>% mutate(FSENX = fsenx\_m\_ret - rfree1)  
stks

## # A tibble: 60 x 2  
## FSELX FSENX  
## <dbl> <dbl>  
## 1 0.0770 0.0830   
## 2 0.0251 0.0686   
## 3 -0.0516 0.0243   
## 4 0.0703 0.00319  
## 5 -0.00169 -0.0401   
## 6 -0.0711 -0.0273   
## 7 -0.0365 0.0135   
## 8 -0.0996 -0.119   
## 9 -0.0418 -0.170   
## 10 0.125 0.206   
## # ... with 50 more rows

# Fidelity Select Health Care Services Portfolio (FSHCX)  
x = get.hist.quote(instrument = "FSHCX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fshcx\_m = as.vector(x)  
n = length(fshcx\_m)  
  
fshcx\_m\_ret = (fshcx\_m[-1] - fshcx\_m[-n])/fshcx\_m[-n]  
  
stks = stks %>% mutate(FSHCX = fshcx\_m\_ret - rfree1)  
stks

## # A tibble: 60 x 3  
## FSELX FSENX FSHCX  
## <dbl> <dbl> <dbl>  
## 1 0.0770 0.0830 0.0534  
## 2 0.0251 0.0686 0.0568  
## 3 -0.0516 0.0243 0.0388  
## 4 0.0703 0.00319 0.0346  
## 5 -0.00169 -0.0401 0.0144  
## 6 -0.0711 -0.0273 -0.0105  
## 7 -0.0365 0.0135 -0.0262  
## 8 -0.0996 -0.119 -0.0785  
## 9 -0.0418 -0.170 -0.0853  
## 10 0.125 0.206 0.105   
## # ... with 50 more rows

# Fidelity Real Estate Investment Portfolio (FRESX)  
x = get.hist.quote(instrument = "FRESX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fresx\_m = as.vector(x)  
n = length(fresx\_m)  
  
fresx\_m\_ret = (fresx\_m[-1] - fresx\_m[-n])/fresx\_m[-n]  
  
stks = stks %>% mutate(FRESX = fresx\_m\_ret - rfree1)  
stks

## # A tibble: 60 x 4  
## FSELX FSENX FSHCX FRESX  
## <dbl> <dbl> <dbl> <dbl>  
## 1 0.0770 0.0830 0.0534 0.0395  
## 2 0.0251 0.0686 0.0568 0.0447  
## 3 -0.0516 0.0243 0.0388 -0.0145  
## 4 0.0703 0.00319 0.0346 0.0545  
## 5 -0.00169 -0.0401 0.0144 0.0142  
## 6 -0.0711 -0.0273 -0.0105 -0.0332  
## 7 -0.0365 0.0135 -0.0262 0.0177  
## 8 -0.0996 -0.119 -0.0785 -0.0616  
## 9 -0.0418 -0.170 -0.0853 -0.114   
## 10 0.125 0.206 0.105 0.155   
## # ... with 50 more rows

# Fidelity Select Transportation Portfolio (FSRFX)  
x = get.hist.quote(instrument = "FSRFX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

## time series ends 2015-12-01  
fsrfx\_m = as.vector(x)  
n = length(fsrfx\_m)  
  
fsrfx\_m\_ret = (fsrfx\_m[-1] - fsrfx\_m[-n])/fsrfx\_m[-n]  
  
stks = stks %>% mutate(FSRFX = fsrfx\_m\_ret - rfree1)  
stks

## # A tibble: 60 x 5  
## FSELX FSENX FSHCX FRESX FSRFX  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0770 0.0830 0.0534 0.0395 0.000334  
## 2 0.0251 0.0686 0.0568 0.0447 0.0174   
## 3 -0.0516 0.0243 0.0388 -0.0145 0.0214   
## 4 0.0703 0.00319 0.0346 0.0545 0.0116   
## 5 -0.00169 -0.0401 0.0144 0.0142 -0.00528   
## 6 -0.0711 -0.0273 -0.0105 -0.0332 -0.0142   
## 7 -0.0365 0.0135 -0.0262 0.0177 -0.0683   
## 8 -0.0996 -0.119 -0.0785 -0.0616 -0.0665   
## 9 -0.0418 -0.170 -0.0853 -0.114 -0.100   
## 10 0.125 0.206 0.105 0.155 0.149   
## # ... with 50 more rows

#Exploratory data analysis  
pairs.panels(stks)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAvVBMVEUAAAAAADoAAGYAOjoAOpAAZrYA//86AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kJA6kNtmAABmADpmAGZmOgBmOjpmOpBmZmZmkLZmkNtmtttmtv+QOgCQOjqQOmaQZgCQZjqQkDqQtraQ2/+2ZgC2Zjq2kGa22/+2/7a2/9u2///bkDrbkGbbtmbbtpDb25Db27bb29vb2//b/7bb////AAD/tmb/25D/27b/29v//7b//9v///8qgUJQAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2dC4PkOHHHtcftTBJCgF0IJOT2yOOG5MKEQMj2bJjx9/9YaVuvklRVelh2q3VVcLNut1WW/LOksqzWXy1iU5u6dQbEjjUBPLkJ4MlNAE9uAnhyE8CTmwCe3ATw5CaAJzcBPLkJ4MlNAE9uAnhyE8CTmwCe3ATw5CaAJzcBPLkJ4MlNAE9uAnhyE8CTmwCe3ATw5CaAJzcBPLkJ4MlNAE9uAnhyE8CTmwCe3ATw5CaAJ7ehAL8o9Y3eev3l7yu/PToz/mP0td54UuqrEzJVbyMBfv3Fd1/+ertKrx/Tq8V/e3Rm/Mfoa73x9u13h+eozUYC/OUnn/WFevvt92kd5b89OjPuY/y13gjgD2UjAX55f23qdLuHNML8t0dnBnwMv9YbLz96VO8Pz1OLCeCyzGQAL3/5vDx/g3u6rY0C+BqkvAfNIIKQ//bozGSa6HXX84dDM9VoowBeDQQyCEL+26Mzkwmy1nosNThr2xPHRo98TCK/PToz6GPS1njbx6QhK/BYgMX6mwCe3ATw5CaAJzcBPLkJ4MlNAE9uAvgebX3+flbq68/5Q8cDHOco8/nwAqimzWOzdQW8jp19+UmesADO2aCA15HvkhE9AZyzIQF//PqPv7n+82upwfttRMDX1vnx3Xdf/qpgGokAztmYgIttmIw4E8BdbZiMOBPAXa09I2qnHeNqVF89s7UGWXpvwezSHYCbUybJO7oa1ddeVxHn11+UTtPdB/hZ+Tvp7d//Rqkf/eNnsHudaPhs77Ivj3rg5endd/GJB4UyEuB4x0vJKNa+E0eA3z7pzfXEKODr3m0WopnaIoBbXZ2Z0tO7gvv6P5bl/z6tFMFusP32af2FwEdz6wngVlfejh3JigA/65b39eN7CvC1kX5vG2gB3O7qzJRBDfazCgnAy5P6B3eUAG51dWbKZxCt/069+7t/+/P2le2D19oKAV+jexcbCOBWV6u9uOtbm7LunBDw8qd/ebye858WGvC1Cr+HyfdnIk0+qK++gN8+bXO0j31dGDXR+sT//au1Daaa6BX8NyD5/kykyQf11fc52ERXpwZZxt4+XRthMsj6+k/up70CuNXV4mtwwY9WewF2jz9P113UY9K1yX62jbQAbnW12pfHk/pgT/JJ/fT6HPz2h0eyBj+vrfdGOT7xoFAGBnxWSkDSjn9vgZXtMr76vdv+8KIjaDtiKYBbXZ2ZElbVbSz63VqNg1cnFvDPP5qq+6wfhQVwq6ubp1xxPmyWvufCkw8KRQCHn4E9WBPA/V3dKqUyRNc/D3nCfOlfQIioe/c1+H7GA0ceCulKYb/IL/e12tPX9u1ozhdfxC0qfh9sRK7Q9/4l1hmwrrwBYOIMbOlfrkV/scV3kwfXFxVfHtNLyULBXa2vRl4wKuW+lu0N2udCX3wR17e722sat8Flq8q6AnZ9LwC8EIS50r99WuOwJ1POFxPJvX5c9z6nb7o5KLirt0/vwd42X3ZovcwXW0T94Rqxug02W1XWF/ADApggzJVeV1NbzmdLZ7vfX9JGmoOCu2oDHPpa77V/bgYc+HINCznTeQzAjmsIGD8HW/qtnLa6Pf1YbSucGMBpY8hCQV21NdGhr/XjU3MTHfh6+er7j7qIdoPNVpV1jaIpwNhJuNIHdVUPgj59sDd9HWDcVRouVfva2lUdZJX4Yov4rOc8vfcbbLaqrCfgBwIwepLi0ptd15LrIGsHYODq+t+Xx1xVYX2twcAGuMgXD/idqc5ug81WlXVLqSDVCDB2lvImWu96NGv2fp9OGK1oVo2ruDdt8LV9WAGX+WKLqBNfHbmNxNXtH5MowMDI5HyQpXe5OCR9RVYTGGlXZLxW7ssOwX5T5ostoua85stusNmqsl4p1UIA9v+UAw6eIfSlcHVwz2OScxX5bPG1ma/BOV9sEV8/Ghdug81WlXVKqXKAVQ3gcBRguwrXyEiPBFTWOtxVWx+cDHTs6INDX8/b49YHsMFlq8p6AV54wA91gO2gpHnGNEOB60Bj/VAl6mrbwBaXrPC12KHKEl+ZIr5YFy+4r+RWO2nSHdzmAV83agA352RUXz2zdeKkO7spgHO++gI+bdLdAl8S8oDj90oCuNXVcuKkuwW8YhDAnK+9rqInzbMm3a2AsVdI+CZ58QaFMhLgm6X0TbMA5nzdMeAMVbBJlnhQKAJ4od4wUIBVlHx3JtLkg/rqHEWftUaHqgMMCQvgVlernbNGhwrGr0oAA8ICuNXVZmes0RENbxQB9ogFcJWrm70urAZsbgwB3OzK2ykjWdWAF3M/dslEmnxQX/cYRbsBynW63bq1fdI79Sfl3vc/hK/+BfAOV6el3GnHuBrVV89sLee8LhS7nZ3yulDsdnbK60Kx29kprwvFbmhnvC4UuwsTwHdrL8jv3VITwHdrAnhy6wb42qG/LwvJxcazPOA1JF9/VSGA79LygDeyr7/8XgDfpRXU4G/Xp63XXxU8VIuNZ0V9MPqTt47D5x1djeqrZ7aq7OyUMmVnt6uDUvoga89N5ZNFpS9RYDI/u1uXUwpEmATwQCmpGlyiwKTsUiofQhEmATxYyiS5KlNgMqL1G2AowiSA96UkZg8cBphWYPrXrcLqFe+ACJMA3pWSmj1wYA2mFJj+c1suXgMGIkwCeFdKavZAZ8A+xmIUmLbYygD2IkwCeFdKavbAcYAZBaY1kjaAvQiTAN6Xkpg9cFgTvRmhwLRqehjAfpVmATxESkV/RABTCkzXRvp/TZDlRJgE8Agp4cjI5cIAzigwPauff/wQijAJ4CFSuuNXvFwN5hWY1mGQD6EIkwDum7J2qDI8UOPlAJMKTGYV0Mcr20CESQDfNOV6K0S1N04e9cFAgQkBvFbe10CESQCfkTJ1pNy/prpfPN6C0pe/LBPAJ6RMKeg9yh4b080D3n5yqmjVBzy5AD4oJVKDbe27/oF0o1abyoQVYNpuEzabPJQqCaYKX6s9mUgA1TrKFBHNl88gk60qOyDl9oVtWDfGId6luAYrt8w0S5iFQugmXftzbGXiCl+L1U2itI74IuL5omRXxgBsmmNfb01dvWC9aAFgo7JlvBbmJDqOkWDCxC8qfHndJELriC0ini90XXEsebn1S+mCIaUs5JXw5aLQs5QA1is/ZCMtDgqum7RZNWBcN4nUOmKLSOTrGWvqkeTl1q8PNgy2v2tEZRrni2oFHC5y2goY101a7bm2icZ1k0itIx4wnq8gg0zycutYg03spPmuhDVn/5hEJicAh8u4lAmZxr4o3aQ1xqld8R3XTSK1jtgi4vmCGaSzVWVdUxqYF2e2nW5rorsDNrucgCGymFi5L6ubRGodlQMO83VzUQ6yT/TPRA6vD7e4E2OZSFaxpXvhimZ122VliapldVDdJFLrqKKJDvOF6SYlzkutV0o7qrFiMHx1tEWdpB4wmdeawGiBzySVUrWEbhKldVQRZEX5Gk83yQTNF2ggrs4mR77GABPeih9tDtFNIrWOyh+T8vm6LWB9K1/08+72fzMuWfrwinfnCWAqsxwUSjeJ0CeqG+jQI1mU1lHFQIfPl93gslVlHVLqinrRw1OacRha4TEUmwmFBFnkDcNCYXST6iXecd0kQusoU8SqfB0JmFp8WsEtN0dDR1VuOMvtYk+cfK9wwERueSh1dpSvntnqnZJYfNqntC+KfEClgtGN+hq8wcQAZ10J4IaU+OLTNiV4k1D4/jY5cXy8vknSxyTq8Yz8UG8/SMBsSuRFUfWJozQKB+zfD3OnFMCNKfFfNgQvAnUjilZH/sThIfadBQY4UchLkgvgjinT1/hIc1sQ+oZX1cZmKGBsxFIA903p+sKS1pkcf6JK7x+uBHCP5AUp2Z+PZtKXDSCDJy7lIzUcsDTRvVPSPx9VHMCcf7T06PNvEk2z5xDAtSnJn4+GD7t7TqycQ67m+sclrgwCuDYl/fPRXZnGAPNgXRMdExbA+1Ke8vNR//ooDzgmLIBPSlnlKyz99n6iGHBEWADvT4ksXZvGOlVLZ4WPRhu1csDhyQTw/pQlgHfUYBNdOSEtE0wlYloPyD7FVOd6E8A+5U47xtWovnpmq8p23llio5sAntwE8OQmgCc3ATy5CeC7NJGXndtEXnZyE3nZyU3kZWc3kZcVMyaAJ7cdo9j9hs87uhrVV89s1WE6N6XPaq93aQmUHb7i5MO+LqR+EJhP2X7O2lTdSq9iKJTGFlwjy36zygacIrK111VUkYkfBGYyUXnO5pRJ8r61jtLYCgDrMFSpny3niGz1fuGP/yCwJGX7OduTdwbMa2xtgK9t3M/+vCx//Pv1mzNEtkaf0dE1ZZJ8l6sLAxjT2DLKePon+bp5PkFk6xDAx45kjVH6WP4hrsGpxtYKeKuzm/3P9vd4kS2pwU2Wyj/4PpjS2FKb9FI4x+x4ka0fFmBEdaXljJj8QwQY0djCAB8vstUZ8BmvC/mUivzkVzjMu1JwM3rgxeUfwiZ6s0hja22iY8DHi2z1BXzK60I2ZTj64rcvrlHNll4FwyJKhb9JouQfEMCRxlbYB//Xqv1xgshW54GOM14X5gErMwrhqmuNKIfyv11UdiU9BzxaWiD8kNHYCqLo149GL+9oka1javChrwtzTbRZhtQPwdBUSMBuy62wtu2MlhagazCmsRU9B58kstW5Dz7jdWEupWdr1pCmk1NNdOTIVGlMAQJ+oDS20JGs98s5Ilt7XTW/c+gHOLw0NowybWsCpaD0pn22FdeULvXE9cFQY8sCthfrUY9FnyOydf+PSfb2Uoth4e63dRlaPjleg52oh/1rFrHlc1LSsOhV1fCva3zlTnWMq1ultBXOxFWeuNbl4JJT11q58GqjG8TVVPJMaOBWARHAjSl9xbNLg+NrPRSUXrfxi7L3iCIOLYcC19BrWfcSF8YqEdlKTxb4ctpahK/bAvbhrv2wNaUXM2Cl0LNQpQdulfW0bNotTUv6hweaNoVYzCXrCxfGKhLZSu8V6Mtpa1G+bgrYt8Wm3i5uyXcXH6WnIUofjW1oRxc+hiwF7KJxCxjxyfnChbHKRLbi8wS+nLYW6WuYGuxVdbRy0mL/lwZlmW2o32I7YiLThYDdMiDur0qXVeN84cJYm1UDDnyFIg3jAY72KQ94+6jCoBpJjrpyFfhyWUIHnCuyQGAZEP83XdqUBYwKY22WFdlKAENfobYW5ut2gJML4rEo2ycjR5L9Lthyjsxy47tqcBBeecBVTTQujLUUiWxh3bnzBbW1cF83AxxcIc0XqK5w/tHSg1q6DWmAR1+ubyU/+L1BeOX/7gBshbE2y4ps8YADbS3MV5R8fcvwrFTJvKxuNdjUVBv1Yq9qyRMjdVPphlkV8C0AHC5RHPyt8IULY2nLhb5sEx1payG+oqHKK+B1WZzzXhcq12WGVZoZPeX7YHUJC8VmMws4WqI4+FvR3OPCWPA72hcbZEXaWnnlsyvg5w8nvi7cYtyLHnAOdlfXYP3RDH352JnPZQ6wh7gPMC6MVSayFWcr8OW0tUqFsV4/fv3H31z/+fVpNdg+FcH9/NsPuvSmdTYufJRW5AprDUAPgDTRFRE5LoxVJLKVZCvw5bS1KF9J8i+P776jlYu5lMVmU7o4KHgcci/3Sk4cHgdHrVTmNkmTJ50q7LxQwHTy5MS4MFaJyFZahsCX09a6gTAWl/ISRFNuJKvkxSVZejNAYmO4gtegHBQVxFJokFUBuM54wM2uVjtn0l2omLQEYRESGNMnhttaUto7K8gjAyUal8QBkyCGBXyDSXfx4BI57IQlB9uuK8ca+YJ7JfoQjk4+4I9J9wf4pEl3QQF8r+n/4SJgrPQ2DldwL2gLat/hupe/POAg8icd19vxNfjYSXcqbdvCycu1UbS6gLprvwgc5l0F98P2twQwcYphAZ806S5JG77zqY6iLyr6LhuKI6dxH5BulwJMRQwDAeZfmBZmYn/KCm9J6bHpVmX+UChYREUCBrdF/emL8tW5Bmu7q18XYrPpWnJiW/kFeSZiAMeNR/phX74OAXyjlPXVTpXwpd0mUBT68hcHbJo+FVfl8pIU5WsiwIU9RW3pC99bgDivDLCtx2DWb1W+uCwf42q1835diKRvqsH5xKU12FsVYBt015ekKF/HPCYdP9CB1KtCj3jpsXqadRhCYTiygE3H3VCUknz1BXzirwuTQpTG8lFCNMhZyhwG33Mcs4Cjcw0L+Da/Lix5N48nT37czZ+IPUALLpk5k5HIkhNmegB/lQccz9EaFvA5Ax077RhXo/rqma06TM0pxW5siFgZYgL4bk0AT24CWGwRwNNbHnDFLHqx8awIcOkserHxrAhw6Sx6sfGsAHD5LHqx8awkyCqeRS82nkkUPbkJ4MlNXjac46tntuowZY+gNHrazqmSjWZXLnG/V3w9fd3PnKxYo2fPTaXQ6Yt7Sh/npK8vINFjN/92W/jSXoR1PNiLMwUSTHcDmNDoGaUGJ6orO4wT2XJM16YMAg7EmYAE0/0A7p0ySb7HVaq6sstiwECiR2++/Q7qA6wGxZmgBNOdAU5GssYAHK0acTxgs2I8AAzFmaAE050B7pgySd7uCpPV2WVZwH95SmswXHLBSzAJ4P2ukCWWOgNGul34YaurQJwJSjDdDWBiFj2fsmoqJHpwQc5w3aQqiw/PAn73M7OCMLgqXpxpARJM9wKYmkXPpsw/ReVKn/fgfo64A3BylkwT/YfHn352H6AZcSYowXQvgJNZ9EXPwcfXYLBASNWJ+bPk+mCj4JFqM5kVCIEE070ApmbR37gPpoWxdhirZKo3txgrVHYB4kxQguleAFOz6KmUhXkpKz35zYU6iO852CzxSqZmc5PSCmpwIM4EJJjuBnBdSrLtBruLxSlDZ2AUjFM+o01hiyu6HaiSafocvNVPGFIDcaZAgmlawNR++0WFOGXgzXlQkUxPTQ1Ooyq7A33kQgC/rUNWwTOTE2cKJZjmA7zuoYMvex3N2BNTegxqsJ+XtqNPz9RgQqqWNAWMPKbMVYkNAVjFS9yBKmf34ZqwoSubTJk/KvackbbDcwtcaCrBgZRULWnKrCful/lAjilzVWJDAI5qnjKrVoL1RAvVRx0G8K+vK7xKXib2s3XOegua52Jflq/5iSp5UJGrIjsVMN8y2aunPKAFI5Mtvb1BFs93tdxiS4oskxdEhZwX+r4rAIwJt6DJ04OgMJaO0/TDFfqr7jFq8LbXVrjtgto9yi3NjybPuDIOnb4dm5Mojgp6DL/HtS/L0hKRKw84FW5BkycHBetFgzmrrx/TMZQRALtPCmy5zi4jGUpWuUXZGrd9uCxou8HUYOXW3Qh1l2y7kGStrLm3a5w+UAJqSfL4oHD1eL/G+0s6N4rLSd46pbQ9mrmeZgF4RdTeODm+vVUxK4u1usGa5zQn4T4FIS8gZzrTOS1i8oQOMKVySRZLWyiy9WzfT7yoD5g4wO0B+0ckQxQY0QDj275CeBG1jQflJ85JGKHZD4AvzFlbwLaVdS/gQGTr6cfKySUNCljvUpAv6OYyyZFtBaXtFu2uKCeK3udF9/y9WOIrPiQE3NYHB7pJejj7SRMeDHBcCFB7XZyKnoNslk2XGVY1JmzPQbEZCNsU37/X+PJ7IWCmJSddhSJbehfU2OGyVWUNKeFDEGxRdZOqYD1ZFIkGLb17dDF6lEAFkSHMQlH+Uci3CDbDLYDNjb0TcKSDuO3Sckm3BxykdHxtMKWvpm0HbRjNnziuwUbse3HSdlbnvaAMKv5OmUjN9x72uKYmWiGAK3uh1WIl08U9Kw0G2H/UQa6tL1Zop76DCuTTlLtTmKwyUJSN8ux/F6hlioURtC+9y/bxsA9uABw8JgV6WGMCtl2ubaq3A1jfVOmNakMQK7E9MAflEouxWWdFUJBj/J0XBFlMZ025CgY6NtA3C7Jyk+58q+dwLEyDipwYbIfzrOwoB59PHIrXdDJh0eJd1vqyn4HtBRwKYwE9rNMBZybduYcODzW9hpm2EEDx+9yQcTajCJRobMU5SoM+Lqfxd5Bq+JhUEWY02ZGAqaVrjYKz2bK70AqC7kO24+Fq0E9y9S6GAum67wBZdBYB4SvMzpSAyUl3yrXMSBGZy5busrUuvNjhvcK00xGUYLoWdl/AnWxbExeCBowH3KSraju0D44n3bnnYBidRhFWdGELAJtHLLS7zNTi5FSQH333+WxzvuAHDnBpL9RmhwLmUgYDHUEzGByab6Iv4Ejf75q3jpl+OOHgM+V6XiQVGryRgBUPuDjMaLObAU6bYvxi8ruilhh0nAs91kl4j2qw+acwUzTgZAA6AVwWZjTa7QA3eywufd5frjcocsL7Mo8JOGBgpK+BAfddowNN3rP03X0RD7/pZjJ7504AJ2t07D5nknxswJ4hD/ghnr1zL4C7rtGBJh8dsCoEfJ9NdJoE6292nXhswEpxVKPumPI1PuCCNTqqchGVfs8FiK7qrmuJAc5RhYApqOMDzqesq9Rh6Xc1CCGUfW1LfLPkIquH+IkJnH82wBPWYBA6axmtB6CuFYTX9qcsgVF+d2ard0rqdeFOO8bVqL56ZqvK8ikrlC7FxrOCgY5ypUux8ay8BhcoXYqNZwWNe7nSpdh4tjO6E7uJVWhZFQIu08kTO8kqtKwE8D1ahZaVAL5Hq9Cykj74Pq1Yy0oAT24CeHITwJPbjlHsMUfiB/XVM1v0PDkMUzXYXSlV95elcekH8aWi2b57XxdGnIl5cljK9nPuS9Wt9IMqn6m0iECECYhp4YpbX/0+ENlKcoLPk8Pz0V6CPXY3c7L6+IoAh2JaAHygxOVFtsaY0dGcfJernspnHQEjS2KDBRugmBaluAVFtvCcdBzJ6poySd7xQo4COF5ZIAIMxbRIxS0gsvWDrcHpEg1DAL4kq8cnNdiLaZGKW0Bk64cKuLcwVqfmHllcHPTBG0IgpoX1wVYfwr4RjHNCzJND7K4BdxDGCtx1au4xPacYMBDTwhS37BKHVmQryknFPLkTAOMHNgIGh+4TxkqPa9NBJPzEX0VN9GZGTItW3PIiW9FzcMU8ueMBJ8MwC/qQWHZG4GyfMFY64tLW3Fs/Plt4vjDARkyLVNwCIltEDS6YJ3eTGtw2zKOCtcv2CmM5vppQrShHdIy7Xyg9pxBwIKZFKW5Bka04J+Xz5I4GjB7F6SYxbrHmOUlSUuvST9WiHPHXCF+uBgdiWoTiFhTZGjaKxtpn/BmCSZBaq24SdYqm5p71EyePAAMxrUhxC6z9DkS2hgNsW9P0ImBtIbqtwK7o12ktuklh5pT33CTKodOq6CDmKSvug9/Sd0VaccseE4psjQbY5htGfkFXl2+WfY8bXobVSXR8FWC1+FzpjWJRjvA740V5zJfofmaLCFU98q3WaIDBQoRgSaQLVVVQV+7ipXzLV6dDM+YXNFz/Fjf30WmDxbDtjcLW4NCb46t/dJrNdnANyq0n4KBA7vnB1MRYmYMpPWycXTsI49SWGuzvM7CKVqoHk6vBvgfxLYx+6qsUlomUtTLsBqjBQTep3CJjpqXm1S/ImmKfp8D9WyCMheZWe4pnWSRSEBlfoMKq4FMuXwRgr43HE749YPhoC+vuopY6WR34EXTli75NME+lNdh704fpJczLWwMfUtk8uU/5fFGAHyzgXETXav1qcNjwXbyshko6zTg5VesWfXNoMJcq3STkqC0TZj15t8x/ua+gYQF3bZmeEw5YAcB81Mp8x1tHwL6lcVz1cWhwkAfsPOl7hV59o6yJ3v5BNGGKffk7WHnxBysZkMsXAfgBAOZYDABYRxq6mwSXMAxriORYJvQTjDW7I58T4h5QMGc+UxU12O7a+t4iwZ8sYBdJe8M9DQF4gQGzvrFtZ1cL2PTdAMiyLDiQJDmKTIUVWN+LCi0D7QtxpFvr5hocr682OmALE2AJok0yeRKv2bEr6Im8VXjAoCWG7UGAq8iXbY+gwtZCNQSZIi4LvoAeDfjGz8EmDlQ2pAStqsJrCl16kwJexsX15EU1OHStXGMPuk6Kbz6KNs2yb+oJR1wRtx3BKqY5wrepwS6tDbAWG6VuN7e5tBUdlL1P1Da+ZIMZfd8wWY2gwMvtImbbLgTRWlUU7Qpng3on6NRYgxUKOO+qznakdJkxcrwKRFbLwrBNTmz9+A5OWTaml2ObJ6wGe5c2yo1vx2iT8AXMyae50U6q6tJFBDvgKrVgqbyBAEMul4sdE/Ll589B1mA7UTIILYsbA98K6I+6wgZ0oavyGqxM7bVNdUGnyAPG1zglQrZ455mT7ny0YbqjuNz5yAhue/EGD9YcVNR+BeTsqIYBA5pmMMiY9bVtXmyd9dlTS3UjBXbga5wuOOFo30mT7sAzjItasLu6PALx7kAFzmYWh2IDPeArPay0BltJWuiMCa9SX6WAFVbuJPktJ92VOsRKz73ZKc2J68bbckbcLGXHM98hfTAK+ME9PXGAbzrprtBjWvrcK4mynCgoWljvDruspLuMaw4wt0pxMEJtDw9r9XmT7qJsZBot4sTrtpf1DRyqgjwmUOL4zgVx+bxhrYFLzRyLuWYAK3YZagRwLt+k7UwZdpE+yKw7sQqFsaDDZF/G1RLcY7GDlhrs+Ub5QDt1ylcMmGmi4Vtixnuhda/BLScm4yjkHBlXbA2uzNZ240E9VO7YjK/43mAB24k85acqy8RZKZPkHV119lXS+xb5SrsyDnCiwRRH0cOu0YEnHxdwN19hz7PkAMcaTHFObrNGR5WvqPR7rmV0KXZhOcpXEKpsfzOA2efg26zRURo/p8mHVV3p50t5j8Z4wLEEU8HIaD4Te1NKDaZ9mWhPoa+Q8M38GN4ZI1nN6fH2q8ldeb/Z8pjU6inud6N6W6DBlHtfU2Q7U7a3YSjgNnfFgNsGOho9pYAf/HOuIvSX9GHK/KCFGJiush0pd9oxrkb11TNbyzlUbqoAAAHRSURBVDmvC+P0eI+R3TzUMkMT/McjrNPlOuV1YZxeABdYp8t1yuvCOL0ALrDONfjQ14VxegFcYL0u1xmvC+P0ArjAzr9cApg++gDrebnKlHAEMH30AXZ/gMVuZgJYbBHA05sAntwE8OQmgCc3ATy5CeDJrRXwi12LXL/S8B/Db/XGU9EEz45Wc36+JL0zdPrlagT8+ovvzKuMbZlj/zH8Vm+8fVs6x7OT1ZyfL0nvDJ1/uRoBf/nJZ52Pt99+f70l3cfoW71xwBUrzF3B+fmS9M7Q+ZerEfA6TPakm5W1zQEfg2/1xsuPHlXRsFovqzk/X5LeGTr/cp0BePnL5+X5gI4tn7uC848HuO/lagB8jQHeg0bmNdvmrLueP6C++luQu4Lz8yXpnaHzL9fuIGvLMR81rDfmqTW45vx8SXpn6PzLtesxaQv5ybh/a4xs3H9WBa4/P1+S3hk6/XLJQMfkJoAnNwE8uQngyU0AT24CeHITwJObAJ7cBPDkJoAnNwE8uQngyU0AT24CeHITwJObAJ7cBPDkJoAnNwE8uQngyU0AT24CeHITwJObAJ7cBPDkJoAnNwE8uQngyU0AT24CeHITwJObAJ7cBPDkJoAnt/8HSsimAQQmBCUAAAAASUVORK5CYII=)

#Partial correlation  
#What is the sample correlation of the returns on Fidelity Select Semiconductors Portfolio and Fidelity Select Energy Portfolio  
cor(stks$FSELX, stks$FSENX)

## [1] 0.5942167

p\_load(ppcor)  
pcor.test(stks$FSELX, stks$FSENX, d$SP500)

## estimate p.value statistic n gp Method  
## 1 0.09583273 0.4702824 0.7268667 60 1 pearson

#Calculate the partial correlation for all pairs  
pcor = pvalue = matrix(0, 5, 5)  
  
# compute  
for (i in 1:4) {  
 for (j in (i + 1):5) {  
 res = pcor.test(stks[, i], stks[, j], d$SP500)  
 pcor[i, j] = res[1, 1]  
 pvalue[i, j] = res[1, 2]  
 }  
}  
  
# add names to rows and columns  
rownames(pcor) = colnames(stks)  
colnames(pcor) = colnames(stks)  
  
rownames(pvalue) = colnames(stks)  
colnames(pvalue) = colnames(stks)  
  
# partial correlation coefficients of the vector of returns  
print(pcor)

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 0 0.09583273 0.17261108 0.03519150 0.20507468  
## FSENX 0 0.00000000 0.07123968 0.01647449 -0.01674605  
## FSHCX 0 0.00000000 0.00000000 0.03432812 0.25636011  
## FRESX 0 0.00000000 0.00000000 0.00000000 0.08360241  
## FSRFX 0 0.00000000 0.00000000 0.00000000 0.00000000

#Here’s another version of a table of partial correlations.  
print(as.table(pcor), zero.print = ".")

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX . 0.09583273 0.17261108 0.03519150 0.20507468  
## FSENX . . 0.07123968 0.01647449 -0.01674605  
## FSHCX . . . 0.03432812 0.25636011  
## FRESX . . . . 0.08360241  
## FSRFX . . . . .

print(pvalue)

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 0 0.4702824 0.1911039 0.7913104 0.11920568  
## FSENX 0 0.0000000 0.5918366 0.9014390 0.89982258  
## FSHCX 0 0.0000000 0.0000000 0.7963192 0.05000794  
## FRESX 0 0.0000000 0.0000000 0.0000000 0.52900468  
## FSRFX 0 0.0000000 0.0000000 0.0000000 0.00000000

#Here’s another version of a table of p-values.  
print(as.table(pvalue), zero.print = ".")

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX . 0.47028236 0.19110393 0.79131042 0.11920568  
## FSENX . . 0.59183663 0.90143899 0.89982258  
## FSHCX . . . 0.79631919 0.05000794  
## FRESX . . . . 0.52900468  
## FSRFX . . . . .

#The relatively large p-values suggest that there is no evidence that the single-index model is inappropriate.

## Question 9.6

# note: I convert the stks to a matrix to regress multiple variables on SP500  
stks.mm = lm(as.matrix(stks) ~ SP500, data = d)  
# or stks.mm = lm(as.matrix(stks) ~ d$SP500)  
  
# coefficients  
stks.mm$coefficients

## FSELX FSENX FSHCX FRESX FSRFX  
## (Intercept) -0.001473252 -0.01619906 0.002639488 0.002530522 -0.003147802  
## SP500 1.238971298 1.43194349 0.815446870 0.855638656 1.057797894

#Extract the intercepts  
stks.alpha = stks.mm$coefficients[1, ] # first row, all columns  
stks.alpha

## FSELX FSENX FSHCX FRESX FSRFX   
## -0.001473252 -0.016199058 0.002639488 0.002530522 -0.003147802

#Extract the beta coefficients  
stks.beta = stks.mm$coefficients[2, ]  
stks.beta

## FSELX FSENX FSHCX FRESX FSRFX   
## 1.2389713 1.4319435 0.8154469 0.8556387 1.0577979

#Estimate the standard deviation  
# First, define the f.sighat function to compute multiple sigma estimates.  
f.sighat = function(y) {  
 summary(lm(y ~ d$SP500))$sigma  
}  
  
# Now, compute the sigma estimates  
stks.s = apply(stks, 2, f.sighat)  
stks.s

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.03725984 0.04494777 0.03117458 0.03773250 0.03054574

#1. Compute the residual standard deviation (i.e., the sigma of epsilon)  
stks.Sigeps = diag(stks.s^2)  
rownames(stks.Sigeps) = colnames(stks.Sigeps) = c(labels(stks.s))  
  
print(as.table(stks.Sigeps), zero.print = ".")

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 0.0013882956 . . . .  
## FSENX . 0.0020203017 . . .  
## FSHCX . . 0.0009718547 . .  
## FRESX . . . 0.0014237412 .  
## FSRFX . . . . 0.0009330423

#2. Compute estimate ββ^T  
stks.beta %\*% t(stks.beta)

## FSELX FSENX FSHCX FRESX FSRFX  
## [1,] 1.535050 1.774137 1.0103153 1.0601117 1.3105812  
## [2,] 1.774137 2.050462 1.1676738 1.2252262 1.5147068  
## [3,] 1.010315 1.167674 0.6649536 0.6977279 0.8625780  
## [4,] 1.060112 1.225226 0.6977279 0.7321175 0.9050928  
## [5,] 1.310581 1.514707 0.8625780 0.9050928 1.1189364

#3. Now compute estimate of Σ  
stks.Sig = var(c(d$SP500)) \* (stks.beta %\*% t(stks.beta)) + diag(stks.s^2)  
  
print(stks.Sig)

## FSELX FSENX FSHCX FRESX FSRFX  
## [1,] 0.003138917 0.002023284 0.0011521966 0.0012089861 0.0014946297  
## [2,] 0.002023284 0.004358716 0.0013316534 0.0013972880 0.0017274211  
## [3,] 0.001152197 0.001331653 0.0017301896 0.0007957117 0.0009837121  
## [4,] 0.001208986 0.001397288 0.0007957117 0.0022586719 0.0010321974  
## [5,] 0.001494630 0.001727421 0.0009837121 0.0010321974 0.0022091139

cov(stks)

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 0.003115386 0.002181059 0.0013492964 0.0012576235 0.001724075  
## FSENX 0.002181059 0.004324473 0.0014297845 0.0014247550 0.001704819  
## FSHCX 0.001349296 0.001429785 0.0017137174 0.0008354072 0.001223694  
## FRESX 0.001257623 0.001424755 0.0008354072 0.0022345407 0.001126922  
## FSRFX 0.001724075 0.001704819 0.0012236936 0.0011269216 0.002193300

diag(stks.Sig)^0.5

## [1] 0.05602604 0.06602057 0.04159555 0.04752549 0.04700121

diag(cov(stks))^0.5

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.05581565 0.06576073 0.04139707 0.04727093 0.04683268

#The correlation matrix corresponding to stks.Sig…  
cov2cor(stks.Sig)

## FSELX FSENX FSHCX FRESX FSRFX  
## [1,] 1.0000000 0.5470004 0.4944129 0.4540512 0.5675899  
## [2,] 0.5470004 1.0000000 0.4849144 0.4453281 0.5566855  
## [3,] 0.4944129 0.4849144 1.0000000 0.4025152 0.5031670  
## [4,] 0.4540512 0.4453281 0.4025152 1.0000000 0.4620906  
## [5,] 0.5675899 0.5566855 0.5031670 0.4620906 1.0000000

cor(stks)

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 1.0000000 0.5942167 0.5839583 0.4766510 0.6595554  
## FSENX 0.5942167 1.0000000 0.5252117 0.4583312 0.5535575  
## FSHCX 0.5839583 0.5252117 1.0000000 0.4269082 0.6311813  
## FRESX 0.4766510 0.4583312 0.4269082 1.0000000 0.5090384  
## FSRFX 0.6595554 0.5535575 0.6311813 0.5090384 1.0000000

cov2cor(stks.Sig) - cor(stks)

## FSELX FSENX FSHCX FRESX FSRFX  
## [1,] 0.00000000 -0.047216329 -0.08954531 -0.02259984 -0.091965513  
## [2,] -0.04721633 0.000000000 -0.04029727 -0.01300315 0.003128023  
## [3,] -0.08954531 -0.040297268 0.00000000 -0.02439298 -0.128014308  
## [4,] -0.02259984 -0.013003147 -0.02439298 0.00000000 -0.046947855  
## [5,] -0.09196551 0.003128023 -0.12801431 -0.04694785 0.000000000

#Another approach to estimating the covariance matrix of the asset returns: use a shrinkage estimate.  
p\_load(ShrinkCovMat)  
  
stks.shrink = shrinkcovmat.equal(t(stks))$Sigmahat  
diag(stks.shrink)^0.5

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.05546103 0.06454044 0.04257749 0.04777208 0.04738151

#The shrinkage estimate of the correlation matrix is given by  
cov2cor(stks.shrink)

## FSELX FSENX FSHCX FRESX FSRFX  
## FSELX 1.0000000 0.5490781 0.5149037 0.4277354 0.5912157  
## FSENX 0.5490781 1.0000000 0.4688622 0.4164096 0.5023704  
## FSHCX 0.5149037 0.4688622 1.0000000 0.3701099 0.5466009  
## FRESX 0.4277354 0.4164096 0.3701099 1.0000000 0.4486393  
## FSRFX 0.5912157 0.5023704 0.5466009 0.4486393 1.0000000

#Although the three estimates of the return correlation matrix are similar, there are some differences.  
#• According to the sample covariance matrix and the shrinkage estimate of the covariance matrix, the returns of these stocks are negatively correlated.  
#• However, every stock have positive betas.  
#• Therefore, according to the single-index model, every stocks is positively correlated with the market and, hence, with each other.  
#Because the shrinkage estimate is a weighted average of the sample covariance matrix and a scaled identity matrix, it is not surprising that the shrinkage correlation estimates are closer to zero than are the sample correlations.

## Question 9.8

wgt = solve(stks.Sig, stks.alpha + stks.beta \* mean(d$SP500))  
w\_T\_si = wgt/sum(wgt)  
w\_T\_si

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.2971914 -0.6989576 0.7633261 0.5248531 0.1135871

w\_1T = solve(cov(stks), apply(stks, 2, mean))  
w\_T = w\_1T/sum(w\_1T)  
w\_T

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.3794741 -0.7570615 0.9307911 0.6180158 -0.1712195

apply(stks, 2, mean)

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.009228159 -0.003830881 0.009682777 0.009920961 0.005988754

stks.alpha + stks.beta \* mean(d$SP500)

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.009228159 -0.003830881 0.009682777 0.009920961 0.005988754

w.sh1 <- solve(stks.shrink, apply(stks, 2, mean))  
w.sh1/sum(w.sh1)

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.37586163 -0.71979096 0.80212165 0.59329445 -0.05148677

stks.beta/(stks.s^2)/sum(stks.beta/(stks.s^2))

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.2137599 0.1697683 0.2009746 0.1439482 0.2715490

## Question 9.10

#The weights for each asset:  
wbar0 = (stks.alpha/stks.s^2)/sum(stks.alpha/stks.s^2)  
wbar0

## FSELX FSENX FSHCX FRESX FSRFX   
## 0.1333205 1.0073384 -0.3412088 -0.2232960 0.4238459

#The weight given to the market index using this approach is given by  
c1 = mean(SP500)/var(SP500) - sum(stks.alpha \* stks.beta/stks.s^2)  
  
wm = c1/(c1 + sum(stks.alpha/stks.s^2))  
wm

## [1] 2.686124

1 - wm

## [1] -1.686124

#The remainder 1 - wm is invested in the portfolio with the weights given in the variable wbar0  
  
#Alternatively, the Treynor-Black portfolio may be described in terms of the weight vector for the six assets (the five stocks and the market portfolio)  
  
c((1 - wm) \* wbar0, wm)

## FSELX FSENX FSHCX FRESX FSRFX   
## -0.2247949 -1.6984974 0.5753203 0.3765047 -0.7146566 2.6861239