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pacman::p\_load(pacman, tidyverse, tseries, psych,knitr)  
knitr::opts\_chunk$set(message = FALSE, tidy = T, fig.align = "center")

## Question 10.4

#a. Risk-free rate, rfree  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

# convert from percentages to proportional monthly returns  
rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249141e-04 1.082688e-04 8.329516e-05 4.998626e-05 3.332722e-05  
## [6] 3.332722e-05

length(rfree1)

## [1] 60

ts.plot(rfree1,col=2,main="Risk-Free Rate")
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#b. S&P 500  
x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_m\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
# Excess returns  
d = tibble(SP500 = sp500\_m\_ret - rfree1)  
  
#PZZA  
x1 = get.hist.quote(instrument = "PZZA", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

pzza\_m = as.vector(x1)  
n = length(pzza\_m)  
  
pzza\_m\_ret = (pzza\_m[-1] - pzza\_m[-n])/pzza\_m[-n]  
  
stks = tibble(PZZA = pzza\_m\_ret - rfree1)  
  
  
#BBBY  
x2 = get.hist.quote(instrument = "BBBY", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

bbby\_m = as.vector(x2)  
n = length(bbby\_m)  
  
bbby\_m\_ret = (bbby\_m[-1] - bbby\_m[-n])/bbby\_m[-n]  
  
stks = stks %>% mutate(BBBY = bbby\_m\_ret - rfree1)  
  
#NFLX  
  
x3 = get.hist.quote(instrument = "NFLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

nflx\_m = as.vector(x3)  
n = length(nflx\_m)  
  
nflx\_m\_ret = (nflx\_m[-1] - nflx\_m[-n])/nflx\_m[-n]  
  
stks = stks %>% mutate(NFLX = nflx\_m\_ret - rfree1)  
  
  
#T  
  
X4 = get.hist.quote(instrument = "T", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

t\_m = as.vector(X4)  
n = length(t\_m)  
  
t\_m\_ret = (t\_m[-1] - t\_m[-n])/t\_m[-n]  
  
stks = stks %>% mutate(T = t\_m\_ret - rfree1)  
  
  
#VZ  
  
X5 = get.hist.quote(instrument = "VZ", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

vz\_m = as.vector(X5)  
n = length(vz\_m)  
  
vz\_m\_ret = (vz\_m[-1] - vz\_m[-n])/vz\_m[-n]  
  
stks = stks %>% mutate(VZ = vz\_m\_ret - rfree1)  
  
#Exploratory Data Analysis  
pairs.panels(stks)

![](data:image/png;base64,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)

#c.Load and prepare the SMB and HML factors  
ff = read.table(file.choose(),header = T,sep = ",")  
ff = ff[3:4]/100  
SMB = ff$SMB  
HML = ff$HML  
  
stks1 = stks %>%   
 mutate(SMB,  
 HML,   
 SP500 = d$SP500)  
stks1

## # A tibble: 60 x 8  
## PZZA BBBY NFLX T VZ SMB HML SP500  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460 -0.0252 0.00820 0.0225   
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500 0.0153 0.0129 0.0318   
## 3 0.0852 0.00241 0.150 0.0785 0.0438 0.0258 -0.0176 -0.00113  
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198 -0.0037 -0.0243 0.0284   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994 -0.00580 -0.0205 -0.0135   
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809 -0.0011 -0.0042 -0.0183   
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521 -0.0137 -0.0088 -0.0215   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383 -0.0303 -0.0256 -0.0568   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174 -0.0335 -0.0171 -0.0718   
## 10 0.111 0.0790 -0.275 0.0277 0.00487 0.0332 0.0013 0.108   
## # ... with 50 more rows

# Factor Sensitivity  
#BIG5  
big5 = tibble(PZZA = stks1$PZZA, BBBY = stks1$BBBY, NFLX = stks1$NFLX, T = stks1$T, VZ = stks1$VZ)  
  
big5

## # A tibble: 60 x 5  
## PZZA BBBY NFLX T VZ  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460  
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500   
## 3 0.0852 0.00241 0.150 0.0785 0.0438   
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994  
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809  
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174   
## 10 0.111 0.0790 -0.275 0.0277 0.00487  
## # ... with 50 more rows

big5\_mat = as.matrix(big5)  
  
big5\_fact = lm(big5\_mat ~ SP500 + SMB + HML, data = stks1)  
  
big5\_fact\_betas = t(big5\_fact$coefficients)[,-1]  
big5\_fact\_betas

## SP500 SMB HML  
## PZZA 0.1874806 0.74633754 -0.83640471  
## BBBY 0.6712400 0.09870395 -0.41838163  
## NFLX 1.4473745 0.64580754 0.33999260  
## T 0.3465500 -0.34217176 0.01039033  
## VZ 0.3654715 -0.66843958 -0.16675084

#Eliminate the rows with Inf  
stks1 = stks1 %>%  
 filter\_all(all\_vars(is.finite(.)))  
# Revised data frame  
stks1

## # A tibble: 60 x 8  
## PZZA BBBY NFLX T VZ SMB HML SP500  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460 -0.0252 0.00820 0.0225   
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500 0.0153 0.0129 0.0318   
## 3 0.0852 0.00241 0.150 0.0785 0.0438 0.0258 -0.0176 -0.00113  
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198 -0.0037 -0.0243 0.0284   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994 -0.00580 -0.0205 -0.0135   
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809 -0.0011 -0.0042 -0.0183   
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521 -0.0137 -0.0088 -0.0215   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383 -0.0303 -0.0256 -0.0568   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174 -0.0335 -0.0171 -0.0718   
## 10 0.111 0.0790 -0.275 0.0277 0.00487 0.0332 0.0013 0.108   
## # ... with 50 more rows

#Fit the factor model  
options(digits = 4)  
stks\_fact = lm(cbind(PZZA,BBBY,NFLX,T,VZ) ~ SP500 + SMB + HML, data=stks1)  
  
stks\_fact$coefficients

## PZZA BBBY NFLX T VZ  
## (Intercept) 0.02482 -0.004331 0.03493 0.004248 0.004477  
## SP500 0.18748 0.671240 1.44737 0.346550 0.365471  
## SMB 0.74634 0.098704 0.64581 -0.342172 -0.668440  
## HML -0.83640 -0.418382 0.33999 0.010390 -0.166751

#Estimate the residual standard deviations  
f.sighat = function(y) {  
 summary(lm(y ~ SP500+SMB+HML, data=stks1))$sigma  
}  
  
y = matrix(c(stks1$PZZA, stks1$BBBY, stks1$NFLX,  
 stks1$T, stks1$VZ),nrow=60)  
   
apply(y,2,f.sighat)

## [1] 0.06968 0.06538 0.20862 0.03746 0.04002

#Correlation  
cor(cbind(stks1$SP500, stks1$SMB, stks1$HML))

## [,1] [,2] [,3]  
## [1,] 1.0000 0.22374 0.15672  
## [2,] 0.2237 1.00000 0.05941  
## [3,] 0.1567 0.05941 1.00000

## Question 10.7

Factor\_Premium1 = 0.002  
Factor\_Premium2 = 0.001  
Factor\_Premium3 = 0.0025  
Alpha = 0.005  
Beta1 = 1.0  
Beta2 = 0.75  
Beta3 = -0.10  
Expected\_return = Alpha+(Beta1\*Factor\_Premium1)+(Beta2\*Factor\_Premium2)+(Beta3\*Factor\_Premium3)  
Expected\_return

## [1] 0.0075

## Question 10.8

#a. Risk-free rate, rfree  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

# convert from percentages to proportional monthly returns  
rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249e-04 1.083e-04 8.330e-05 4.999e-05 3.333e-05 3.333e-05

length(rfree1)

## [1] 60

ts.plot(rfree1,col=2,main="Risk-Free Rate")
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#b. S&P 500  
x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_m\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
# Excess returns  
d = tibble(SP500 = sp500\_m\_ret - rfree1)  
  
#PZZA  
x1 = get.hist.quote(instrument = "PZZA", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

pzza\_m = as.vector(x1)  
n = length(pzza\_m)  
  
pzza\_m\_ret = (pzza\_m[-1] - pzza\_m[-n])/pzza\_m[-n]  
  
stks = tibble(PZZA = pzza\_m\_ret - rfree1)  
  
  
#BBBY  
x2 = get.hist.quote(instrument = "BBBY", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

bbby\_m = as.vector(x2)  
n = length(bbby\_m)  
  
bbby\_m\_ret = (bbby\_m[-1] - bbby\_m[-n])/bbby\_m[-n]  
  
stks = stks %>% mutate(BBBY = bbby\_m\_ret - rfree1)  
  
#NFLX  
  
x3 = get.hist.quote(instrument = "NFLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

nflx\_m = as.vector(x3)  
n = length(nflx\_m)  
  
nflx\_m\_ret = (nflx\_m[-1] - nflx\_m[-n])/nflx\_m[-n]  
  
stks = stks %>% mutate(NFLX = nflx\_m\_ret - rfree1)  
  
  
#T  
  
X4 = get.hist.quote(instrument = "T", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

t\_m = as.vector(X4)  
n = length(t\_m)  
  
t\_m\_ret = (t\_m[-1] - t\_m[-n])/t\_m[-n]  
  
stks = stks %>% mutate(T = t\_m\_ret - rfree1)  
  
  
#VZ  
  
X5 = get.hist.quote(instrument = "VZ", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

vz\_m = as.vector(X5)  
n = length(vz\_m)  
  
vz\_m\_ret = (vz\_m[-1] - vz\_m[-n])/vz\_m[-n]  
  
stks = stks %>% mutate(VZ = vz\_m\_ret - rfree1)  
  
#Exploratory Data Analysis  
pairs.panels(stks)

![](data:image/png;base64,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)

#c.Load and prepare the SMB and HML factors  
ff = read.table(file.choose(),header = T,sep = ",")  
ff = ff[3:4]/100  
SMB = ff$SMB  
HML = ff$HML  
  
stks1 = stks %>%   
 mutate(SMB,  
 HML,   
 SP500 = d$SP500)  
stks1

## # A tibble: 60 x 8  
## PZZA BBBY NFLX T VZ SMB HML SP500  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460 -0.0252 0.00820 0.0225   
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500 0.0153 0.0129 0.0318   
## 3 0.0852 0.00241 0.150 0.0785 0.0438 0.0258 -0.0176 -0.00113  
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198 -0.0037 -0.0243 0.0284   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994 -0.00580 -0.0205 -0.0135   
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809 -0.0011 -0.0042 -0.0183   
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521 -0.0137 -0.0088 -0.0215   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383 -0.0303 -0.0256 -0.0568   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174 -0.0335 -0.0171 -0.0718   
## 10 0.111 0.0790 -0.275 0.0277 0.00487 0.0332 0.0013 0.108   
## # ... with 50 more rows

# Factor Sensitivity  
#BIG5  
big5 = tibble(PZZA = stks1$PZZA, BBBY = stks1$BBBY, NFLX = stks1$NFLX, T = stks1$T, VZ = stks1$VZ)  
  
big5

## # A tibble: 60 x 5  
## PZZA BBBY NFLX T VZ  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460  
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500   
## 3 0.0852 0.00241 0.150 0.0785 0.0438   
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994  
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809  
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174   
## 10 0.111 0.0790 -0.275 0.0277 0.00487  
## # ... with 50 more rows

big5\_mat = as.matrix(big5)  
  
big5\_fact = lm(big5\_mat ~ SP500 + SMB + HML, data = stks1)  
  
big5\_fact\_betas = t(big5\_fact$coefficients)[,-1]  
big5\_fact\_betas

## SP500 SMB HML  
## PZZA 0.1875 0.7463 -0.83640  
## BBBY 0.6712 0.0987 -0.41838  
## NFLX 1.4474 0.6458 0.33999  
## T 0.3465 -0.3422 0.01039  
## VZ 0.3655 -0.6684 -0.16675

#Eliminate the rows with Inf  
stks1 = stks1 %>%  
 filter\_all(all\_vars(is.finite(.)))  
# Revised data frame  
stks1

## # A tibble: 60 x 8  
## PZZA BBBY NFLX T VZ SMB HML SP500  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460 -0.0252 0.00820 0.0225   
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500 0.0153 0.0129 0.0318   
## 3 0.0852 0.00241 0.150 0.0785 0.0438 0.0258 -0.0176 -0.00113  
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198 -0.0037 -0.0243 0.0284   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994 -0.00580 -0.0205 -0.0135   
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809 -0.0011 -0.0042 -0.0183   
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521 -0.0137 -0.0088 -0.0215   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383 -0.0303 -0.0256 -0.0568   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174 -0.0335 -0.0171 -0.0718   
## 10 0.111 0.0790 -0.275 0.0277 0.00487 0.0332 0.0013 0.108   
## # ... with 50 more rows

head(big5\_fact\_betas,10)

## SP500 SMB HML  
## PZZA 0.1875 0.7463 -0.83640  
## BBBY 0.6712 0.0987 -0.41838  
## NFLX 1.4474 0.6458 0.33999  
## T 0.3465 -0.3422 0.01039  
## VZ 0.3655 -0.6684 -0.16675

big5\_mean = apply(big5\_mat, 2, mean)  
  
fit = summary(lm(big5\_mean ~ big5\_fact\_betas))  
fit

##   
## Call:  
## lm(formula = big5\_mean ~ big5\_fact\_betas)  
##   
## Residuals:  
## PZZA BBBY NFLX T VZ   
## 0.00377 -0.00905 0.00305 -0.00734 0.00957   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.0291 0.0309 0.94 0.52  
## big5\_fact\_betasSP500 -0.0115 0.0391 -0.29 0.82  
## big5\_fact\_betasSMB 0.0301 0.0228 1.32 0.41  
## big5\_fact\_betasHML 0.0319 0.0417 0.77 0.58  
##   
## Residual standard error: 0.0158 on 1 degrees of freedom  
## Multiple R-squared: 0.805, Adjusted R-squared: 0.218   
## F-statistic: 1.37 on 3 and 1 DF, p-value: 0.544

fact\_prem = fit$coefficients[,2]  
fact\_prem

## (Intercept) big5\_fact\_betasSP500 big5\_fact\_betasSMB   
## 0.03092 0.03912 0.02282   
## big5\_fact\_betasHML   
## 0.04169

big5\_fit = lm(big5\_mean ~ big5\_fact\_betas)$fitted.values  
round(big5\_fit,4)

## PZZA BBBY NFLX T VZ   
## 0.0227 0.0110 0.0427 0.0152 -0.0005

mean(abs(big5\_fit - big5\_mean))

## [1] 0.006556

cor(big5\_fit, big5\_mean)

## [1] 0.897

spcoef = lm(t(big5\_mat) ~ big5\_fact\_betas)$coef  
str(spcoef)

## num [1:4, 1:60] -0.0263 0.1028 0.0917 0.0562 0.0659 ...  
## - attr(\*, "dimnames")=List of 2  
## ..$ : chr [1:4] "(Intercept)" "big5\_fact\_betasSP500" "big5\_fact\_betasSMB" "big5\_fact\_betasHML"  
## ..$ : NULL

apply(spcoef, 1, mean)

## (Intercept) big5\_fact\_betasSP500 big5\_fact\_betasSMB   
## 0.02909 -0.01149 0.03006   
## big5\_fact\_betasHML   
## 0.03191

## Question 10.9

#a. Risk-free rate, rfree  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

# convert from percentages to proportional monthly returns  
rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249e-04 1.083e-04 8.330e-05 4.999e-05 3.333e-05 3.333e-05

length(rfree1)

## [1] 60

ts.plot(rfree1,col=2,main="Risk-Free Rate")
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#b. S&P 500  
x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_m\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
# Excess returns  
stks3 = tibble(SP500 = sp500\_m\_ret - rfree1)  
  
#PZZA  
x1 = get.hist.quote(instrument = "PZZA", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

pzza\_m = as.vector(x1)  
n = length(pzza\_m)  
  
pzza\_m\_ret = (pzza\_m[-1] - pzza\_m[-n])/pzza\_m[-n]  
  
stks = tibble(PZZA = pzza\_m\_ret - rfree1)  
  
  
#BBBY  
x2 = get.hist.quote(instrument = "BBBY", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

bbby\_m = as.vector(x2)  
n = length(bbby\_m)  
  
bbby\_m\_ret = (bbby\_m[-1] - bbby\_m[-n])/bbby\_m[-n]  
  
stks = stks %>% mutate(BBBY = bbby\_m\_ret - rfree1)  
  
#NFLX  
  
x3 = get.hist.quote(instrument = "NFLX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

nflx\_m = as.vector(x3)  
n = length(nflx\_m)  
  
nflx\_m\_ret = (nflx\_m[-1] - nflx\_m[-n])/nflx\_m[-n]  
  
stks = stks %>% mutate(NFLX = nflx\_m\_ret - rfree1)  
  
  
#T  
  
X4 = get.hist.quote(instrument = "T", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

t\_m = as.vector(X4)  
n = length(t\_m)  
  
t\_m\_ret = (t\_m[-1] - t\_m[-n])/t\_m[-n]  
  
stks = stks %>% mutate(T = t\_m\_ret - rfree1)  
  
  
#VZ  
  
X5 = get.hist.quote(instrument = "VZ", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

vz\_m = as.vector(X5)  
n = length(vz\_m)  
  
vz\_m\_ret = (vz\_m[-1] - vz\_m[-n])/vz\_m[-n]  
  
stks = stks %>% mutate(VZ = vz\_m\_ret - rfree1)  
  
#Exploratory Data Analysis  
pairs.panels(stks)
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#c.Load and prepare the SMB and HML factors  
ff = read.table(file.choose(),header = T,sep = ",")  
ff = ff[3:4]/100  
SMB = ff$SMB  
HML = ff$HML  
  
stks3 = stks3 %>%   
 mutate(SMB,  
 HML,   
 SP500 = stks3$SP500)  
stks3

## # A tibble: 60 x 3  
## SP500 SMB HML  
## <dbl> <dbl> <dbl>  
## 1 0.0225 -0.0252 0.00820  
## 2 0.0318 0.0153 0.0129   
## 3 -0.00113 0.0258 -0.0176   
## 4 0.0284 -0.0037 -0.0243   
## 5 -0.0135 -0.00580 -0.0205   
## 6 -0.0183 -0.0011 -0.0042   
## 7 -0.0215 -0.0137 -0.0088   
## 8 -0.0568 -0.0303 -0.0256   
## 9 -0.0718 -0.0335 -0.0171   
## 10 0.108 0.0332 0.0013   
## # ... with 50 more rows

pairs.panels(stks3)
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apply(stks3,2,summary)

## SP500 SMB HML  
## Min. -0.071770 -0.042700 -0.042100  
## 1st Qu. -0.015211 -0.018625 -0.011125  
## Median 0.010726 0.000250 -0.002400  
## Mean 0.008637 -0.001738 -0.001558  
## 3rd Qu. 0.028767 0.011675 0.008600  
## Max. 0.107706 0.042800 0.049000

big5 = tibble(PZZA = stks$PZZA, BBBY = stks$BBBY, NFLX = stks$NFLX, T = stks$T, VZ = stks$VZ)  
  
big5

## # A tibble: 60 x 5  
## PZZA BBBY NFLX T VZ  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0360 -0.0235 0.218 -0.0634 -0.00460  
## 2 0.0166 0.00302 -0.0347 0.0461 0.0500   
## 3 0.0852 0.00241 0.150 0.0785 0.0438   
## 4 -0.0509 0.163 -0.0215 0.0166 -0.0198   
## 5 0.102 -0.0399 0.164 0.0285 -0.00994  
## 6 0.00389 0.0831 -0.0300 -0.00479 0.00809  
## 7 -0.0617 0.00202 0.0125 -0.0685 -0.0521   
## 8 -0.0468 -0.0279 -0.116 -0.0133 0.0383   
## 9 0.0218 0.00791 -0.518 0.00140 0.0174   
## 10 0.111 0.0790 -0.275 0.0277 0.00487  
## # ... with 50 more rows

big5\_mat = as.matrix(big5)  
big5\_fact = lm(big5\_mat ~ SP500 + SMB + HML, data = stks3)  
  
big5\_fact\_betas = t(big5\_fact$coefficients)[,-1]  
big5\_fact\_betas

## SP500 SMB HML  
## PZZA 0.1875 0.7463 -0.83640  
## BBBY 0.6712 0.0987 -0.41838  
## NFLX 1.4474 0.6458 0.33999  
## T 0.3465 -0.3422 0.01039  
## VZ 0.3655 -0.6684 -0.16675

f.sighat.hat = function(y){  
 summary(lm(y ~ SP500 + SMB + HML, data = stks3))$sigma^2  
}  
  
Sig.FF1 = cov(stks3)   
  
big5\_Sig\_fact =  
 big5\_fact\_betas %\*% Sig.FF1 %\*% t(big5\_fact\_betas) + diag(apply(big5\_mat, 2,f.sighat.hat))  
  
big5\_mean = apply(big5,2,mean)  
lambda = 10  
p\_load(quadprog)  
big5\_ra10 = solve.QP(  
 Dmat = lambda\*big5\_Sig\_fact,  
 dvec = big5\_mean,  
 A = cbind(rep(1,5)),  
 bvec = c(1),  
 meq = 1)$solution  
  
big5\_ra10

## [1] 0.43991 -0.09597 0.08487 0.26108 0.31011

big8\_ra10 = solve.QP(  
 Dmat = lambda\*big5\_Sig\_fact,  
 dvec = big5\_mean,  
 A = cbind(rep(1,5),diag(5)),  
 bvec = c(1, rep(0,5)),  
 meq=1  
)$solution  
  
tibble(Stocks = names(big5), Weights=round(big5\_ra10,4))

## # A tibble: 5 x 2  
## Stocks Weights  
## <chr> <dbl>  
## 1 PZZA 0.440   
## 2 BBBY -0.096   
## 3 NFLX 0.0849  
## 4 T 0.261   
## 5 VZ 0.310

t(big5\_fact\_betas) %\*% big5\_ra10

## [,1]  
## SP500 0.34471  
## SMB 0.07703  
## HML -0.34793

A = cbind(rep(1,5), big5\_fact\_betas[ ,c(2,3)], diag(5))  
t(A)

## PZZA BBBY NFLX T VZ  
## 1.0000 1.0000 1.0000 1.00000 1.0000  
## SMB 0.7463 0.0987 0.6458 -0.34217 -0.6684  
## HML -0.8364 -0.4184 0.3400 0.01039 -0.1668  
## 1.0000 0.0000 0.0000 0.00000 0.0000  
## 0.0000 1.0000 0.0000 0.00000 0.0000  
## 0.0000 0.0000 1.0000 0.00000 0.0000  
## 0.0000 0.0000 0.0000 1.00000 0.0000  
## 0.0000 0.0000 0.0000 0.00000 1.0000

big5\_ra10\_con = solve.QP(  
 Dmat = lambda\*big5\_Sig\_fact,  
 dvec = big5\_mean,  
 Amat = A,  
 bvec = c(1, 0, 0, rep(0,5)),  
 meq = 3  
)$solution  
  
tibble(Stocks = names(big5), Weights=round(big5\_ra10\_con,4))

## # A tibble: 5 x 2  
## Stocks Weights  
## <chr> <dbl>  
## 1 PZZA 0.103  
## 2 BBBY 0   
## 3 NFLX 0.233  
## 4 T 0.664  
## 5 VZ 0

round(t(big5\_fact\_betas) %\*% big5\_ra10\_con,4)

## [,1]  
## SP500 0.5866  
## SMB 0.0000  
## HML 0.0000

Port1\_rtns = sum(big5\_ra10\*big5\_mean)  
Port1\_sds = (t(big5\_ra10) %\*% big5\_Sig\_fact %\*% big5\_ra10)^0.5  
  
Port2\_rtns = sum(big5\_ra10\_con\*big5\_mean)  
Port2\_sds = (t(big5\_ra10\_con) %\*% big5\_Sig\_fact %\*% big5\_ra10\_con)^0.5  
  
tibble(Port1\_rtns, Port1\_sds, Port2\_rtns, Port2\_sds)

## # A tibble: 1 x 4  
## Port1\_rtns Port1\_sds[,1] Port2\_rtns Port2\_sds[,1]  
## <dbl> <dbl> <dbl> <dbl>  
## 1 0.0202 0.0413 0.0186 0.0585

## Question 10.11

#a. Risk-free rate, rfree  
data1 = read.table(file.choose(),header = T,sep = ",")  
data1

## TimePeriod Yield  
## 1 2011-01 0.15  
## 2 2011-02 0.13  
## 3 2011-03 0.10  
## 4 2011-04 0.06  
## 5 2011-05 0.04  
## 6 2011-06 0.04  
## 7 2011-07 0.04  
## 8 2011-08 0.02  
## 9 2011-09 0.01  
## 10 2011-10 0.02  
## 11 2011-11 0.01  
## 12 2011-12 0.01  
## 13 2012-01 0.03  
## 14 2012-02 0.09  
## 15 2012-03 0.08  
## 16 2012-04 0.08  
## 17 2012-05 0.09  
## 18 2012-06 0.09  
## 19 2012-07 0.10  
## 20 2012-08 0.10  
## 21 2012-09 0.11  
## 22 2012-10 0.10  
## 23 2012-11 0.09  
## 24 2012-12 0.07  
## 25 2013-01 0.07  
## 26 2013-02 0.10  
## 27 2013-03 0.09  
## 28 2013-04 0.06  
## 29 2013-05 0.04  
## 30 2013-06 0.05  
## 31 2013-07 0.04  
## 32 2013-08 0.04  
## 33 2013-09 0.02  
## 34 2013-10 0.05  
## 35 2013-11 0.07  
## 36 2013-12 0.07  
## 37 2014-01 0.04  
## 38 2014-02 0.05  
## 39 2014-03 0.05  
## 40 2014-04 0.03  
## 41 2014-05 0.03  
## 42 2014-06 0.04  
## 43 2014-07 0.03  
## 44 2014-08 0.03  
## 45 2014-09 0.02  
## 46 2014-10 0.02  
## 47 2014-11 0.02  
## 48 2014-12 0.03  
## 49 2015-01 0.03  
## 50 2015-02 0.02  
## 51 2015-03 0.03  
## 52 2015-04 0.02  
## 53 2015-05 0.02  
## 54 2015-06 0.02  
## 55 2015-07 0.03  
## 56 2015-08 0.07  
## 57 2015-09 0.02  
## 58 2015-10 0.02  
## 59 2015-11 0.11  
## 60 2015-12 0.22

rff1 = data1$Yield  
table(is.na(rff1))

##   
## FALSE   
## 60

rff1

## [1] 0.15 0.13 0.10 0.06 0.04 0.04 0.04 0.02 0.01 0.02 0.01 0.01 0.03 0.09 0.08  
## [16] 0.08 0.09 0.09 0.10 0.10 0.11 0.10 0.09 0.07 0.07 0.10 0.09 0.06 0.04 0.05  
## [31] 0.04 0.04 0.02 0.05 0.07 0.07 0.04 0.05 0.05 0.03 0.03 0.04 0.03 0.03 0.02  
## [46] 0.02 0.02 0.03 0.03 0.02 0.03 0.02 0.02 0.02 0.03 0.07 0.02 0.02 0.11 0.22

# convert from percentages to proportional monthly returns  
rfree1 = (1 + rff1/100)^(1/12) - 1  
head(rfree1)

## [1] 1.249e-04 1.083e-04 8.330e-05 4.999e-05 3.333e-05 3.333e-05

length(rfree1)

## [1] 60

ts.plot(rfree1,col=2,main="Risk-Free Rate")

![](data:image/png;base64,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)

#b. S&P 500  
x = get.hist.quote(instrument = "^GSPC",  
 start = "2010-12-01",  
 end = "2015-12-31",  
 quote = "AdjClose",  
 compression = "m")

## time series ends 2015-12-01

sp500 = as.vector(x)  
n = length(sp500)  
  
# Net returns  
sp500\_m\_ret = (sp500[-1] - sp500[-n])/sp500[-n]  
# Excess returns  
d = tibble(SP500 = sp500\_m\_ret - rfree1)  
  
#American Funds Income Fund of America Class A (symbol AMECX)  
x1 = get.hist.quote(instrument = "AMECX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

amecx\_m = as.vector(x1)  
n = length(amecx\_m)  
  
amecx\_m\_ret = (amecx\_m[-1] - amecx\_m[-n])/amecx\_m[-n]  
  
d = d %>% mutate(AMECX = amecx\_m\_ret - rfree1)  
  
  
#Dodge & Cox Stock Fund (DODGX)  
x2 = get.hist.quote(instrument = "DODGX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

dodgx\_m = as.vector(x2)  
n = length(dodgx\_m)  
  
dodgx\_m\_ret = (dodgx\_m[-1] - dodgx\_m[-n])/dodgx\_m[-n]  
  
d = d %>% mutate(DODGX = dodgx\_m\_ret - rfree1)  
  
# Fidelity Millennium  
  
x3 = get.hist.quote(instrument = "FMILX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

fmilx\_m = as.vector(x3)  
n = length(fmilx\_m)  
  
fmilx\_m\_ret = (fmilx\_m[-1] - fmilx\_m[-n])/fmilx\_m[-n]  
  
d = d %>% mutate(FMILX = fmilx\_m\_ret - rfree1)  
  
  
#Franklin Income Fund Class A (FKINX)  
  
X4 = get.hist.quote(instrument = "FKINX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

fkinx\_m = as.vector(X4)  
n = length(fkinx\_m)  
  
fkinx\_m\_ret = (fkinx\_m[-1] - fkinx\_m[-n])/fkinx\_m[-n]  
  
d = d %>% mutate(FKINX = fkinx\_m\_ret - rfree1)  
  
  
#Vanguard Wellington Fund (VWENX)  
  
X5 = get.hist.quote(instrument = "VWENX", start = "2010-12-01", end = "2015-12-31",   
 quote = "AdjClose", compression = "m") # monthly

## time series ends 2015-12-01

vwenx\_m = as.vector(X5)  
n = length(vwenx\_m)  
  
vwenx\_m\_ret = (vwenx\_m[-1] - vwenx\_m[-n])/vwenx\_m[-n]  
  
d = d %>% mutate(VWENX = vwenx\_m\_ret - rfree1)  
  
#BIG5  
big5 = tibble(AMECX = d$AMECX, DODGX = d$DODGX, FMILX = d$FMILX, FKINX = d$FKINX, VWENX = d$VWENX)  
  
big5

## # A tibble: 60 x 5  
## AMECX DODGX FMILX FKINX VWENX  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0318 0.0331 0.0239 0.0287 0.0274   
## 2 0.0255 0.0364 0.0385 0.0189 0.0231   
## 3 -0.00240 -0.0119 0.0145 0.00533 -0.00847  
## 4 0.0409 0.0416 0.0273 0.0231 0.0348   
## 5 -0.00454 -0.00994 -0.0118 -0.00344 -0.00511  
## 6 -0.0244 -0.0283 -0.0232 -0.0124 -0.0210   
## 7 -0.00549 -0.0340 -0.00967 -0.00821 -0.00505  
## 8 -0.0254 -0.0711 -0.0487 -0.0447 -0.0351   
## 9 -0.0544 -0.0951 -0.0695 -0.0520 -0.0492   
## 10 0.0748 0.118 0.0883 0.0768 0.0805   
## # ... with 50 more rows

#Exploratory Data Analysis  
pairs.panels(big5)
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#c.Load and prepare the SMB and HML factors  
ff = read.table(file.choose(),header = T,sep = ",")  
ff = ff[3:4]/100  
SMB = ff$SMB  
HML = ff$HML  
  
d = d %>%   
 mutate(SMB,  
 HML,   
 SP500 = d$SP500)  
d

## # A tibble: 60 x 8  
## SP500 AMECX DODGX FMILX FKINX VWENX SMB HML  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.0225 0.0318 0.0331 0.0239 0.0287 0.0274 -0.0252 0.00820  
## 2 0.0318 0.0255 0.0364 0.0385 0.0189 0.0231 0.0153 0.0129   
## 3 -0.00113 -0.00240 -0.0119 0.0145 0.00533 -0.00847 0.0258 -0.0176   
## 4 0.0284 0.0409 0.0416 0.0273 0.0231 0.0348 -0.0037 -0.0243   
## 5 -0.0135 -0.00454 -0.00994 -0.0118 -0.00344 -0.00511 -0.00580 -0.0205   
## 6 -0.0183 -0.0244 -0.0283 -0.0232 -0.0124 -0.0210 -0.0011 -0.0042   
## 7 -0.0215 -0.00549 -0.0340 -0.00967 -0.00821 -0.00505 -0.0137 -0.0088   
## 8 -0.0568 -0.0254 -0.0711 -0.0487 -0.0447 -0.0351 -0.0303 -0.0256   
## 9 -0.0718 -0.0544 -0.0951 -0.0695 -0.0520 -0.0492 -0.0335 -0.0171   
## 10 0.108 0.0748 0.118 0.0883 0.0768 0.0805 0.0332 0.0013   
## # ... with 50 more rows

big5\_mat = as.matrix(big5)  
big5\_fact = lm(big5\_mat ~ SP500 + SMB + HML, data = d)  
  
big5\_fact\_betas = t(big5\_fact$coefficients)[,-1]  
big5\_fact\_betas

## SP500 SMB HML  
## AMECX 0.7362 -0.19001 -0.06661  
## DODGX 1.1411 0.02017 0.20148  
## FMILX 0.9967 0.25463 -0.18371  
## FKINX 0.6949 -0.07233 0.16884  
## VWENX 0.7307 -0.12519 -0.07303

#Estimate the error covariance matrix of the factors and the error covariance  
Sig.F = with(d,  
 cov(cbind(SP500,SMB,HML)))  
Sig.F

## SP500 SMB HML  
## SP500 1.140e-03 1.609e-04 9.322e-05  
## SMB 1.609e-04 4.536e-04 2.229e-05  
## HML 9.322e-05 2.229e-05 3.102e-04

f.sig = function(y){  
 summary(lm(y ~ d$SP500 + d$SMB + d$HML))$sigma  
}  
  
s4 = d %>%  
 select(c(AMECX,DODGX,FMILX,FKINX,VWENX))  
Sig.eps = diag(apply(s4, 2, f.sig)^2)  
Sig.eps

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 0.0001384 0.0000000 0.0000000 0.0000000 0.0000000  
## [2,] 0.0000000 0.0001145 0.0000000 0.0000000 0.0000000  
## [3,] 0.0000000 0.0000000 0.0006009 0.0000000 0.0000000  
## [4,] 0.0000000 0.0000000 0.0000000 0.0001455 0.0000000  
## [5,] 0.0000000 0.0000000 0.0000000 0.0000000 0.0001714

#Estimate of the covariance matrix of the assets and correlation matrix of the factor model  
Sig = big5\_fact\_betas %\*% Sig.F %\*% t(big5\_fact\_betas) + Sig.eps  
cov2cor(Sig)

## AMECX DODGX FMILX FKINX VWENX  
## AMECX 1.0000 0.8455 0.6987 0.7857 0.7883  
## DODGX 0.8455 1.0000 0.7694 0.8580 0.8327  
## FMILX 0.6987 0.7694 1.0000 0.6972 0.6942  
## FKINX 0.7857 0.8580 0.6972 1.0000 0.7705  
## VWENX 0.7883 0.8327 0.6942 0.7705 1.0000

#Compared to sample correlation matrix  
cor(s4)

## AMECX DODGX FMILX FKINX VWENX  
## AMECX 1.0000 0.8874 0.7895 0.9191 0.9497  
## DODGX 0.8874 1.0000 0.8474 0.8967 0.8934  
## FMILX 0.7895 0.8474 1.0000 0.7460 0.8756  
## FKINX 0.9191 0.8967 0.7460 1.0000 0.8576  
## VWENX 0.9497 0.8934 0.8756 0.8576 1.0000

#the “similar” funds identified in Part (a) are highly correlated compared to other pairs of funds   
#the “different” funds identified in Part (a) have not a low return correlation compared to the other funds  
  
big5\_mean = apply(big5,2,mean)  
big5\_mean

## AMECX DODGX FMILX FKINX VWENX   
## 0.006822 0.008979 0.003640 0.004573 0.005443

big5\_sd = apply(big5,2,sd)  
big5\_sd

## AMECX DODGX FMILX FKINX VWENX   
## 0.02671 0.04071 0.04229 0.02655 0.02723

#Yes for similar funds they are simple and for different funds they are different  
  
# Based on these results, I concluded that the factor sensitivities are useful for identifying portfolios with similar properties because they show that the the properties are some how similar