**Звіт про виконання практичних завдань до лекцій з курсу Технології програмування на мові Python**

Звіт до Теми №1

Функції та змінні

Під час виконання практичного завдання до Теми №1 було надано варіанти рішення до наступних задач:

1. **Перетворення рядка**

Необхідно рядок, що вводить користувач написати зворотнім чином.

Хід виконання завдання:

Виводимо користувачу запит, питаючи в нього бажаний текст, і додаємо, в зрізі тексту, від’ємний параметр.

Текст програми:

|  |
| --- |
| print(input("Enter your text: ")[::-1]) |

1. **Виконати тестування функцій, що працюють з рядками: strip(), capitalize(), title(), upper(), lower()**

Необхідно протестувати функції роботи з текстом як: strip(), capitalize(), title(), upper(), lower().

Хід виконання завдання:

Вводжу дві зміні з текстом для тестування функцій strip(), capitalize(), title(), upper(), lower().

Текст програми:

|  |
| --- |
| text = "  yyYOUr tEXt"  print("original:", text, " ", "strip():", text.strip(), " ", "title():", text.title(), " ", "upper():", text.upper(), " ", "lower():", text.lower())  text1 = "specifically for capitalization"  print("original:", text1, " ","capitalize():", text1.capitalize()) |

1. **Написати функцію пошуку дискримінанту квадратного рівняння**

Необхіднофункцію пошуку дискримінанту квадратного рівняння.

Хід виконання завдання:

Оголошую змінну «exreload» надаючи їй значення «1», для того щоб надати можливість користувачу обчислювати дискримінант скільки завгодно. В циклі «while», з прив’язкую до змінної «exreload», питаю в користувача значення двох коефіціентів і вільного члена квадратного рівняння та рахується значення дискримінанту. Потім значення дискримінанту проходить перевірку, від якої залежить відповідь програми.

Текст програми:

|  |
| --- |
| print("Let's discriminate the numbers!")  exreload = 1  while exreload != 0:      b = int(input("b: "))      a = int(input("a: "))      c = int(input("c: "))      D = (b^2)-4\*a\*c      if D <= 0:          if D == 0:              print("Discriminant:", D)              exreload = int(input("Again? 1/0: "))          else:              print("Discriminant doesn`t exist") #If you don't use complex numbers              exreload = int(input("Again? 1/0: "))      else:          print("Discriminant:", D)          exreload = int(input("Again? 1/0: ")) |

Звіт до Теми №2

Умовний перехід

Під час виконання практичного завдання до Теми №2 було надано варіанти рішення до наступних задач:

1. **Написати програми пошуку дискримінанту квадратного рівняння та його коренів**

Необхідно написати функцію пошуку коренів квадратного рівняння використовуючи функцію розрахунку дискримінанту з попередньої теми та умовні переходи.

Хід виконання завдання:

Так як програма з попередньої теми не повністю підходить під умови, тому я написав два коди: один з яких звичайна модифікація попереднього коду, другий же розбитий на функції та має функціонал першого коду.

Текст програми №1:

|  |
| --- |
| print("Let's discriminate the numbers!")  exreload = 1  while exreload != 0:      a = int(input("a: "))      b = int(input("b: "))      c = int(input("c: "))      D = (b\*\*2)-4\*a\*c      if D > 0:          print("Discriminant:", D)          print("First root: ", (-b+D\*\*0.5)/(2\*a), "Second root: ", (-b-D\*\*0.5)/(2\*a))          exreload = int(input("Again? 1/0: "))      elif D == 0:          print("Discriminant:", D)          print("Root: ", (-b)/(2\*a))          exreload = int(input("Again? 1/0: "))      else:          print("Discriminant doesn`t exist") #If you don't use complex numbers          exreload = int(input("Again? 1/0: ")) |

Текст програми №2:

|  |
| --- |
| def inp():      print("Let's discriminate the numbers!")      a = int(input("a: "))      b = int(input("b: "))      c = int(input("c: "))      return a,b,c  def discr(a,b,c):      D = (b\*\*2)-4\*a\*c      return D  def roots(D,a,b):      exreload = 1      if D > 0:          print("Discriminant:", D)          print("First root: ", (-b+D\*\*0.5)/(2\*a), "Second root: ", (-b-D\*\*0.5)/(2\*a))      elif D == 0:          print("Discriminant:", D)          print("Root: ", (-b)/(2\*a))      else:          print("Discriminant doesn`t exist") #If you don't use complex numbers      exreload = int(input("Again? 1/0: "))      return exreload  exreload = 1  while exreload != 0:      a,b,c = inp()      D = discr(a,b,c)      exreload = roots(D, a, b) |

1. **Написати програму калькулятор використовуючи if else конструкцію**

Написати програму калькулятор використовуючи if else конструкцію. Кожна операція має бути виконана в окремій функції.

Хід виконання завдання:

Для оптимізації роботи, було взято дві функції(вводу та поновлення) з попередньої програми.

Текст програми:

|  |
| --- |
| def inp():      print("Enter two numbers:")      a = int(input("a: "))      b = int(input("b: "))      return a,b  def calc(a, b):      tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")      if b == 0 and tool == "/":          print("Cannot divide by 0")      else:          if tool == "+":              return a + b          elif tool == "-":              return a - b          elif tool == "\*":              return a \* b          elif tool == "/":              return a / b          elif tool == "^":              return a \*\* b          else:              print("Input error.")    exreload = 1  while exreload != 0:      a, b = inp()      result = calc(a, b)      print("Result:", result)      exreload = int(input("Again? 1/0: ")) |

1. **Написати програму калькулятор використовуючи match конструкцію**

Написати програму калькулятор використовуючи match конструкцію. Кожна операція має бути виконана в окремій функції.

Хід виконання завдання:

Наступний код відрізняється лише тим, що конструкції if else замінені на match case.

Текст програми:

|  |
| --- |
| def inp():      print("Enter two numbers:")      a = int(input("a: "))      b = int(input("b: "))      return a,b  def calc(a, b):      tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")      if b == 0 and tool == "/":          print("Cannot divide by 0")      else:          match tool:              case "+":                  return a + b              case "-":                  return a - b              case "\*":                  return a \* b              case "/":                  return a / b              case "^":                  return a \*\* b              case \_:                  print("Input error.")    exreload = 1  while exreload != 0:      a, b = inp()      result = calc(a, b)      print("Result:", result)      exreload = int(input("Again? 1/0: ")) |

Звіт до Теми №3

Цикли

Під час виконання практичного завдання до Теми №3 було надано варіанти рішення до наступних задач:

1. **Розширити програму калькулятор, що була створена до Теми 2, постійними запитами на введення нових даних та операцій**

Розширити програму калькулятор, що була створена до Теми 2, постійними запитами на введення нових даних та операцій. Реалізувати механізм завершення програми після отримання відповідної команди.

Хід виконання завдання:

Під це завдання підпадає програма, що була написана мною до Теми №2, а саме до третього завдання.

Текст програми:

|  |
| --- |
| def inp():      print("Enter two numbers:")      a = int(input("a: "))      b = int(input("b: "))      return a,b  def calc(a, b):      tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")      if b == 0 and tool == "/":          print("Cannot divide by 0")      else:          match tool:              case "+":                  return a + b              case "-":                  return a - b              case "\*":                  return a \* b              case "/":                  return a / b              case "^":                  return a \*\* b              case \_:                  print("Input error.")    exreload = 1  while exreload != 0:      a, b = inp()      result = calc(a, b)      print("Result:", result)      exreload = int(input("Again? 1/0: ")) |

1. **Написати програму тестування функцій списків таких як: extend(), append(), insert(id, val), remove(val), clear(), sort(), reverse(), copy()**

Хід виконання завдання:

Для тестування функцій була написана програма з декількома функціями та невідсортованим списком.

Текст програми:

|  |
| --- |
| def extend(list):      list.extend([1, 11])      print("Function extend(): ", list)  def append(list):      list.append(99)      print("Function append(): ", list)  def insert(list):      list.insert(6, 200)      print("Function insert(): ", list)  def remove(list):      list.remove(2)      print("Function remove(): ", list)  def clear(list):      list.clear()      print("Function clear(): ", list)  def sort(list):      list.sort()      print("Function sort(): ", list)  def reverse(list):      list.reverse()      print("Function reverse(): ", list)  def copy(list):      copy\_list = list.copy()      print("Function copy(): ", copy\_list)  list = [0, 2, 4, 6, 22, 10, 11, 88, 100]  print("Original list: ", list)  extend(list.copy())  append(list.copy())  insert(list.copy())  remove(list.copy())  clear(list.copy())  sort(list.copy())  reverse(list.copy())  copy(list) |

1. **Написати програму тестування функцій словників таких як: update(), del(), clear(), keys(), values(), items()**

Хід виконання завдання:

Для тестування функцій була написана програма з декількома функціями та невідсортованим словником.

Текст програми:

|  |
| --- |
| def update\_test(dictionary):      dictionary.update({'D': 4, 'E': 5, 'F': 6})      print("Function update(): ", dictionary)  def del\_test(dictionary):      del dictionary['A']      print("Function del(): ", dictionary)  def clear\_test(dictionary):      dictionary.clear()      print("Function clear(): ", dictionary)  def keys\_test(dictionary):      print("Function keys(): ", dictionary.keys())  def values\_test(dictionary):      print("Function values(): ", dictionary.values())  def items\_test(dictionary):      print("Function items(): ", dictionary.items())  dictionary = {'A': 1, 'B': 2, 'C': 3}  print("Original dictionary: ", dictionary)  update\_test(dictionary.copy())  del\_test(dictionary.copy())  clear\_test(dictionary.copy())  keys\_test(dictionary.copy())  values\_test(dictionary.copy())  items\_test(dictionary.copy()) |

1. **Маючи відсортований список, написати функцію пошуку позиції для вставки нового елементу в список**

Хід виконання завдання:

Була написана програма з функцією пошуку позиції по відсортованому списку, що складається з чисел.

Текст програми:

|  |
| --- |
| def sortPosition(list, numder):      position = 0      for elem in list:          if numder > elem:              position += 1          else:              break      return position  list = [1, 6, 9, 11, 22, 23, 200, 545]  print("List of numbers:", list)  numder = int(input("Enter a new number whose location you want to know: "))  position = sortPosition(list, numder)  if position == 0:      print("The number will be first")  elif position == len(list):      print("This numder will be last")  else:      print(f"This numder will be between {list[position - 1]} and {list[position]}.") |

Звіт до Теми №4

Виняткові ситуації

Під час виконання практичного завдання до Теми №4 було надано варіанти рішення до наступних задач:

1. **Розширити програму калькулятор функцією запитів даних для виконання операцій від користувача, що обробляє виняткові ситуації введення некоректних даних для математичних операці та функціюю ділення обробкою виняткової ситуації ділення но нуль(завдання об’єднані для зрусності)**

Хід виконання завдання:

За основу була взята програма калькулятор з попередньої теми. Було зроблено дві варіації оновленної програми:

* Перша(Calc+) отримала: більший прийнятних чисел; перевірку чисел, що вводить користувач; більш інтуітивні відповіді на запит повторення циклу програми та перевірку значень у відповідь на цей запит; облегшенний варіант перевірки ділення на нуль.
* Друга(Calc++), поміж вище згаданих змін, отримала зручнішу, для роботи користувача, перевірку вибору інструменту обчислень.

Текст програми №1:

|  |
| --- |
| def inp():      while True:          print("Enter two numbers:")          a = input("a: ")          b = input("b: ")          try:              a = float(a)              b = float(b)              break          except ValueError:              print("It's not a number.\n")      return a, b  def calc(a, b):      tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")      match tool:          case "+":              return a + b          case "-":              return a - b          case "\*":              return a \* b          case "/":              if b == 0:                  print("Cannot divide by 0")              else:                  return a / b          case "^":              return a \*\* b          case \_:              print("Input error.")    exreload = 1  while exreload != 0:      a, b = inp()      result = calc(a, b)      print("Result:", result)      while True:          exreload = input("Again? Y/N: ")          if exreload.lower().strip() in ['y', 'n', 'yes', 'no']:              break          else:              print("Selection error.\n") |

Текст програми №2:

|  |
| --- |
| def inp():      while True:          print("Enter two numbers:")          a = input("a: ")          b = input("b: ")          try:              a = float(a)              b = float(b)              break          except ValueError:              print("It's not a number.\n")      return a, b  def calc(a, b):      while True:          tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")          if tool in ['+', '-', '\*', '/', '^']:              break          else:              print("Invalid operator.\n")      match tool:          case "+":              return a + b          case "-":              return a - b          case "\*":              return a \* b          case "/":              if b == 0:                  print("Cannot divide by 0")              else:                  return a / b          case "^":              return a \*\* b    exreload = 1  while exreload != 0:      a, b = inp()      result = calc(a, b)      print("Result:", result)      while True:          exreload = input("Again? Y/N: ")          if exreload.lower().strip() in ['y', 'n', 'yes', 'no']:              break          else:              print("Selection error.\n") |

Звіт до Теми №5

Бібліотеки

Під час виконання практичного завдання до Теми №5 було надано варіанти рішення до наступних задач:

1. **Гра з комп’ютером: камінь, ножиці, папір**

Програма виконує запит від користувача на введення одного із значень ["rock", "scissor", "paper"]. Наступним кроком, використовуючи модуль random, програма у випадковому порядку вибирає одне із значень ["rock", "scissor", "paper"]. В залежності від умови, що камінь перемагає ножиці, ножиці перемагають папір, а папір перемагає камінь визначити переможця.

Хід виконання завдання:

Програма запитує у користувача вибір: камінь, ножиці або папір. Потім вона випадково обирає свій варіант і порівнює його з вибором користувача. В залежності від результату виводиться повідомлення: перемога, поразка або нічия.

Текст програми:

|  |
| --- |
| from random import choice  listChoice = ['stone', 'scissors', 'paper']  def inp():      while True:          per = input("stone, scissors, paper\nEnter your choice: ").lower().strip()          if per in listChoice:              return per          else:              print("Selection error.\n")  def game(per):      botChoice = choice(listChoice)      winList = ['stonescissors', 'scissorspaper', 'paperstone']      if per == botChoice:          print("Draw.")      else:          if (per+botChoice) in winList:              print("You win!")          else:              print("You lose.")  per = inp()  game(per) |

1. **Програма конвертування іноземної валюти в українську гривню**

Для отримання актуальних курсів валют необхідно використовувати API НБУ та модуль, що надає можливість виконувати запити до сторонніх сервісів requests. Достатня умова роботи – можливість конвертації для трьох іноземних валют EUR, USD, PLN. Користувачу надається можливість введення кількості та типу валюти, результат роботи програми – конвертоване значення в українських гривнях.

Хід виконання завдання:

Програма отримує з сайту НБУ список валют із деталями: курс до гривні, назва українською та код. Програма дозволяє: вивести коди та виконати конвертацію. Конвертація працює просто: користувач вводить код валюти й суму для перерахунку у гривні.

Текст програми:

|  |
| --- |
| import requests  listChoice = ['EUR', 'USD', 'PLN']  def inp():      while True:          per = input("EUR, USD, PLN or exit(EX)\nEnter your choice: ").upper()          if per == "EX":              exit(0)          if per in listChoice:              try:                  value = float(input("Enter amount: "))                  break              except ValueError:                  print("It's not a number.\n")          else:              print("Selection error.\n")      return per, value  def curr():      r = requests.get("https://bank.gov.ua/NBUStatService/v1/statdirectory/exchange?json")      for elem in r.json():          match elem['cc']:              case "EUR":                  rateEUR = elem['rate']              case "USD":                  rateUSD = elem['rate']              case "PLN":                  ratePLN = elem['rate']      return rateEUR, rateUSD, ratePLN  def con(rateEUR, rateUSD, ratePLN, per, value):      match per:          case "EUR":              print(f"Result of {value} in EUR to UAH = {rateEUR\*value}")          case "USD":              print(f"Result of {value} in USD to UAH = {rateUSD\*value}")          case "PLN":              print(f"Result of {value} in PLN to UAH = {ratePLN\*value}")    r1, r2, r3 = curr()  while True:      per, val = inp()      con(r1, r2, r3, per, val) |

1. **Використання модулів для програми калькулятор**

Функції додавання, віднімання, множення та ділення перенести в файл functions.py. Функції запиту на введення даних для операцій та самих операцій перемістити в файл operations.py. Програму калькулятор реалізувати в файлі calc.py, до якого підключають файл functions.py та operations.py.

Хід виконання завдання:

За основу було взято программу Calc++ з теми №4: дещо перероблено та розбито на декілька програм.

Текст програми functions:

|  |
| --- |
| def sum(a, b):      return a + b  def sub(a, b):      return a - b    def mult(a, b):      return a \* b  def div(a, b):      if b == 0:          print("Cannot divide by 0")      else:          return a / b    def deg(a, b):       return a \*\* b |

Текст програми operations:

|  |
| --- |
| def inp():      while True:          print("Enter two numbers:")          a = input("a: ")          b = input("b: ")          try:              a = float(a)              b = float(b)              break          except ValueError:              print("It's not a number.\n")      return a, b  def tool():      while True:              tool = input("Select a tool: '+' , '-' , '\*' , '/' or '^'\n")              if tool in ['+', '-', '\*', '/', '^']:                  return tool              else:                  print("Invalid operator.\n") |

Текст програми calc:

|  |
| --- |
| from operations import inp, tool  from functions import sum, sub, mult, div, deg  def calc(a, b):      match tool():          case "+":              res = sum(a, b)          case "-":              res = sub(a, b)          case "\*":              res = mult(a, b)          case "/":              res = div(a, b)          case "^":              res = deg(a, b)      print("Result:", res)  while True:      a, b = inp()      calc(a, b)      if (input("Enter exit to end the programm: ")) == "exit":          exit(0) |

Звіт до Теми №6

Робота з файлами

Під час виконання практичного завдання до Теми №6 було надано варіанти рішення до наступних задач:

1. **Розробити механізм логування всіх дій, що виконує програма**

Забезпечити зберігання інформації про введені данні, виконану операцію та результат виконання операції над даними.

**Попередні умови:** Реалізована програма калькулятор в файлі calc.py, до якого підключають файл functions.py та operations.py. Інструкції до оформлення вмісту файлів розміщенні в завданні 3 до теми 5.

Хід виконання завдання:

Як і було вказано, я взяв за основу програма калькулятор до теми №5. Зміни зачіпили лише файл calc. Додано: логування часу, точної дати, введених значень, обраних інструментів, результату обчислень і кількість витраченого часу на обчислення.

Текст програми calc:

|  |
| --- |
| from operations import inp, tool  from functions import sum, sub, mult, div, deg  from datetime import datetime  import time  import os  def calc(a, b):      act = tool()      start\_act\_time = time.perf\_counter()      match act:          case "+":              res = sum(a, b)          case "-":              res = sub(a, b)          case "\*":              res = mult(a, b)          case "/":              res = div(a, b)          case "^":              res = deg(a, b)      end\_act\_time = time.perf\_counter()      elapsed\_time = end\_act\_time - start\_act\_time      print("Result:", res)      file\_path = os.path.join(os.path.dirname(\_\_file\_\_), "log.log")      act\_time = datetime.now().strftime("%A %Y-%m-%d %H:%M:%S")      with open(file\_path, "a") as file:          file.write(f"{act\_time} | {a} {act} {b} = {res} | Elapsed: {elapsed\_time:.9f} seconds\n")  while True:      a, b = inp()      calc(a, b)      if (input("Enter exit to end the programm: ")) == "exit":          exit(0) |

Текст програм functions та operations залишились аналогічними цим же програмам до теми №5.

1. **Сортування функцію sorted()**

Маючи не відсортований список, елементами якого є словники з двома параметрами (ім’я та оцінка) виконати сортування списку, використовуючи стандартну функцію sorted(). Другим параметром для функції sorted() має бути lambda функція, що повертає ім’я або оцінку із елемента словника.

Хід виконання завдання:

Є не відсортований список словників студентів, нескінченний цикл що отримує від користувача вказівки та фінкція сортування, до якої звертається цикл з певним ключем, за яким проходить подальше сортування.

Текст програми:

|  |
| --- |
| students = [      {'name': "Richard", 'mark': 84},      {'name': "Gogi", 'mark': 65},      {'name': "James", 'mark': 98},      {'name': "Bob", 'mark': 23},      {'name': "Biden", 'mark': 87},      {'name': "Jon", 'mark': 90}  ]  def sort(key):      for elem in sorted(students, key=lambda x: x[key]):          print(f"Name — {elem['name']} | Mark — {elem['mark']}")  while True:      act = input("Select sorting: N — name, M — mark, or 'exit': ").lower()      match act:          case "exit":              break          case "n":              sort('name')          case "m":              sort('mark')          case \_:              print("Selection error.\n") |

Посилання на github:

https://github.com/GAGGAGX/TP-KB-231-Novyk-Maksym

Знімок екрану з посилання на github:

![](data:image/png;base64,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)