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# Introduction

The Hospital Management System is integrated system, which specialises in hospital management and related affairs, appointments, and doctors’ diagnosis. Developed with XML and LINQ this one provides creating value, modification, reading value, and deletion operations.

This system serves three user roles: administrators, physicians, and users of the services. Among all the actions administrators control such aspects as creating user, modifying and deleting the account. Upon registration, simple biographic information including name, email address, phone numbers as well as date of birth are taken, plus features related to the account type, for example, a patient’s medical history or a doctor’s area of specialty.

The system allows patients to schedule an appointment, check up an appointment or even cancel an appointment that was made by the patient. During booking, they choose date, time, doctor from the available list of the respective parameters. To manage appointments doctors deploy an attendance form where patients get to view details of the diagnosis in a convenient manner.

Currently, it provides administrators, patients, and doctors with different interfaces and functionalities as it is adjusted to the user role. The chosen platform is highly informational and functional, which helps to increase operational performance in contemporary facilities.

# Assumptions

To ensure smooth operation, the Hospital Management System follows these key assumptions:

**Admin Privileges:** Admins are capable of generating new admin accounts though they cannot modify or delete any admin account including their own. This protects systems security and eliminates accidental interferences.

**Patient Bookings:** Patients can only make booking and also cancel them but cannot amend any confirmed booking either at any time. This enables the right doctor to be scheduled for a particular patient and FOA’s at any given time.

**Fixed Time Slots:** Appointments take an hour and are also fixed and in one hourly intervals to avoid paradoxical prescheduling and make a doctor’s schedule more manageable. Time selection is on the dropdown menu for better order and structuring of the utility.

These actions improve security, simplify accesses and accommodations, and increase scheduling efficiency.

## Assumption for Admin Data Representation

To simplified the data structure and querying , maintenance, Admin and Doctor roles sharing the same XML elements in this hospital management system.

The AccountType field (stored as a sub-element) is used to distinguish between the roles:

* 0: Admin
* 1: Doctor
* 2: Patient

# User Guide

|  |
| --- |
| **XML file path:**  HospitalManagementSystem\_Assignment2\HospitalManagementSystem\_Assignment2\App\_Data |

Program Execution:
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|  |  |
| --- | --- |
| 1. Home page |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

## Admin role guide

|  |  |
| --- | --- |
| **Admin account** | Email: [admin@hospital.com](mailto:admin@hospital.com) Password: admin123 |
| Login admin account |  |
|  |  |

#### Create Admin / Doctor / Patient Account

|  |  |
| --- | --- |
| Click [Create Account] |  |
| Fill all the required field  Radio button |  |
| New Doctor list is created. |  |
| This [Radio button] will show addition relevant field upon selection. | |  |  |  | | --- | --- | --- | | Admin:  Doesn’t have addition field | Doctor: has additionl field | Patient:has additional field | |  |  |  | |
| **Input validation:**  On Email: should have email format “@”.  Phone number: should have 8 digits  Confirm password: if the 1st password and confirm password didn’t match. Show error |  |

#### Admin Role user guide Edit/ Delete

|  |  |
| --- | --- |
| [delete] button on Doctor List  Pop up for the confirmation. |  |
| [update]  Existing data is currently unavailable |  |

## Patient Role user guide

|  |  |
| --- | --- |
| Login Patient account |  |
| Currently this user doesn’t has any booking information.  [click to create a booking] |  |
| Fill in all the required field  [Confirm Booking] |  |
|  |  |

## Doctor Role user guide

|  |  |
| --- | --- |
| Login Doctor Account |  |
| Doctor see the booking made by the patient. With status Pending to diagnosis  [Complete] to next action to diagnose |  |
| Fill in the all the field.  And click [complete] |  |
| Redirect back to the booking list with Status complete. |  |
| Click [Detail] To view the diagnosis detail |  |

# Limitation

The followings are the limitation of the current Hospital Management system.

1. Inability to Edit the existing Records: Edit account of Doctors and Patient functions are not well developed.
2. Field Validation Limitations:
   1. Password validation: there is no checks for minimum length, presence of the letters/numbers in uppercase or lowercase and special characters.
   2. Username/ Email validation: can input any letter name on this email field with any domain name.
   3. Date of Birth (DOB): there is no mechanisms to guarantee that the users is of reasonable age (for example, some of the DOB can be set into the future or any unrealistic number).
3. Passwords are stored in plain text in XML file, and it is not encrypted.
4. Doctor’s specialization: not enforced for users assigned the Doctors role, allowing them without a Specialisation field element.
5. Admin List: existing Admin user List can’t be modified

# Testing

## Test Plan and Test Result

|  |  |  |
| --- | --- | --- |
| **No** | **Unit Test Scenario** | **Result** |
| **Login** | | |
| 1 | Login with empty input. System will prompt error. | Pass |
| **Admin** | | |
| 2 | Login as admin and display account management page. | Pass |
| 3 | Add admin account. | Pass |
| 4 | Using existed email to create account. System will reject to register. | Pass |
| 5 | Input validation.  Empty input:    Email:  Phone:  Password matching check: | Pass |
| 6 | Add doctor account. | Pass |
| 7 | Add patient account. | Pass |
| 8 | Update doctor account ID 12 | Fail |
| 9 | Update patient account. | Fail |
| 10 | Delete a doctor ID 12 | Pass |
| 11 | Delete a patient ID 7 | Pass |
| **Patient** | | |
| 12 | Login as patient and display booking overview page. | Pass |
| 13 | Null input validation. | Pass |
| 14 | Add a new booking. | Pass |
| 15 | Cancel a booking. | Pass |
| **Doctor** | | |
| 16 | Login as doctor and display booking list page. | Pass |
| 17 | Null input validation. | Pass |
| 18 | Complete a booking attendance. | Pass |

# Assertion

## Test Admin Account Exits

Test Description: to check if an Admin account exist in the Users.xml file.

-Load the User.xml file from the specified directory.

-Search and verify user element where the AccountType is set 0 for (admin).

**Test Result**
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**Source Code:**

|  |
| --- |
| **[TestMethod]**  **public void TestAdminAccountExists()**  **{**  **// Ensure the file exists**  **Assert.IsTrue(File.Exists(xmlFilePath), "Users.xml file does not exist.");**  **// Read the XML file**  **XDocument xmlDoc = XDocument.Load(xmlFilePath);**  **// Check if any user has an AccountType of "Admin"**  **var adminAccount = xmlDoc.Descendants("User")**  **.FirstOrDefault(user => user.Element("AccountType")?.Value == "0");**  **// Assert that an admin account is found**  **Assert.IsNotNull(adminAccount, "Admin account not found in the Users.xml file.");**  **}** |

## Test Xml File Exist

**Test Description:** check whether the User.xml file exits in the specific directory.

* To ensure the file is present , confirming that the application can read the XML data.

**Test Result**

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**Source Code:**

|  |
| --- |
| **[TestMethod]**  **public void TestXmlFileExistence()**  **{**  **// Assert that the file exists**  **Assert.IsTrue(File.Exists(xmlFilePath), $"Users.xml file does not exist at path: {xmlFilePath}");**  **}** |

# Source Code

## Model

|  |  |
| --- | --- |
| Account.cs | using System.ComponentModel.DataAnnotations;  namespace HospitalManagementSystem\_Assignment2.Models  {  public class Account  {  public int ID { get; set; }  [Required(ErrorMessage = "First Name is required.")]  public string FirstName { get; set; }  [Required(ErrorMessage = "Last Name is required.")]  public string LastName { get; set; }  [Required(ErrorMessage = "Email is required.")]  [EmailAddress(ErrorMessage = "Invalid email format.")]  public string Email { get; set; }  [Required(ErrorMessage = "Password is required.")]  [DataType(DataType.Password)]  public string Password { get; set; }  [Compare("Password", ErrorMessage = "Passwords do not match.")]  [Display(Name = "Confirm Password")]  [DataType(DataType.Password)]  public string ConfirmPassword { get; set; }  [Required(ErrorMessage = "DOB is required.")]  public string DOB { get; set; }  [Required(ErrorMessage = "Phone is required.")]  [RegularExpression(@"^[0-9]{8,}$", ErrorMessage = "Invalid phone number.")]  public int Phone { get; set; }  [Required(ErrorMessage = "Gender is required.")]  public string Gender { get; set; }  public int AccountType { get; set; }  // 0: Admin | 1: Doctor | 2: Patient  public string? Specialist { get; set; }    public string? MedicalHistory { get; set; }  public string? BloodGroup { get; set; }  public string? DrugAllergy { get; set; }  }  } |
| Admin.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class Admin : User  {  public int ID { get; set; }    }  } |
| AdminList.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class AdminList  {  public int ID { get; set; }  public string FirstName { get; set; }  public string LastName { get; set; }  public string Email { get; set; }  public string Password { get; set; }  public string DOB { get; set; }  public int Phone { get; set; }  public string Gender { get; set; }  public int AccountType { get; set; } // 0: Admin | 1: Doctor | 2: Patient    }  } |
| Attendance.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class Attendance  {  public int BookingNo { get; set; }  public string DiagnosisInfo { get; set; }  public string? Remark { get; set; }  public string? Therapy { get; set; }  }  } |
| Booking.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class Booking  {  public int BookingNo { get; set; }  public int EmployeeID { get; set; }  public string DoctorName { get; set; }  public int PatientID { get; set; }  public string PatientName { get; set; }  public string BookingDate { get; set; }  public string BookingTime { get; set; }  public int Status { get; set; } // 0: Created | 1: Completed  public List<Booking> bookingList { get; set; }  }  } |
| Doctor.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class Doctor : User  {  public int EmployeeID { get; set; }  public string Specialist { get; set; }  }  } |
| DoctorList.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class DoctorList  {  public int EmployeeID { get; set; }  public string FirstName { get; set; }  public string LastName { get; set; }  public string FullName { get; set; }  public string Email { get; set; }  public string Password { get; set; }  public string DOB { get; set; }  public int Phone { get; set; }  public string Gender { get; set; }  public int AccountType { get; set; } // 0: Admin | 1: Doctor | 2: Patient  public string Specialist { get; set; }  }  } |
| Patient.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class Patient : User  {  public int PatientID { get; set; }  public string BloodGroup { get; set;}  public string MedicalHistory { get; set;}  public string DrugAllergy { get; set; }  }  } |
| PatientList.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class PatientList  {  public int ID { get; set; }  public string FirstName { get; set; }  public string LastName { get; set; }  public string Email { get; set; }  public string Password { get; set; }  public string DOB { get; set; }  public int Phone { get; set; }  public string Gender { get; set; }  public int AccountType { get; set; }  // 0: Admin | 1: Doctor | 2: Patient  public string BloodGroup { get; set; }  public string MedicalHistory { get; set; }  public string DrugAllergy { get; set; }  }  } |
| User.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class User  {  public int ID { get; set; }  public string FirstName { get; set; }  public string LastName { get; set; }  public string Email { get; set; }  public string Password { get; set; }  public string DOB { get; set; }  public int Phone { get; set; }  public string Gender { get; set; }  public int AccountType { get; set; } // 0: Admin | 1: Doctor | 2: Patient  }  } |
| UserList.cs | namespace HospitalManagementSystem\_Assignment2.Models  {  public class UserList  {  public List<DoctorList> doctorList { get; set; }  public List<PatientList> patientList { get; set; }  public List<AdminList> adminList { get; set; }  }  } |

## Views

|  |  |
| --- | --- |
| Admin |  |
| AccountManagement.cshtml | @model UserList  @{  ViewBag.Title = "Account Management";  }  <a href="@Url.Action("CreateAccount", "Admin")" class="btn btn-primary">Create Account</a>  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <br />  @{  @if (TempData["DoctorMessage"] != null)  {  <div class="alert alert-success">  @TempData["DoctorMessage"]  </div>  }  @if (TempData["SuccessMessage"] != null)  {  <div class="alert alert-success">  @TempData["SuccessMessage"]  </div>  }  <h3 class="display-6">Doctor List</h3>  <table class="table">  <tr>  <th >ID</th>  <th >First Name</th>  <th >Last Name</th>  <th >Email</th>  <th >Phone</th>  <th >Password</th>  <th >Gender</th>  <th >DOB</th>  <th >Account Type</th>  <th >Specialist</th>  <th >Action</th>  </tr>  @if (Model.doctorList != null)  {  @foreach (var doctor in Model.doctorList)  {  <tr>  <td>  @Html.DisplayFor(m => doctor.EmployeeID)  </td>  <td>  @Html.DisplayFor(m => doctor.FirstName)  </td>  <td>  @Html.DisplayFor(m => doctor.LastName)  </td>  <td>  @Html.DisplayFor(m => doctor.Email)  </td>  <td>  @Html.DisplayFor(m => doctor.Phone)  </td>  <td>  @Html.DisplayFor(m => doctor.Password)  </td>  <td>  @Html.DisplayFor(m => doctor.Gender)  </td>  <td>  @Html.DisplayFor(m => doctor.DOB)  </td>  <td>  <p>Doctor</p>  </td>  <td>  @Html.DisplayFor(m => doctor.Specialist)  </td>  <td>  <a href="@Url.Action("EditDoctor", "Admin", new { id = doctor.EmployeeID })" class="btn btn-secondary">Edit</a>  </td>  <td>  @using (Html.BeginForm("DeleteDoctor", "Admin", new { id = doctor.EmployeeID }, FormMethod.Post))  {  <input type="submit" value="Delete" class="btn btn-danger" onclick="return confirm('Are you sure you want to delete this doctor?');" />  }  </td>  </tr>  }  }  </table>  @if (TempData["PatientMessage"] != null)  {  <div class="alert alert-success">  @TempData["PatientMessage"]  </div>  }  <h3 class="display-6">Patient List</h3>  <table class="table">  <tr>  <th >ID</th>  <th >First Name</th>  <th >Last Name</th>  <th >Email</th>  <th >Phone</th>  <th >Password</th>  <th >Gender</th>  <th >DOB</th>  <th >Account Type</th>  <th >Blood Group</th>  <th >Medical History</th>  <th >Drug Allergy</th>  <th >Action</th>  </tr>  @if (Model.patientList != null)  {  @foreach (var patient in Model.patientList)  {  <tr>  <td>  @Html.DisplayFor(m => patient.ID)  </td>  <td>  @Html.DisplayFor(m => patient.FirstName)  </td>  <td>  @Html.DisplayFor(m => patient.LastName)  </td>  <td>  @Html.DisplayFor(m => patient.Email)  </td>  <td>  @Html.DisplayFor(m => patient.Phone)  </td>  <td>  @Html.DisplayFor(m => patient.Password)  </td>  <td>  @Html.DisplayFor(m => patient.Gender)  </td>  <td>  @Html.DisplayFor(m => patient.DOB)  </td>  <td>  <p>Patient</p>  </td>  <td>  @Html.DisplayFor(m => patient.BloodGroup)  </td>  <td>  @Html.DisplayFor(m => patient.MedicalHistory)  </td>  <td>  @Html.DisplayFor(m => patient.DrugAllergy)  </td>  <td>  <a href="@Url.Action("EditPatient", "Admin", new { id = patient.ID })" class="btn btn-secondary">Edit</a>  </td>  <td>  @using (Html.BeginForm("DeletePatient", "Admin", new { id = patient.ID }, FormMethod.Post))  {  <input type="submit" value="Delete" class="btn btn-danger" onclick="return confirm('Are you sure you want to delete this patient?');" />  }  </td>  </tr>  }  }  </table>  <h3 class="display-6">Admin List</h3>  <table class="table">  <tr>  <th>ID</th>  <th>First Name</th>  <th>Last Name</th>  <th>Email</th>  <th>Phone</th>  <th>Password</th>  <th>Gender</th>  <th>DOB</th>  <th>Account Type</th>    </tr>  @if (Model.adminList != null)  {  @foreach (var admin in Model.adminList)  {  <tr>  <td>  @Html.DisplayFor(m => admin.ID)  </td>  <td>  @Html.DisplayFor(m => admin.FirstName)  </td>  <td>  @Html.DisplayFor(m => admin.LastName)  </td>  <td>  @Html.DisplayFor(m => admin.Email)  </td>  <td>  @Html.DisplayFor(m => admin.Phone)  </td>  <td>  @Html.DisplayFor(m => admin.Password)  </td>  <td>  @Html.DisplayFor(m => admin.Gender)  </td>  <td>  @Html.DisplayFor(m => admin.DOB)  </td>  <td>  <p>Admin</p>  </td>    </tr>  }  }  </table>  } |
| CreateAccount.cshtml | @model HospitalManagementSystem\_Assignment2.Models.Account  @{  ViewData["Title"] = "Create User Account";  }  <div class="text-center">  <h1 class="display-4">@ViewData["Title"]</h1>  </div>  @if (TempData["ErrorMessage"] != null)  {  <div class="alert alert-danger">@TempData["ErrorMessage"]</div>  }  @using (Html.BeginForm("CreateAccount", "Admin", FormMethod.Post))  {  <div class="form-group">  @Html.LabelFor(m => m.FirstName, "First Name")  @Html.TextBoxFor(m => m.FirstName, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.FirstName, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.LastName, "Last Name")  @Html.TextBoxFor(m => m.LastName, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.LastName, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.Email)  @Html.TextBoxFor(m => m.Email, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Email, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.Phone, "Phone Number")  @Html.TextBoxFor(m => m.Phone, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Phone, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.Password)  @Html.PasswordFor(m => m.Password, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Password, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.ConfirmPassword, "Confirm Password")  @Html.PasswordFor(m => m.ConfirmPassword, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.ConfirmPassword, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.Label("Gender")  <div>  @\* @Html.RadioButtonFor(m => m.Gender, "Male") Male  @Html.RadioButtonFor(m => m.Gender, "Female") Female \*@  @Html.RadioButtonFor(m => m.Gender, "Male", new { id = "Gender\_Male" }) Male  @Html.RadioButtonFor(m => m.Gender, "Female", new { id = "Gender\_Female" }) Female  </div>  @Html.ValidationMessageFor(m => m.Gender, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.LabelFor(m => m.DOB, "Date of Birth")  @Html.TextBoxFor(m => m.DOB, new { @class = "form-control", @type = "date" })  @Html.ValidationMessageFor(m => m.DOB, null, new { @class = "text-danger" })  </div>  <div class="form-group">  @Html.Label("Account Role")  <div>  @Html.RadioButtonFor(m => m.AccountType, 0) Admin  @Html.RadioButtonFor(m => m.AccountType, 1) Doctor  @Html.RadioButtonFor(m => m.AccountType, 2) Patient  </div>  </div>  //hide and show for the additional field  <div id="doctorSpec" class="form-group">  @Html.LabelFor(m => m.Specialist)  @Html.TextBoxFor(m => m.Specialist, new { @class = "form-control" })  </div>  <br />  <div id="patientBG" class="form-group">  @Html.Label("Blood Group")  <br />  @\* @Html.RadioButtonFor(m => m.BloodGroup, "A") A  @Html.RadioButtonFor(m => m.BloodGroup, "B") B  @Html.RadioButtonFor(m => m.BloodGroup, "AB") AB  @Html.RadioButtonFor(m => m.BloodGroup, "O") O \*@  @Html.RadioButtonFor(m => m.BloodGroup, "A", new { id = "BloodGroup\_A" }) A  @Html.RadioButtonFor(m => m.BloodGroup, "B", new { id = "BloodGroup\_B" }) B  @Html.RadioButtonFor(m => m.BloodGroup, "AB", new { id = "BloodGroup\_AB" }) AB  @Html.RadioButtonFor(m => m.BloodGroup, "O", new { id = "BloodGroup\_O" }) O  </div>  <br />  <div id="patientMH" class="form-group">  @Html.Label("Medical History")  @Html.TextAreaFor(m => m.MedicalHistory, new { @class = "form-control", rows = "4" })  </div>  <br />  <div id="patientDA" class="form-group">  @Html.Label("Drug Allergy")  @Html.TextAreaFor(m => m.DrugAllergy, new { @class = "form-control", rows = "4" })  </div>  <br />  <div class="form-group">  <input type="submit" value="Create" class="btn btn-success" />  <input type="reset" value="Clear" id="clear" class="btn btn-danger" />  </div>  <br />  <div class="form-group">  <a href="@Url.Action("AccountManagement", "Admin")" class="btn btn-secondary">Go back </a>    </div>  <br />  }  @section Scripts {  <script>  $(document).ready(function () {  // Hide all optional fields on page load  $("#doctorSpec, #patientBG, #patientMH, #patientDA").hide();  // Show or hide fields based on the selected account type  $("input[name='AccountType']").change(function () {  if (this.value == 1) { // Doctor  $("#doctorSpec").show(); // Show specialization field  $("#patientBG, #patientMH, #patientDA").hide(); // Hide patient fields  } else if (this.value == 2) { // Patient  $("#doctorSpec").hide(); // Hide specialization field  $("#patientBG, #patientMH, #patientDA").show(); // Show patient fields  } else { // Admin or others  $("#doctorSpec, #patientBG, #patientMH, #patientDA").hide(); // Hide all optional fields  }  });  // Reset button to clear the form and hide all optional fields  $("#clear").click(function () {  $("#doctorSpec, #patientBG, #patientMH, #patientDA").reset();  });  });  </script>  } |
| EditDoctor.cshtml | @model HospitalManagementSystem\_Assignment2.Models.Account  @{  ViewData["Title"] = "Edit Doctor Account";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <!-- Alert prompt box-->  <div id="comingSoonModal" style="display:none; position:fixed; top:50%; left:50%; transform:translate(-50%, -50%); background:white; padding:20px; border:1px solid #333; box-shadow:0px 4px 8px rgba(0,0,0,0.2); z-index:1000; text-align:center;">  <h3>Feature Unavailable</h3>  <p>The edit function is currently unavailable. This feature is coming soon!</p>  <button onclick="closeModal()">Go Back</button>  </div>  <div id="overlay" style="display:none; position:fixed; top:0; left:0; width:100%; height:100%; background:rgba(0,0,0,0.5); z-index:999;"></div>  <!-- JavaScript for display -->  <script type="text/javascript">  function showComingSoonModal(event) {  event.preventDefault(); // Prevent form submission  document.getElementById('comingSoonModal').style.display = 'block';  document.getElementById('overlay').style.display = 'block';  }  function closeModal() {  document.getElementById('comingSoonModal').style.display = 'none';  document.getElementById('overlay').style.display = 'none';  window.history.back(); // Redirect to the previous page  }  </script>  @using (Html.BeginForm("UpdateDoctor", "Admin", FormMethod.Post , new { onsubmit = "showComingSoonModal(event)" }))  {  @Html.HiddenFor(m => m.ID)  <div class="form-group">  @Html.Label("First Name")  @Html.TextBoxFor(m => m.FirstName, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.FirstName, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Last Name")  @Html.TextBoxFor(m => m.LastName, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.LastName, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Email")  @Html.TextBoxFor(m => m.Email, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Email, "", new { @class = "text-danger", @disabled = "disabled" })  </div>  <br />  <div class="form-group">  @Html.Label("Phone")  @Html.TextBoxFor(m => m.Phone, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Phone, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.LabelFor(m => m.Password)  @Html.PasswordFor(m => m.Password, new { @class = "form-control"})  @Html.ValidationMessageFor(m => m.Password, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.LabelFor(m => m.ConfirmPassword)  @Html.PasswordFor(m => m.ConfirmPassword, new { @class = "form-control"})  @Html.ValidationMessageFor(m => m.ConfirmPassword, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Gender")  <br />  @Html.RadioButtonFor(m => m.Gender, "Male") Male  @Html.RadioButtonFor(m => m.Gender, "Female") Female  @Html.ValidationMessageFor(m => m.Gender, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Date of Birth")  @Html.TextBoxFor(m => m.DOB, new { @class = "form-control", placeholder = "DD/MM/YYYY", @type = "date" })  @Html.ValidationMessageFor(m => m.DOB, "", new { @class = "text-danger" })  </div>  <br />  <div id="doctorSpec" class="form-group">  @Html.LabelFor(m => m.Specialist)  @Html.TextBoxFor(m => m.Specialist, new { @class = "form-control" })  </div>  <br />  <div class="form-group">  <input type="submit" value="Update" class="btn btn-primary" />  </div>  }  <br />  <div class="form-group">  <a href="@Url.Action("AccountManagement", "Admin")" class="btn btn-secondary">Go back </a>    </div>  <br /> |
| EditPatient.cshtml | @model HospitalManagementSystem\_Assignment2.Models.Account  @{  ViewData["Title"] = "Edit Patient Account";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <!-- Alert prompt box-->  <div id="comingSoonModal" style="display:none; position:fixed; top:50%; left:50%; transform:translate(-50%, -50%); background:white; padding:20px; border:1px solid #333; box-shadow:0px 4px 8px rgba(0,0,0,0.2); z-index:1000; text-align:center;">  <h3>Feature Unavailable</h3>  <p>The edit function is currently unavailable. This feature is coming soon!</p>  <button onclick="closeModal()">Go Back</button>  </div>  <div id="overlay" style="display:none; position:fixed; top:0; left:0; width:100%; height:100%; background:rgba(0,0,0,0.5); z-index:999;"></div>  <!-- JavaScript for display -->  <script type="text/javascript">  function showComingSoonModal(event) {  event.preventDefault(); // Prevent form submission  document.getElementById('comingSoonModal').style.display = 'block';  document.getElementById('overlay').style.display = 'block';  }  function closeModal() {  document.getElementById('comingSoonModal').style.display = 'none';  document.getElementById('overlay').style.display = 'none';  window.history.back(); // Redirect to the previous page  }  </script>  <!-- Form with onsubmit event to trigger l -->  @using (Html.BeginForm("UpdatePatient", "Admin", FormMethod.Post, new { onsubmit = "showComingSoonModal(event)" }))  {  @Html.HiddenFor(m => m.ID)  <div class="form-group">  @Html.Label("First Name")  @Html.TextBoxFor(m => m.FirstName, new { @class = "form-control" })  </div>  <br />  <div class="form-group">  @Html.Label("Last Name")  @Html.TextBoxFor(m => m.LastName, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.LastName, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Email")  @Html.TextBoxFor(m => m.Email, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Email, "", new { @class = "text-danger", @disabled = "disabled" })  </div>  <br />  <div class="form-group">  @Html.Label("Phone")  @Html.TextBoxFor(m => m.Phone, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Phone, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.LabelFor(m => m.Password)  @Html.PasswordFor(m => m.Password, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.Password, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.LabelFor(m => m.ConfirmPassword)  @Html.PasswordFor(m => m.ConfirmPassword, new { @class = "form-control" })  @Html.ValidationMessageFor(m => m.ConfirmPassword, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Gender")  <br />  @Html.RadioButtonFor(m => m.Gender, "Male") Male  @Html.RadioButtonFor(m => m.Gender, "Female") Female  @Html.ValidationMessageFor(m => m.Gender, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Date of Birth")  @Html.TextBoxFor(m => m.DOB, new { @class = "form-control", placeholder = "DD/MM/YYYY", @type = "date" })  @Html.ValidationMessageFor(m => m.DOB, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.Label("Blood Group")  <br />  @Html.RadioButtonFor(m => m.BloodGroup, "AB") AB  @Html.RadioButtonFor(m => m.BloodGroup, "A") A  @Html.RadioButtonFor(m => m.BloodGroup, "B") B  @Html.RadioButtonFor(m => m.BloodGroup, "O") O  </div>  <br />  <div class="form-group">  @Html.Label("Medical History")  @Html.TextAreaFor(m => m.MedicalHistory, new { @class = "form-control", rows = "4" })  </div>  <br />  <div class="form-group">  @Html.Label("Drug Allergy")  @Html.TextAreaFor(m => m.DrugAllergy, new { @class = "form-control", rows = "4" })  </div>  <br />  <div class="form-group">  <input type="submit" value="Update" class="btn btn-primary" />  </div>  <br />  <div class="form-group">  <a href="@Url.Action("AccountManagement", "Admin")" class="btn btn-secondary">Go back </a>  </div>  } |
| Doctor |  |
| BokingList.cshtml | @model List<Booking>  @{  ViewBag.Title = "Booking List";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <br />  @{  @if (TempData["BookingMessage"] != null)  {  <div class="alert alert-success">  @TempData["BookingMessage"]  </div>  }  @if (TempData["DetailMessage"] != null)  {  <div class="alert alert-info">  @TempData["DetailMessage"]  </div>  }  @if (TempData["RemarkMessage"] != null)  {  <div class="alert alert-info">  @TempData["RemarkMessage"]  </div>  }  @if (TempData["TherapyMessage"] != null)  {  <div class="alert alert-info">  @TempData["TherapyMessage"]  </div>  }  <table class="table">  <tr>  <th scope="col">Booking No</th>  <th scope="col">Patient Name</th>  <th scope="col">Booking Date</th>  <th scope="col">Booking Time</th>  <th scope="col">Status</th>  <th scope="col">Action</th>  </tr>  @if (Model != null)  {  @foreach (var booking in Model)  {  <tr>  <td>  @Html.DisplayFor(m => booking.BookingNo)  </td>  <td>  @Html.DisplayFor(m => booking.PatientName)  </td>  <td>  @Html.DisplayFor(m => booking.BookingDate)  </td>  <td>  @Html.DisplayFor(m => booking.BookingTime)  </td>  <td>  @if (booking.Status == 0)  {  <p>Pending to Diagnosis</p>  }  else  {  <p>Completed</p>  }  </td>  <td>  @if (booking.Status == 0)  {  <a href="@Url.Action("CompleteAttendance", "Doctor", new { id = booking.BookingNo })" class="btn btn-success">Complete</a>  }  else  {  @using (Html.BeginForm("ShowAttendance", "Doctor", new { id = booking.BookingNo }, FormMethod.Post))  {  <input type="submit" value="Detail" class="btn btn-info" />  }  }  </td>  </tr>  }  }  </table>  } |
| CompleteAttendance.cshtml | @model HospitalManagementSystem\_Assignment2.Models.Attendance  @{  ViewData["Title"] = "Complete Attendance";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  @if (TempData["CompleteErrorMessage"] != null)  {  <div class="alert alert-danger">  @TempData["CompleteErrorMessage"]  </div>  }  @using (Html.BeginForm("CompleteAttendance", "Doctor", FormMethod.Post))  {  <div class="form-group">  @Html.Label("Diagnosis Info")  @Html.TextAreaFor(m => m.DiagnosisInfo, new { @class = "form-control", rows = "4", required = "required" })  </div>  <br />  <div class="form-group">  @Html.Label("Remark")  @Html.TextAreaFor(m => m.Remark, new { @class = "form-control", rows = "4" })  </div>  <br />  <div class="form-group">  @Html.Label("Therapy")  @Html.TextAreaFor(m => m.Therapy, new { @class = "form-control", rows = "4" })  </div>  <br />  <div class="form-group">  <input type="submit" value="Complete" class="btn btn-success" />  <input type="reset" value="Clear" class="btn btn-secondary" />  </div>  <br />  <div class="form-group">  <a href="@Url.Action("BookingList", "Doctor", new { id = TempData["UserId"] })" class="btn btn-info">Go back </a>    </div>  <br />  } |
| Home |  |
| About.cshtml | @{  ViewData["Title"] = "About Us";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <!-- Emergency Care Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <**img** src="~/images/hp.png" alt="About us" class="about-img" width="400px" height="300px">  </div>  <div class="col-md-6">    <p class="about-description">  <p>We are one of Western Australia’s leading private health campuses, providing excellence in health care for our community..</p>  <p>  St John of God Murdoch Hospital is a private hospital and a division of St John of God Health Care, one of Australia's largest health care providers.  We are one of Western Australia’s leading private health campuses, providing compassionate and high quality health care for our community.  Stage 2 of the hospital’s redevelopment project is now complete - the last component being the renovation of the original six 1994 wards.  </p>  <p>  Established in 1994, St John of God Murdoch Hospital provides:  <ul>  <li>a 24 hour Emergency Department</li>  <li>medical and surgical services</li>  <li>paediatrics</li>  <li>maternity</li>  <li>palliative care</li>  <li>critical and coronary care.</li>  </ul>  </p>  <p> There has been significant growth in research at the Hospital, in the areas of clinical oncology trials, orthopaedics, emergency medicine, intensive care, cardiology and nursing-led research.  Many studies are delivering impressive results, with the focus on patient-centred management and innovative approaches to evaluating patient outcomes.  </p>  </p>  </div>  </div>  </div> |
| Contact.cshtml | @{  ViewData["Title"] = "Contact Us";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <div class="container text-center">  <**img** src="~/images/hp2.png" alt="Hospital Image" class="img-fluid" />  <p>We value your feedback and inquiries. If you have any questions, concerns, or suggestions, please feel free to reach out to us using the information below.</p>  <table class="table table-bordered">  <tr>  <th>Information</th>  <th>Details</th>  </tr>  <tr>  <td><strong>Hospital Name:</strong></td>  <td>St John of God Murdoch Hospital</td>  </tr>  <tr>  <td><strong>Head Office Address:</strong></td>  <td>St John of God Health Care  Level 1, 556 Wellington Street  Perth WA 6000  </td>  </tr>  <tr>  <td><strong>Phone:</strong></td>  <td> 08 6116 0000</td>  </tr>  <tr>  <td><strong>Melbourne Office Address:</strong></td>  <td>  St John of God Health Care  Level 4, 360 Collins Street  Melbourne VIC 3000  </td>  </tr>  <tr>  <td><strong>Phone:</strong></td>  <td>03 9205 6500</td>  </tr>  <tr>  <td><strong>Email:</strong></td>  <td><a href="mailto:stJohn@email.com">stJohn@email.com</a></td>  </tr>  <tr>  <td><strong>Website:</strong></td>  <td><a href="http://sghp.com">stJohn.com</a></td>  </tr>  <tr>  <td><strong>Office Hours:</strong></td>  <td>  Monday to Friday: 8:00 AM - 8:00 PM<br>  Saturday: 9:00 AM - 5:00 PM<br>  Sunday: Closed  </td>  </tr>  <tr>  <td><strong>Emergency Contact:</strong></td>  <td>+61 1988 8888</td>  </tr>  </table>  <p>We are here to help you and provide the care you need.</p>  </div> |
| Index.cshtml | @{  ViewData["Title"] = "Home Page";  }  <div class="text-center">  <h1 class="display-4">Welcome</h1>      <div class="home">  <div class="row">  <div class="col-md-6">  <**img** src="~/images/welcome.png" alt="welcome Care" width="300px" height="250px">  </div>  <div class="col-md-6">    <p>We are committed to delivering exceptional healthcare services tailored to meet the needs of our community. Our hospital management has been at the forefront of medical excellence, combining innovation and compassion in patient care.</p>  <p>We offer a wide range of services, from emergency care to specialized treatments, all backed by state-of-the-art technology and facilities.</p>  </div>  </div>    </div> |
| Privacy.cshtml | @{  ViewData["Title"] = "Privacy Policy";  }  <h1>@ViewData["Title"]</h1>  <!-- Privacy Section -->  <div class="privacy-section">  <div class="row">  <div class="col-md-6">  <**img** src="~/images/privacy.png" alt="About us" class="about-img" width="500px" height="300px">  </div>  <div class="col-md-6">  <p class="about-privacy">  <p>  St John of God Health Care is committed to upholding the dignity of each person.  Guided by the value of respect, we will manage all personal information in accordance with privacy legislation.  </p>  <p>  This Privacy Policy applies to St John of God Health Care Inc and any related body corporate, collectively referred to as "SJGHC".  SJGHC is committed to upholding the dignity of each person. Guided by the value of respect, we will manage all personal information in accordance with the Australian Privacy Principles (APPs) and the Notifiable Data Breaches Scheme (NDB Scheme) under the Privacy Act 1988 (Cth) (Privacy Act) and all other relevant Commonwealth and State legislation (together "Privacy Legislation"). This SJGHC Privacy Policy details how your personal information is collected, used, stored and disclosed by SJGHC and how you may contact us if you would like to access or correct your personal information.  It also details how we respond if there is an Eligible Data Breach.  </p>  <p>  In this Privacy Policy:  “we”, “us” or “our” refers to SJGHC; and  "you" and "your" refers to any person whose personal information we collect, except employee records.  You consent to us collecting, holding, using and disclosing your personal information in accordance with this Privacy Policy.    </p>  </div>  </div>  </div> |
| Service.cshtml | @{  ViewData["Title"] = "Our Service";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <div class="container mt-5">  <div class="text-center">  <p class="lead">Providing compassionate and high-quality healthcare to the community</p>  </div>  <!-- Emergency Care Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <img src="~/images/emergency.jpg" alt="Emergency Care" class="service-img" width="400px" height="200px">  </div>  <div class="col-md-6">  <h2 class="service-title">Emergency Care</h2>  <p class="service-description">  Our 24-hour Emergency Department is equipped to handle a wide range of urgent medical conditions. With highly trained doctors, nurses, and support staff, we ensure prompt and efficient care in emergencies.  </p>  </div>  </div>  </div>  <!-- Maternity Services Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <img src="~/images/Maternity.png" alt="Maternity Services" class="service-img" width="400px" height="200px">  </div>  <div class="col-md-6">  <h2 class="service-title">Maternity Services</h2>  <p class="service-description">  St. John of God Murdoch Hospital provides exceptional maternity care, including antenatal and postnatal support, labor and delivery services, and specialized care for both mothers and babies. Our maternity team ensures that every new parent experiences a smooth and safe journey.  </p>  </div>  </div>  </div>  <!-- Cancer Care Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <img src="~/images/cancer.jpg" alt="Cancer Care" class="service-img" width="400px" height="200px">  </div>  <div class="col-md-6">  <h2 class="service-title">Cancer Care</h2>  <p class="service-description">  We offer comprehensive cancer care services, including diagnosis, treatment, and ongoing support. Our dedicated oncology team works closely with patients to provide personalized care that meets their individual needs and goals.  </p>  </div>  </div>  </div>  <!-- Orthopaedics Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <**img** src="~/images/orthopaedics.jpeg" alt="Orthopaedics" class="service-img" width="400px" height="200px">  </div>  <div class="col-md-6">  <h2 class="service-title">Orthopaedics</h2>  <p class="service-description">  Our orthopaedic specialists provide expert care for musculoskeletal conditions, including joint replacement surgery, spinal surgery, and treatment for sports injuries. We utilize the latest technology and techniques to deliver the best outcomes for our patients.  </p>  </div>  </div>  </div>  <!-- Palliative Care Section -->  <div class="service-section">  <div class="row">  <div class="col-md-6">  <**img** src="~/images/palliative.jpeg" alt="Palliative Care" class="service-img" width="400px" height="200px">  </div>  <div class="col-md-6">  <h2 class="service-title">Palliative Care</h2>  <p class="service-description">  St. John of God Murdoch Hospital provides compassionate palliative care to support patients with serious or terminal illnesses. Our team works with patients and families to ensure comfort, dignity, and quality of life during challenging times.  </p>  </div>  </div>  </div>  <br/>  <!-- Contact Section -->  <div class="service-section text-center">  <a href="@Url.Action("Contact", "Home")" class="btn btn-primary btn-lg">Contact Us for More Information</a>    </div>  </div> |
| Login |  |
| Login.cshtml | @model HospitalManagementSystem\_Assignment2.Models.User  @{  ViewData["Title"] = "Login";  }  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <div class="container">  <**form** **asp-action**="Login" method="post" onsubmit="return validateForm()">  <div class="form-group">  <label for="email">Email:</label>  <input type="email" class="form-control" id="email" name="Email">  </div>  <br />  <div class="form-group">  <label for="password">Password:</label>  <input type="password" class="form-control" id="password" name="Password">  </div>  <br />  <br />  <button type="submit" class="btn btn-primary">Login</button>  </**form**>  </div>  <br />  <br />  @if (TempData["SuccessMessage"] != null)  {  <div class="alert alert-success">  @TempData["SuccessMessage"]  </div>  }  <div id="error-message" class="alert alert-danger" style="display: none;">  Please enter both Email and Password.  </div>  @if (TempData["ErrorMessage"] != null)  {  <div class="alert alert-danger">  @TempData["ErrorMessage"]  </div>  }  <script>  function validateForm() {  const email = document.getElementById("email").value.trim();  const password = document.getElementById("password").value.trim();  const errorMessage = document.getElementById("error-message");  // Display error message if email or password is empty  if (!email || !password) {  errorMessage.style.display = "block";  return false; // Prevent form submission  }    // Hide error message if inputs are valid  errorMessage.style.display = "none";  return true;  }  </script> |
| Patient |  |
| BookingOverview.cshtml | @model List<Booking>  @{  ViewBag.Title = "My Appointment Booking";  }  <a href="@Url.Action("CreateBooking", "Patient", new { id = TempData["UserId"] })" class="btn btn-primary">Click! to Create a Booking</a>  <div class="text-center">  <h1 class="display-2">@ViewData["Title"]</h1>  </div>  <br />  @{  @if (TempData["BookingMessage"] != null)  {  <div class="alert alert-success">  @TempData["BookingMessage"]  </div>  }  @if (TempData["DetailMessage"] != null)  {  <div class="alert alert-info">  @TempData["DetailMessage"]  </div>  }  @if (TempData["RemarkMessage"] != null)  {  <div class="alert alert-info">  @TempData["RemarkMessage"]  </div>  }  @if (TempData["TherapyMessage"] != null)  {  <div class="alert alert-info">  @TempData["TherapyMessage"]  </div>  }  <table class="table">  <tr>  <th scope="col">Booking No</th>  <th scope="col">Doctor Name</th>  <th scope="col">Booking Date</th>  <th scope="col">Booking Time</th>  <th scope="col">Status</th>  <th scope="col">Action</th>  </tr>  @if (Model != null)  {  @foreach (var booking in Model)  {  <tr>  <td>  @Html.DisplayFor(m => booking.BookingNo)  </td>  <td>  @Html.DisplayFor(m => booking.DoctorName)  </td>  <td>  @Html.DisplayFor(m => booking.BookingDate)  </td>  <td>  @Html.DisplayFor(m => booking.BookingTime)  </td>  <td>  @if (booking.Status == 0)  {  <p>Created</p>  }  else  {  <p>Completed</p>  }  </td>  <td>  @if (booking.Status == 0)  {  @using (Html.BeginForm("CancelBooking", "Patient", new { id = booking.BookingNo }, FormMethod.Post))  {  <input type="submit" value="Cancel" class="btn btn-danger" onclick="return confirm('Are you sure you want to cancel this booking?');" />  }  }  else  {  @using (Html.BeginForm("ShowDetail", "Patient", new { id = booking.BookingNo }, FormMethod.Post))  {  <input type="submit" value="Detail" class="btn btn-info"/>  }  }  </td>  </tr>  }  }  </table>  } |
| CreateBooking.cshtml | @model HospitalManagementSystem\_Assignment2.Models.Booking  @{  ViewData["Title"] = "Create a New Booking";  }  <div class="text-center">  <h1 class="display-3">@ViewData["Title"]</h1>  </div>  @if (TempData["ErrorMessage"] != null)  {  <div class="alert alert-danger">  @TempData["ErrorMessage"]  </div>  }  @if (TempData["SuccessMessage"] != null)  {  <div class="alert alert-success">  @TempData["SuccessMessage"]  </div>  }  @using (Html.BeginForm("CreateBooking", "Patient", FormMethod.Post))  {  <div class="form-group">  @Html.LabelFor(m => m.BookingDate, "Booking Date")  @Html.TextBoxFor(m => m.BookingDate, new { @class = "form-control", @type = "date", @id = "bookingDateInput" })  @Html.ValidationMessageFor(m => m.BookingDate, "", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  @Html.LabelFor(m => m.BookingTime, "Booking Time")  @Html.DropDownListFor(m => m.BookingTime, GetAvailableTimeSlots(), new { @class = "form-control", @id = "bookingTimeInput" })  @Html.ValidationMessageFor(m => m.BookingTime, "", new { @class = "text-danger" })  </div>  <br />  <div id="doctorSelection" class="form-group">  @Html.Label("Choose a Doctor")  <select id="doctorDropdown" name="selectedDoctor" class="form-control">  <option value="">Please select a doctor</option>  </select>  @Html.ValidationMessage("selectedDoctor", new { @class = "text-danger" })  </div>  <br />  <div class="form-group">  <input type="submit" value="Confirm Booking" id="submitBtn" class="btn btn-success" />  <a href="@Url.Action("BookingOverview", "Patient", new { id = TempData["UserId"] })" class="btn btn-danger">Cancel</a>  </div>  }  @section Scripts {  <script>  $(document).ready(function () {  // When either BookingDate or BookingTime changes, fetch doctors  $('#bookingDateInput, #bookingTimeInput').change(function () {  var selectedDate = $('#bookingDateInput').val();  var selectedTime = $('#bookingTimeInput').val();  if (!selectedDate || !selectedTime) {  $('#doctorDropdown').empty().append('<option value="">Please select a doctor</option>');  return;  }  const selectedBookingDate = new Date(selectedDate);  const currentDate = new Date();  // Reset both dates' time portion to midnight for accurate comparison  selectedBookingDate.setHours(0, 0, 0, 0);  currentDate.setHours(0, 0, 0, 0);  if (selectedBookingDate < currentDate) {  alert("The selected date cannot be in the past.");  $('#bookingDateInput').val(currentDate.toISOString().split("T")[0]); // Reset to today's date  $('#doctorDropdown').empty().append('<option value="">Please select a doctor</option>');  return;  }  $.getJSON('@Url.Action("GetDoctorList", "Patient")', { bookingDate: selectedDate, bookingTime: selectedTime })  .done(function (data) {  $('#doctorDropdown').empty(); // Clear previous options  $('#doctorDropdown').append('<option value="">Please select a doctor</option>');  // Populate the dropdown list with doctors  $.each(data, function (index, doctor) {  $('#doctorDropdown').append('<option value="' + doctor.employeeID + '">' + doctor.doctorName + '</option>');  });  })  .fail(function (error) {  console.log(error);  alert("An error occurred while fetching the doctor list.");  $('#doctorDropdown').empty().append('<option value="">Please select a doctor</option>');  });  });  $('#submitBtn').click(function (e) {  if ($("#doctorDropdown").val() === "") {  e.preventDefault(); // Prevent form submission  alert("Please select a doctor.");  }  });  });  </script>  }  @functions {  // Function to generate time slots between 8 AM and 6 PM in 1-hour intervals  public List<SelectListItem> GetAvailableTimeSlots()  {  var timeSlots = new List<SelectListItem>();  TimeSpan start = TimeSpan.FromHours(8);  TimeSpan end = TimeSpan.FromHours(18);  while (start <= end)  {  timeSlots.Add(new SelectListItem { Text = start.ToString(@"hh\:mm"), Value = start.ToString(@"hh\:mm") });  start = start.Add(TimeSpan.FromHours(1));  }  return timeSlots;  }  } |

## Controllers

|  |  |
| --- | --- |
| AdminController.cs | using System.Xml.Linq;  using Microsoft.AspNetCore.Mvc;  using HospitalManagementSystem\_Assignment2.Models;  namespace HospitalManagementSystem\_Assignment2.Controllers.Admin  {  public class AdminController : Controller  {  private static readonly string xmlFilePathForUsers = "App\_Data/Users.xml";  private static readonly string xmlFilePathForDoctors = "App\_Data/Doctors.xml";  private static readonly string xmlFilePathForPatients = "App\_Data/Patients.xml";  public IActionResult AccountManagement()  {  XDocument usersDoc = XDocument.Load(xmlFilePathForUsers);  XDocument doctorsDoc = XDocument.Load(xmlFilePathForDoctors);  XDocument patientsDoc = XDocument.Load(xmlFilePathForPatients);  List<DoctorList> doctorList = (  from user in usersDoc.Descendants("User")  join doctor in doctorsDoc.Descendants("Doctor") on user.Element("ID").Value equals doctor.Element("EmployeeID").Value  select new DoctorList  {  EmployeeID = int.Parse(user.Element("ID").Value),  FirstName = user.Element("FirstName").Value,  LastName = user.Element("LastName").Value,  Email = user.Element("Email").Value,  Password = user.Element("Password").Value,  DOB = user.Element("DOB").Value,  Phone = int.Parse(user.Element("Phone").Value),  Gender = user.Element("Gender").Value,  AccountType = int.Parse(user.Element("AccountType").Value),  Specialist = doctor.Element("Specialist").Value  }).ToList();  List<PatientList> patientList = (  from user in usersDoc.Descendants("User")  join patient in patientsDoc.Descendants("Patient") on user.Element("ID").Value equals patient.Element("PatientID").Value  select new PatientList  {  ID = int.Parse(user.Element("ID").Value),  FirstName = user.Element("FirstName").Value,  LastName = user.Element("LastName").Value,  Email = user.Element("Email").Value,  Password = user.Element("Password").Value,  DOB = user.Element("DOB").Value,  Phone = int.Parse(user.Element("Phone").Value),  Gender = user.Element("Gender").Value,  AccountType = int.Parse(user.Element("AccountType").Value),  BloodGroup = patient.Element("BloodGroup").Value,  MedicalHistory = patient.Element("MedicalHistory").Value,  DrugAllergy = patient.Element("DrugAllergy").Value  }).ToList();  List<AdminList> adminList = (  from user in usersDoc.Descendants("User")  where (int)user.Element("AccountType") == 0 // AccountType 0 for Admin  select new AdminList  {  ID = int.Parse(user.Element("ID").Value),  FirstName = user.Element("FirstName").Value,  LastName = user.Element("LastName").Value,  Email = user.Element("Email").Value,  Password = user.Element("Password").Value,  DOB = user.Element("DOB").Value,  Phone = int.Parse(user.Element("Phone").Value),  Gender = user.Element("Gender").Value  }).ToList();  UserList userList = new UserList  {  doctorList = doctorList,  patientList = patientList,  adminList = adminList  };  return View(userList);  }  public IActionResult CreateAccount(Account account)  {  if (ModelState.IsValid)  {  XDocument usersDoc = XDocument.Load(xmlFilePathForUsers);  XDocument doctorsDoc = XDocument.Load(xmlFilePathForDoctors);  XDocument patientsDoc = XDocument.Load(xmlFilePathForPatients);  XElement checkEmail = usersDoc.Root.Elements("User").FirstOrDefault(u => (string)u.Element("Email") == account.Email);  if (checkEmail != null)  {  TempData["ErrorMessage"] = "Email existed, please use another email.";  return View();  }  int newUserId = GetNewUserId(usersDoc); // Get New ID  //Add the new user to the XML documents  XElement newUserElement = new XElement("User",  new XElement("ID", newUserId),  new XElement("FirstName", account.FirstName),  new XElement("LastName", account.LastName),  new XElement("Email", account.Email),  new XElement("Phone", account.Phone),  new XElement("Password", account.Password),  new XElement("Gender", account.Gender),  new XElement("DOB", account.DOB),  new XElement("AccountType", account.AccountType)  );  usersDoc.Element("Users").Add(newUserElement);  if (account.AccountType == 1) // Doctor  {  // Add doctor details to the doctorsDoc  XElement newDoctorElement = new XElement("Doctor",  new XElement("EmployeeID", newUserId),  new XElement("Specialist", account.Specialist)  );  doctorsDoc.Element("Doctors").Add(newDoctorElement);  }  else if (account.AccountType == 2) // Patient  {  // Add patient details to the patientsDoc  XElement newPatientElement = new XElement("Patient",  new XElement("PatientID", newUserId),  new XElement("BloodGroup", account.BloodGroup),  new XElement("MedicalHistory", account.MedicalHistory),  new XElement("DrugAllergy", account.DrugAllergy)  );  patientsDoc.Element("Patients").Add(newPatientElement);  }  // Save the updated XML documents back to their respective paths  usersDoc.Save(xmlFilePathForUsers);  doctorsDoc.Save(xmlFilePathForDoctors);  patientsDoc.Save(xmlFilePathForPatients);  // Add success message to TempData  TempData["SuccessMessage"] = "Account created successfully.";  // Redirect to the AccountManagement page or any other desired page  return RedirectToAction("AccountManagement", "Admin");  }  // If the model is not valid, return the same view with validation errors  return View(account);  }  public IActionResult EditDoctor(int id)  {  XDocument usersDoc = XDocument.Load(xmlFilePathForUsers);  XDocument doctorsDoc = XDocument.Load(xmlFilePathForDoctors);  var doc = from user in usersDoc.Descendants("User")  join doctor in doctorsDoc.Descendants("Doctor")  on user.Element("ID").Value equals doctor.Element("EmployeeID").Value  where (int)user.Element("ID") == id  select new DoctorList  {  EmployeeID = int.Parse(user.Element("ID").Value),  FirstName = user.Element("FirstName").Value,  LastName = user.Element("LastName").Value,  Email = user.Element("Email").Value,  Password = user.Element("Password").Value,  DOB = user.Element("DOB").Value,  Phone = int.Parse(user.Element("Phone").Value),  Gender = user.Element("Gender").Value,  AccountType = int.Parse(user.Element("AccountType").Value),  Specialist = doctor.Element("Specialist").Value  };  var doctorInfo = doc.FirstOrDefault();  var accountModel = new Account  {  ID = doctorInfo.EmployeeID,  FirstName = doctorInfo.FirstName,  LastName = doctorInfo.LastName,  Email = doctorInfo.Email,  Phone = doctorInfo.Phone,  Gender = doctorInfo.Gender,  DOB = doctorInfo.DOB,  Specialist = doctorInfo.Specialist  };  return View(accountModel);  }  public IActionResult EditPatient(int id)  {  XDocument usersDoc = XDocument.Load(xmlFilePathForUsers);  XDocument patientsDoc = XDocument.Load(xmlFilePathForPatients);  var doc = from user in usersDoc.Descendants("User")  join patient in patientsDoc.Descendants("Patient")  on user.Element("ID").Value equals patient.Element("PatientID").Value  where (int)user.Element("ID") == id  select new PatientList  {  ID = int.Parse(user.Element("ID").Value),  FirstName = user.Element("FirstName").Value,  LastName = user.Element("LastName").Value,  Email = user.Element("Email").Value,  Password = user.Element("Password").Value,  DOB = user.Element("DOB").Value,  Phone = int.Parse(user.Element("Phone").Value),  Gender = user.Element("Gender").Value,  AccountType = int.Parse(user.Element("AccountType").Value),  BloodGroup = patient.Element("BloodGroup").Value,  MedicalHistory = patient.Element("MedicalHistory").Value,  DrugAllergy = patient.Element("DrugAllergy").Value  };  var patientInfo = doc.FirstOrDefault();  var accountModel = new Account  {  ID = patientInfo.ID,  FirstName = patientInfo.FirstName,  LastName = patientInfo.LastName,  Email = patientInfo.Email,  Phone = patientInfo.Phone,  Gender = patientInfo.Gender,  DOB = patientInfo.DOB,  BloodGroup = patientInfo.BloodGroup,  MedicalHistory = patientInfo.MedicalHistory,  DrugAllergy = patientInfo.DrugAllergy  };  return View(accountModel);  }  public IActionResult DeleteDoctor(int id)  {  // Load the XML document  XDocument userXmlDoc = XDocument.Load(xmlFilePathForUsers);  XDocument doctorXmlDoc = XDocument.Load(xmlFilePathForDoctors);  // Find the user element with the matching ID and remove it  XElement userToDelete = userXmlDoc.Root.Elements("User").FirstOrDefault(u => (int)u.Element("ID") == id);  if (userToDelete != null)  {  userToDelete.Remove();  // Save the changes back to the XML file  userXmlDoc.Save(xmlFilePathForUsers);  }  XElement doctorToDelete = doctorXmlDoc.Root.Elements("Doctor").FirstOrDefault(u => (int)u.Element("EmployeeID") == id);  if (doctorToDelete != null)  {  doctorToDelete.Remove();  // Save the changes back to the XML file  doctorXmlDoc.Save(xmlFilePathForDoctors);  }  TempData["DoctorMessage"] = "Doctor removed.";  // Redirect back to the account management page after the delete operation  return RedirectToAction("AccountManagement", "Admin");  }  public IActionResult DeletePatient(int id)  {  // Load the XML document  XDocument userXmlDoc = XDocument.Load(xmlFilePathForUsers);  XDocument patientXmlDoc = XDocument.Load(xmlFilePathForPatients);  // Find the user element with the matching ID and remove it  XElement userToDelete = userXmlDoc.Root.Elements("User").FirstOrDefault(u => (int)u.Element("ID") == id);  if (userToDelete != null)  {  userToDelete.Remove();  // Save the changes back to the XML file  userXmlDoc.Save(xmlFilePathForUsers);  }  XElement patientToDelete = patientXmlDoc.Root.Elements("Patient").FirstOrDefault(u => (int)u.Element("PatientID") == id);  if (patientToDelete != null)  {  patientToDelete.Remove();  // Save the changes back to the XML file  patientXmlDoc.Save(xmlFilePathForPatients);  }  TempData["PatientMessage"] = "Patient removed.";  // Redirect back to the account management page after the delete operation  return RedirectToAction("AccountManagement", "Admin");  }  private int GetNewUserId(XDocument usersDoc)  {  var lastUser = usersDoc.Descendants("User").LastOrDefault();  if (lastUser != null && int.TryParse(lastUser.Element("ID").Value, out int lastUserId))  {  return lastUserId + 1;  }  return 1; // Default to 1 if there are no existing users  }  }  } |
| DoctorController.cs | using System.Xml.Linq;  using Microsoft.AspNetCore.Mvc;  using HospitalManagementSystem\_Assignment2.Models;  namespace HospitalManagementSystem\_Assignment2.Controllers  {  public class DoctorController : Controller  {  private static readonly string xmlFilePathForBookings = "App\_Data/Bookings.xml";  private static readonly string xmlFilePathForAttendances = "App\_Data/Attendances.xml";  private static readonly string xmlFilePathForUsers = "App\_Data/Users.xml";  public IActionResult BookingList(string id)  {  XDocument bookingsDoc = XDocument.Load(xmlFilePathForBookings);  string userId = string.IsNullOrEmpty(id) ? TempData["UserId"] as string : id;  TempData["UserId"] = userId;  List<Booking> bookingList = (  from book in bookingsDoc.Descendants("Booking")  where book.Element("EmployeeID")?.Value == userId  select new Booking  {  BookingNo = int.Parse(book.Element("BookingNo").Value),  PatientID = int.Parse(book.Element("PatientID").Value),  PatientName = GetPatientNameById(int.Parse(book.Element("PatientID").Value)),  BookingDate = book.Element("BookingDate").Value,  BookingTime = book.Element("BookingTime").Value,  Status = int.Parse(book.Element("Status").Value)  }).ToList();  return View(bookingList);  }  public IActionResult CompleteAttendance(Attendance attendance, int id)  {  XDocument bookingsXmlDoc = XDocument.Load(xmlFilePathForBookings);  XDocument attendancesXmlDoc = XDocument.Load(xmlFilePathForAttendances);  // new redirect to this page  if (attendance.DiagnosisInfo == null && attendance.Remark == null && attendance.Therapy == null)  {  return View();  }  XElement checkBooking = bookingsXmlDoc.Descendants("Booking")  .FirstOrDefault(u =>  u.Element("BookingNo").Value == id.ToString());  if (checkBooking == null)  {  TempData["CompleteErrorMessage"] = "Booking not found.";  return View();  }  // Find the booking element based on the booking no  XElement bookingToUpdate = bookingsXmlDoc.Root.Elements("Booking").FirstOrDefault(u => (int)u.Element("BookingNo") == id);  if (bookingToUpdate != null)  {  bookingToUpdate.Element("Status").Value = "1"; // update to complete  // Save the changes back to the XML file  bookingsXmlDoc.Save(xmlFilePathForBookings);  }  //Add the new attendance to the XML documents  XElement newAttendanceElement = new XElement("Attendance",  new XElement("BookingNo", id),  new XElement("DiagnosisInfo", attendance.DiagnosisInfo),  new XElement("Remark", attendance.Remark),  new XElement("Therapy", attendance.Therapy)  );  attendancesXmlDoc.Element("Attendances").Add(newAttendanceElement);  // Save the updated XML documents back to their respective paths  attendancesXmlDoc.Save(xmlFilePathForAttendances);  TempData["BookingMessage"] = "Booking No: " + id + " completed.";  string userId = GetEmployeeIdByBookingNo(id);  // Redirect to the AccountManagement page or any other desired page  return RedirectToAction("BookingList", "Doctor", new { id = userId });  }  public IActionResult ShowAttendance(int id)  {  // Load the XML document  XDocument attendanceXmlDoc = XDocument.Load(xmlFilePathForAttendances);  // Find the user element with the matching ID and remove it  XElement bookingDetail = attendanceXmlDoc.Root.Elements("Attendance").FirstOrDefault(u => (int)u.Element("BookingNo") == id);  if (bookingDetail != null)  {  TempData["DetailMessage"] = "Diagnosis Detail : " + bookingDetail.Element("DiagnosisInfo").Value;  TempData["RemarkMessage"] = "Remark : " + (string.IsNullOrEmpty(bookingDetail.Element("Remark").Value) ? "N/A" : bookingDetail.Element("Remark").Value);  TempData["TherapyMessage"] = "Therapy required : " + (string.IsNullOrEmpty(bookingDetail.Element("Therapy").Value) ? "N/A" : bookingDetail.Element("Therapy").Value);  }  string userId = GetEmployeeIdByBookingNo(id);  // Redirect to the AccountManagement page or any other desired page  return RedirectToAction("BookingList", "Doctor", new { id = userId });  }  private string GetPatientNameById(int id)  {  // Load the XML file  XDocument doc = XDocument.Load(xmlFilePathForUsers);  // Find the user element with the specified ID  XElement userElement = doc.Descendants("User")  .FirstOrDefault(u => u.Element("ID").Value == id.ToString());  // If the user with the specified ID exists, get the Name  if (userElement != null)  {  return userElement.Element("FirstName").Value + " " + userElement.Element("LastName").Value;  }  return "";  }  private string GetEmployeeIdByBookingNo(int id)  {  // Load the XML file  XDocument doc = XDocument.Load(xmlFilePathForBookings);  // Find the user element with the specified ID  XElement bookingElement = doc.Descendants("Booking")  .FirstOrDefault(u => u.Element("BookingNo").Value == id.ToString());  // If the user with the specified ID exists, get the Name  if (bookingElement != null)  {  return bookingElement.Element("EmployeeID").Value;  }  return "";  }  }  } |
| HomeController.cs | using System.Diagnostics;  using Microsoft.AspNetCore.Mvc;  using HospitalManagementSystem\_Assignment2.Models;  namespace HospitalManagementSystem\_Assignment2.Controllers  {  public class HomeController : Controller  {  private readonly ILogger<HomeController> \_logger;  public HomeController(ILogger<HomeController> logger)  {  \_logger = logger;  }  public IActionResult Index()  {  return View();  }  public IActionResult Privacy()  {  return View();  }  public IActionResult About()  {  return View();  }  public IActionResult Contact()  {  return View();  }  public IActionResult Service()  {  return View();  }  [ResponseCache(Duration = 0, Location = ResponseCacheLocation.None, NoStore = true)]  public IActionResult Error()  {  return View(new ErrorViewModel { RequestId = Activity.Current?.Id ?? HttpContext.TraceIdentifier });  }  }  } |
| LoginController.cs | using Microsoft.AspNetCore.Mvc;  using System.Xml.Linq;  using HospitalManagementSystem\_Assignment2.Models;  namespace HospitalManagementSystem\_Assignment2.Controllers  {  public class LoginController : Controller  {  private static readonly string xmlFilePath = "App\_Data/Users.xml"; // Path to the XML file storing user info  public IActionResult Login(User model)  {  // Clear previous messages each login attempt  TempData.Clear();  //input validate  if (!string.IsNullOrWhiteSpace(model.Email) && !string.IsNullOrWhiteSpace(model.Password))  {  // Load the XML file  XDocument doc = XDocument.Load(xmlFilePath);  // Look for a user element  XElement matchingUser = doc.Descendants("User")  .FirstOrDefault(user =>  (string)user.Element("Email") == model.Email &&  (string)user.Element("Password") == model.Password);  // If a matching user was found in the XML file  if (matchingUser != null)  {  string accountType = (string)matchingUser.Element("AccountType"); // Read the account type  TempData["UserId"] = (string)matchingUser.Element("ID"); // Store user ID in TempData for later use  // Redirect account type  if (accountType == "1")  {  return RedirectToAction("BookingList", "Doctor"); // For doctors  }  else if (accountType == "2")  {  return RedirectToAction("BookingOverview", "Patient"); // For patients  }  else  {  return RedirectToAction("AccountManagement", "Admin"); // For admins  }  }  else  {  // No matching user found, show an error  TempData["ErrorMessage"] = "No such user and password found";  }  }  // Return to the login view with any error message  return View();  }  }  } |
| PatientController.cs | using System.Globalization;  using System.Numerics;  using System.Security.Principal;  using System.Text.Json;  using System.Xml.Linq;  using Microsoft.AspNetCore.Http;  using Microsoft.AspNetCore.Mvc;  using Microsoft.AspNetCore.Mvc.Rendering;  using Microsoft.VisualBasic;  using HospitalManagementSystem\_Assignment2.Models;  namespace HospitalManagementSystem\_Assignment2.Controllers  {  public class PatientController : Controller  {  private static readonly string xmlFilePathForBookings = "App\_Data/Bookings.xml";  private static readonly string xmlFilePathForUsers = "App\_Data/Users.xml";  private static readonly string xmlFilePathForDoctors = "App\_Data/Doctors.xml";  private static readonly string xmlFilePathForAttendances = "App\_Data/Attendances.xml";  public IActionResult BookingOverview(string id)  {  XDocument bookingsDoc = XDocument.Load(xmlFilePathForBookings);  string userId = string.IsNullOrEmpty(id) ? TempData["UserId"] as string : id;  TempData["UserId"] = userId;  List<Booking> bookingList = (  from book in bookingsDoc.Descendants("Booking")  where book.Element("PatientID")?.Value == userId  select new Booking  {  BookingNo = int.Parse(book.Element("BookingNo").Value),  PatientID = int.Parse(book.Element("PatientID").Value),  DoctorName = GetDoctorNameById(int.Parse(book.Element("EmployeeID").Value)),  BookingDate = book.Element("BookingDate").Value,  BookingTime = book.Element("BookingTime").Value,  Status = int.Parse(book.Element("Status").Value)  }).ToList();  return View(bookingList);  }  public IActionResult CreateBooking(Booking booking, int selectedDoctor, int id)  {  XDocument bookingsXmlDoc = XDocument.Load(xmlFilePathForBookings);  TempData["UserId"] = id;  // If bookingList is null, initialize it to an empty list  if (booking.bookingList == null)  {  booking.bookingList = new List<Booking>();  }  // new redirect to this page  if(booking.BookingDate == null && booking.BookingTime == null)  {  return View();  }  XElement checkBooking = bookingsXmlDoc.Descendants("Booking")  .FirstOrDefault(u =>  u.Element("BookingDate").Value == booking.BookingDate &&  u.Element("BookingTime").Value == booking.BookingTime  );  if (checkBooking != null)  {  TempData["AddBookingErrorMessage"] = "You had booked a same time slot on the day. Please book another time slot.";  return View();  }  int newBookingNo = GetNewBookingNo(bookingsXmlDoc); // Get New ID  //Add the new user to the XML documents  XElement newBookingElement = new XElement("Booking",  new XElement("BookingNo", newBookingNo),  new XElement("EmployeeID", selectedDoctor),  new XElement("PatientID", id),  new XElement("BookingDate", booking.BookingDate),  new XElement("BookingTime", booking.BookingTime),  new XElement("Status", "0") // 0: created  );  bookingsXmlDoc.Element("Bookings").Add(newBookingElement);  // Save the updated XML documents back to their respective paths  bookingsXmlDoc.Save(xmlFilePathForBookings);  TempData["BookingMessage"] = "Booking No: " + newBookingNo + " was created.";  // Redirect to the AccountManagement page or any other desired page  return RedirectToAction("BookingOverview", "Patient", new { id = id });  }  public IActionResult CancelBooking(int id)  {  // Load the XML document  XDocument bookingsXmlDoc = XDocument.Load(xmlFilePathForBookings);  // Find the user element with the matching ID and remove it  XElement bookingToCancel = bookingsXmlDoc.Root.Elements("Booking").FirstOrDefault(u => (int)u.Element("BookingNo") == id);  if (bookingToCancel != null)  {  bookingToCancel.Remove();  // Save the changes back to the XML file  bookingsXmlDoc.Save(xmlFilePathForBookings);  }  TempData["BookingMessage"] = "Booking Cancelled.";  string userid = bookingToCancel.Element("PatientID").Value;  return RedirectToAction("BookingOverview", "Patient", new { id = userid });  }  public IActionResult ShowDetail(int id)  {  // Load the XML document  XDocument attendanceXmlDoc = XDocument.Load(xmlFilePathForAttendances);  // Find the user element with the matching ID and remove it  XElement bookingDetail = attendanceXmlDoc.Root.Elements("Attendance").FirstOrDefault(u => (int)u.Element("BookingNo") == id);  if (bookingDetail != null)  {  TempData["DetailMessage"] = "Diagnosis Detail : " + bookingDetail.Element("DiagnosisInfo").Value;  TempData["RemarkMessage"] = "Remark from Doctor : " + (string.IsNullOrEmpty(bookingDetail.Element("Remark").Value) ? "N/A" : bookingDetail.Element("Remark").Value);  TempData["TherapyMessage"] = "Therapy required : " + (string.IsNullOrEmpty(bookingDetail.Element("Therapy").Value) ? "N/A" : bookingDetail.Element("Therapy").Value);  }  string userid = GetPatientIdByBookingNo(id);  return RedirectToAction("BookingOverview", "Patient", new { id = userid });  }  public IActionResult GetDoctorList(string bookingDate, string bookingTime)  {  // Create a Booking object with the selected date and time  Booking booking = new Booking  {  BookingDate = bookingDate,  BookingTime = bookingTime  };  // Get the list of available doctors  List<Booking> availableDoctors = GetAvailableDoctorsForBooking(booking);  // Return the data as JSON  return Json(availableDoctors);  }  private string GetDoctorNameById(int id)  {  // Load the XML file  XDocument doc = XDocument.Load(xmlFilePathForUsers);  // Find the user element with the specified ID  XElement userElement = doc.Descendants("User")  .FirstOrDefault(u => u.Element("ID").Value == id.ToString());  // If the user with the specified ID exists, get the Name  if (userElement != null)  {  return userElement.Element("FirstName").Value + " " + userElement.Element("LastName").Value;  }  return "";  }  private List<Booking> GetAvailableDoctorsForBooking(Booking booking)  {  // Load the XML data for doctors and bookings  XDocument doctorsDoc = XDocument.Load(xmlFilePathForDoctors);  XDocument bookingsDoc = XDocument.Load(xmlFilePathForBookings);  // Create a string representation of the selected date and time  string selectedDateTime = booking.BookingDate + " " + booking.BookingTime;  // Query the XML data to get a list of doctors who do not have a booking at the selected date and time  var availableDoctors = (  from doctor in doctorsDoc.Descendants("Doctor")  where !bookingsDoc.Descendants("Booking")  .Any(bookingElement =>  bookingElement.Element("EmployeeID").Value == doctor.Element("EmployeeID").Value &&  (bookingElement.Element("BookingDate").Value + " " + bookingElement.Element("BookingTime").Value == selectedDateTime)  )  select new Booking  {  EmployeeID = int.Parse(doctor.Element("EmployeeID")?.Value),  DoctorName = GetDoctorNameById(int.Parse(doctor.Element("EmployeeID")?.Value))  }  ).ToList();  return availableDoctors;  }  private int GetNewBookingNo(XDocument bookingXml)  {  var lastBooking = bookingXml.Descendants("Booking").LastOrDefault();  if (lastBooking != null && int.TryParse(lastBooking.Element("BookingNo").Value, out int lastBookingNo))  {  return lastBookingNo + 1;  }  return 1; // Default to 1 if there are no existing users  }  private string GetPatientIdByBookingNo(int id)  {  // Load the XML file  XDocument doc = XDocument.Load(xmlFilePathForBookings);  // Find the user element with the specified ID  XElement bookingElement = doc.Descendants("Booking")  .FirstOrDefault(u => u.Element("BookingNo").Value == id.ToString());  // If the user with the specified ID exists, get the Name  if (bookingElement != null)  {  return bookingElement.Element("PatientID").Value;  }  return "";  }  }  } |