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Load the libraries we’ll need. You’ll have to install these if you don’t already have them.

library(plyr)  
library(reshape2)  
library(ggplot2)  
library(glmmTMB)  
library(MuMIn)

## Load, organize, and plot data

Import the oyster depuration data and view it.

oysterdep <-   
 read.csv("~/GRAD school/ACRDP/Depuration/Data/Analysis/R code/oysterdep.csv")  
  
head(oysterdep)

## id sampleday size.cat Table Tank species DOFSample length  
## 1 MIS1 0 twentyto50 n/a n/a C. gigas 11-03-16 93  
## 2 MIS1 0 fiftyto100 n/a n/a C. gigas 11-03-16 93  
## 3 MIS1 0 onehundredto500 n/a n/a C. gigas 11-03-16 93  
## 4 MIS1 0 fivehundredto1000 n/a n/a C. gigas 11-03-16 93  
## 5 MIS1 0 onethousandto5000 n/a n/a C. gigas 11-03-16 93  
## 6 MIS2 0 twentyto50 n/a n/a C. gigas 11-03-16 66  
## width depth cont.weight cont.dryweight dry.weight shell.dry.weight CI  
## 1 43 21 259.28 260.96 1.68 17.65 0.095  
## 2 43 21 259.28 260.96 1.68 17.65 0.095  
## 3 43 21 259.28 260.96 1.68 17.65 0.095  
## 4 43 21 259.28 260.96 1.68 17.65 0.095  
## 5 43 21 259.28 260.96 1.68 17.65 0.095  
## 6 40 21 262.04 263.63 1.59 12.62 0.126  
## time.in.oven time.out.oven dat.filter dat.count observer  
## 1 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-29-2016 MD  
## 2 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-29-2016 MD  
## 3 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-29-2016 MD  
## 4 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-29-2016 MD  
## 5 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-29-2016 MD  
## 6 2016-11-05/ 17:03 2016-11-10/18:00 11-17-2016 11-28-2016 GC  
## red.fib yell.fib green.fib turq.fib blu.fib purp.fib gray.fib clear.fib  
## 1 0 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 1 0 0 0  
## 4 0 0 0 0 1 0 0 0  
## 5 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 0  
## pink.fib brown.fib orang.fib black.fib red.frag yell.frag green.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 1 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## turq.frag blu.frag purp.frag gray.frag clear.frag pink.frag brown.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## orang.frag black.frag whit.spher clear.spher  
## 1 0 0 0 0  
## 2 0 0 0 0  
## 3 0 0 0 0  
## 4 0 0 0 0  
## 5 0 0 0 0  
## 6 0 0 0 0

Get all of the variables into the right format.

oysterdep$id <- as.factor(oysterdep$id)  
oysterdep$sampleday <- as.factor(oysterdep$sampleday)  
oysterdep$size.cat <- as.factor(oysterdep$size.cat)  
oysterdep$Table <- as.factor(oysterdep$Table)  
oysterdep$Tank <- as.factor(oysterdep$Tank)  
oysterdep$observer <- as.factor(oysterdep$observer)

Make a new dataframe to work with and rename size categories.

oysterdep2 <- oysterdep  
  
oysterdep2$size.cat <- factor(oysterdep2$size.cat,   
 levels=c('twentyto50', 'fiftyto100',  
 'onehundredto500', 'fivehundredto1000',   
 'onethousandto5000')) # reorder  
  
  
oysterdep2$size.cat <- mapvalues(oysterdep2$size.cat,   
 from = c('twentyto50', 'fiftyto100',   
 'onehundredto500',   
 'fivehundredto1000',   
 'onethousandto5000'),   
 to = c('20-50', '50-100', '100-500',  
 '500-1000', '1000-5000')) # rename  
summary(oysterdep2$size.cat) # view

## 20-50 50-100 100-500 500-1000 1000-5000   
## 49 50 50 50 50

We need to melt the dataframe so that the particle types are organized by row instead of by column.

oysterdep3 <- melt(oysterdep2,  
 id.vars = c('id', 'sampleday', 'size.cat', 'Table', 'Tank',  
 'species', 'DOFSample', 'length', 'width',   
 'depth', 'cont.weight', 'cont.dryweight',   
 'dry.weight', 'shell.dry.weight', 'CI',  
 'time.in.oven', 'time.out.oven',  
 'dat.filter', 'dat.count', 'observer'))  
  
## Take out unnecessary columns  
  
oysterdep3 <- oysterdep3[c('id', 'sampleday', 'size.cat', 'Table', 'Tank',   
 'DOFSample', 'length', 'width', 'depth', 'dry.weight',  
 'shell.dry.weight', 'CI', 'dat.filter', 'dat.count',  
 'observer', 'variable', 'value')]  
  
head(oysterdep3) # now 'variable' is particle category and 'value is the count'

## id sampleday size.cat Table Tank DOFSample length width depth  
## 1 MIS1 0 20-50 n/a n/a 11-03-16 93 43 21  
## 2 MIS1 0 50-100 n/a n/a 11-03-16 93 43 21  
## 3 MIS1 0 100-500 n/a n/a 11-03-16 93 43 21  
## 4 MIS1 0 500-1000 n/a n/a 11-03-16 93 43 21  
## 5 MIS1 0 1000-5000 n/a n/a 11-03-16 93 43 21  
## 6 MIS2 0 20-50 n/a n/a 11-03-16 66 40 21  
## dry.weight shell.dry.weight CI dat.filter dat.count observer  
## 1 1.68 17.65 0.095 11-17-2016 11-29-2016 MD  
## 2 1.68 17.65 0.095 11-17-2016 11-29-2016 MD  
## 3 1.68 17.65 0.095 11-17-2016 11-29-2016 MD  
## 4 1.68 17.65 0.095 11-17-2016 11-29-2016 MD  
## 5 1.68 17.65 0.095 11-17-2016 11-29-2016 MD  
## 6 1.59 12.62 0.126 11-17-2016 11-28-2016 GC  
## variable value  
## 1 red.fib 0  
## 2 red.fib 0  
## 3 red.fib 0  
## 4 red.fib 0  
## 5 red.fib 0  
## 6 red.fib 0

Now we want to see what kind of particles we found and remove any categories that we didn’t end up using.

cat.sums <- aggregate(oysterdep3$value ~   
 oysterdep3$variable, FUN = sum) # sums everything  
print(cat.sums)

## oysterdep3$variable oysterdep3$value  
## 1 red.fib 1  
## 2 yell.fib 3  
## 3 green.fib 4  
## 4 turq.fib 1  
## 5 blu.fib 52  
## 6 purp.fib 0  
## 7 gray.fib 0  
## 8 clear.fib 302  
## 9 pink.fib 2  
## 10 brown.fib 9  
## 11 orang.fib 3  
## 12 black.fib 158  
## 13 red.frag 1  
## 14 yell.frag 0  
## 15 green.frag 1  
## 16 turq.frag 0  
## 17 blu.frag 2  
## 18 purp.frag 0  
## 19 gray.frag 0  
## 20 clear.frag 2  
## 21 pink.frag 2  
## 22 brown.frag 0  
## 23 orang.frag 0  
## 24 black.frag 0  
## 25 whit.spher 6  
## 26 clear.spher 1

So we can remove the purple fibre, gray fibre, yellow fragment, purple fragment, gray fragment, brown fragment, orange fragment, and black fragment categories because we didn’t count any of these. Since we’re only going to focus on fibres, we can actually remove all of the fragment categories.

oysterdep4 <- subset(oysterdep3, variable == 'red.fib' |   
 variable == 'yell.fib' | variable == 'green.fib' |  
 variable == 'turq.fib' | variable == 'blu.fib' |   
 variable == 'clear.fib' | variable == 'pink.fib' |  
 variable == 'brown.fib' | variable == 'orang.fib' |  
 variable == 'black.fib') # removes all these rows  
  
oysterdep4$variable <- as.character(oysterdep4$variable)  
oysterdep4$variable <- as.factor(oysterdep4$variable) # gets rid of those names  
  
summary(oysterdep4$variable) # view

## black.fib blu.fib brown.fib clear.fib green.fib orang.fib pink.fib   
## 249 249 249 249 249 249 249   
## red.fib turq.fib yell.fib   
## 249 249 249

Let’s make the category names a bit more useful for plotting

oysterdep4$variable <- mapvalues(oysterdep4$variable,  
 from = c(levels(oysterdep4$variable)),   
 to = c('Black fibres', 'Blue fibres',   
 'Brown fibres', 'Clear fibres',   
 'Green fibres','Orange fibres',  
 'Pink fibres', 'Red fibres',  
 'Turquoise fibres', 'Yellow fibres'))  
  
## And reorder them  
oysterdep4$variable <- factor(oysterdep4$variable,   
 levels = c('Black fibres', 'Blue fibres',  
 'Brown fibres', 'Clear fibres',  
 'Green fibres', 'Orange fibres',  
 'Pink fibres', 'Red fibres',  
 'Turquoise fibres',  
 'Yellow fibres'))  
  
summary(oysterdep4$variable)

## Black fibres Blue fibres Brown fibres Clear fibres   
## 249 249 249 249   
## Green fibres Orange fibres Pink fibres Red fibres   
## 249 249 249 249   
## Turquoise fibres Yellow fibres   
## 249 249

Let’s combine all size categories below 100 microns, since we weren’t very confident in identifying these size classesso it makes more sense to pool them.

oysterdep4$size.cat <-  
 mapvalues(  
 oysterdep4$size.cat,  
 from = c('20-50', '50-100'),  
 to = c('10-100', '10-100')  
 ) ## pool <100 micron particles  
  
oysterdep4 <- ddply(oysterdep4, names(oysterdep4)[-c(17)], summarize,  
 value = sum(value))

Next let’s make plots of the distribution of sizes and particle types and colours.

Starting with size

## First we need to make a new data frame of sums according to each size category  
  
oystersizesums <- ddply(oysterdep4, c('id', 'sampleday', 'size.cat', 'Table',   
 'Tank', 'DOFSample', 'length', 'width',  
 'depth', 'dry.weight', 'shell.dry.weight',  
 'CI', 'dat.filter', 'dat.count',   
 'observer'), summarize, sum = sum(value))  
  
  
  
## Now calculate proportions of each particle size category present in each   
## sample and take the means for each sampling day  
  
oysterprop <- ddply(oystersizesums, 'id', transform, prop = sum/sum(sum))  
  
oysterprop2 <- subset(oysterprop, !(is.na(oysterprop["prop"]))) # remove any NAs  
  
oysterprop2$size.cat <- as.character(oysterprop2$size.cat)  
oysterprop2$size.cat <- as.factor(oysterprop2$size.cat)  
  
oysterprop3 <- ddply(oysterprop2, c("sampleday", "size.cat"), summarize,  
 mean = mean(prop))  
  
## Put the size categories in order  
  
oysterprop3$size.cat <- factor(oysterprop3$size.cat,   
 levels = c("10-100",   
 "100-500",   
 "500-1000",   
 "1000-5000"))  
  
## Now plot  
  
ggplot(oysterprop3, aes(x=sampleday, y=100\*mean, fill = size.cat)) +   
 geom\_col(size = 1) +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c("#F0E442", "#009E73",   
 "#56B4E9", "#0072B2", "black")) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Now with particle type/colour

## First we need to make a new data frame of sums according to each particle  
## type/colour  
  
oystertypesums <- ddply(oysterdep4, c('id', 'sampleday', 'Table',   
 'Tank', 'DOFSample', 'length', 'width',  
 'depth', 'dry.weight', 'shell.dry.weight',  
 'CI', 'dat.filter', 'dat.count',   
 'observer', 'variable'), summarize,   
 sum = sum(value))  
  
  
  
## Now calculate proportions of each particle type/colour present in each   
## sample and take the means for each sampling day  
  
oystertypeprop <- ddply(oystertypesums, 'id', transform, prop = sum/sum(sum))  
  
oystertypeprop2 <- subset(oystertypeprop, !(is.na(oystertypeprop["prop"]))) # remove any NAs  
  
oystertypeprop2$variable <- as.character(oystertypeprop2$variable)  
oystertypeprop2$variable <- as.factor(oystertypeprop2$variable)  
  
oystertypeprop3 <- ddply(oystertypeprop2, c("sampleday", "variable"), summarize,  
 mean = mean(prop))  
  
## Now plot  
  
ggplot(oystertypeprop3, aes(x=sampleday, y=100\*mean, fill = variable)) +   
 geom\_col(size = 0.5, colour = 'black') +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c('black', 'blue', 'saddlebrown', 'grey90',   
 'green4', 'orange', 'pink', 'red', 'turquoise',   
 'yellow')) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Take total sums overall and plot the results.

totalsums <- ddply(oysterdep4, c('id', 'sampleday', 'Table', 'Tank',   
 'length', 'width', 'depth', 'dry.weight',  
 'shell.dry.weight', 'CI', 'observer'),  
 summarise, sum = sum(value)) # adds all the counts together  
  
## Plot according to count per individual  
  
ggplot(totalsums, aes(x=sampleday , y=sum)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 coord\_cartesian(ylim = c(0, 41)) +  
 ylab('# AFs') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())
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## Plot according to concentration (particles/dry tissue weight)  
  
ggplot(totalsums, aes(x=sampleday , y=sum/dry.weight)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 coord\_cartesian(ylim = c(0, 20)) +  
 ylab('# AFs/g dry tissue') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())
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Let’s print out some summary stats.

## Summary stats according to count per individual  
  
with(totalsums, tapply(sum, sampleday, mean)) # takes mean for each day

## 0 1 3 5 10   
## 12.0 19.8 16.2 2.6 2.9

with(totalsums, tapply(sum, sampleday, min)) # takes minimum for each day

## 0 1 3 5 10   
## 1 6 5 0 0

with(totalsums, tapply(sum, sampleday, max)) # takes maximum for each day

## 0 1 3 5 10   
## 24 40 27 5 10

with(totalsums, tapply(sum,   
 sampleday, sd)) # takes standard deviation for each day

## 0 1 3 5 10   
## 8.793937 9.818350 6.746192 1.505545 3.281260

## Summary stats according to concentration  
  
with(totalsums, tapply(sum/dry.weight,   
 sampleday, mean)) # takes mean for each day

## 0 1 3 5 10   
## 6.018839 7.431444 7.128330 1.106082 1.043232

with(totalsums, tapply(sum/dry.weight,   
 sampleday, min)) # takes minimum for each day

## 0 1 3 5 10   
## 0.2386635 2.0270270 2.6415094 0.0000000 0.0000000

with(totalsums, tapply(sum/dry.weight,   
 sampleday, max)) # takes maximum for each day

## 0 1 3 5 10   
## 13.173653 14.150943 17.532468 4.201681 4.237288

with(totalsums, tapply(sum,   
 sampleday, sd)) # takes standard deviation for each day

## 0 1 3 5 10   
## 8.793937 9.818350 6.746192 1.505545 3.281260

## Proportions of particles sizes  
  
sum(oysterdep4$value[oysterdep4$size.cat == '10-100'])/  
 sum(oysterdep4$value)\*100

## [1] 2.242991

sum(oysterdep4$value[oysterdep4$size.cat == '100-500'])/  
 sum(oysterdep4$value)\*100

## [1] 41.86916

sum(oysterdep4$value[oysterdep4$size.cat == '500-1000'])/  
 sum(oysterdep4$value)\*100

## [1] 28.78505

sum(oysterdep4$value[oysterdep4$size.cat == '1000-5000'])/  
 sum(oysterdep4$value)\*100

## [1] 27.1028

## This provides the percentage of total particles found accounted for by each   
## colour/type of particles  
oystersummarytable <- with(oysterdep4, tapply(value, variable, sum))  
oystersummarytable <- oystersummarytable/sum(oysterdep4$value)\*100  
print(oystersummarytable)

## Black fibres Blue fibres Brown fibres Clear fibres   
## 29.5327103 9.7196262 1.6822430 56.4485981   
## Green fibres Orange fibres Pink fibres Red fibres   
## 0.7476636 0.5607477 0.3738318 0.1869159   
## Turquoise fibres Yellow fibres   
## 0.1869159 0.5607477

### Blanks

Now load in the blanks dataset and set it up for plotting, same as with the oyster data set. First we load in the data.

depblanks <-   
 read.csv("~/GRAD school/ACRDP/Depuration/Data/Analysis/depblanks.csv")  
  
head(depblanks)

## id sampleday size.cat DOFSample time.in.oven  
## 1 MControl1 (0,1) 0 twentyto50 11-17-2016 2016-11-05/ 17:03  
## 2 MControl1 (0,1) 0 fiftyto100 11-17-2016 2016-11-05/ 17:03  
## 3 MControl1 (0,1) 0 onehundredto500 11-17-2016 2016-11-05/ 17:03  
## 4 MControl1 (0,1) 0 fivehundredto1000 11-17-2016 2016-11-05/ 17:03  
## 5 MControl1 (0,1) 0 onethousandto5000 11-17-2016 2016-11-05/ 17:03  
## 6 MControl2 (0,1) 0 twentyto50 11-17-2016 2016-11-05/ 17:03  
## time.out.oven dat.filter dat.count observer red.fib yell.fib  
## 1 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## 2 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## 3 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## 4 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## 5 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## 6 2016-11-10/18:00 11-17-2016 11-24-2016 GC 0 0  
## green.fib turq.fib blu.fib purp.fib gray.fib clear.fib pink.fib  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 1 0  
## 4 0 0 0 0 0 1 0  
## 5 0 0 0 0 0 3 0  
## 6 0 0 0 0 0 0 0  
## brown.fib orang.fib black.fib tot.fib red.frag yell.frag green.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 1 0 0 0  
## 4 0 0 0 1 0 0 0  
## 5 0 0 0 3 0 0 0  
## 6 0 0 0 0 0 0 0  
## turq.frag blu.frag purp.frag gray.frag clear.frag pink.frag brown.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## orang.frag black.frag whit.spher clear.spher tot.frag.spher tot.part  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 0 0 0

depblanks$id <- as.factor(depblanks$id)  
depblanks$size.cat <- as.factor(depblanks$size.cat)  
depblanks$observer <- as.factor(depblanks$observer)  
depblanks$sampleday <- as.factor(depblanks$sampleday)

Now we make a new dataframe to work with and rename size categories.

depblanks2 <- depblanks  
  
depblanks2$size.cat <- factor(depblanks2$size.cat,   
 levels=c('twentyto50', 'fiftyto100',  
 'onehundredto500', 'fivehundredto1000',   
 'onethousandto5000')) # reorder  
  
  
depblanks2$size.cat <- mapvalues(depblanks2$size.cat,   
 from = c('twentyto50', 'fiftyto100',   
 'onehundredto500',   
 'fivehundredto1000',   
 'onethousandto5000'),   
 to = c('20-50', '50-100', '100-500',  
 '500-1000', '1000-5000')) # rename  
summary(depblanks2$size.cat) # view

## 20-50 50-100 100-500 500-1000 1000-5000   
## 15 15 15 15 15

Again, we melt the dataframe so that the particle types are organized by row instead of by column.

depblanks3 <- melt(depblanks2,  
 id.vars = c('id', 'size.cat', 'sampleday', 'DOFSample',   
 'time.in.oven', 'time.out.oven', 'dat.filter',   
 'dat.count', 'observer'))  
  
## Take out unnecessary columns  
  
depblanks3 <- depblanks3[c('id', 'size.cat', 'sampleday', 'DOFSample',   
 'dat.filter', 'dat.count', 'observer', 'variable',   
 'value')]  
  
head(depblanks3) # now 'variable' is particle category and 'value is the count'

## id size.cat sampleday DOFSample dat.filter dat.count  
## 1 MControl1 (0,1) 20-50 0 11-17-2016 11-17-2016 11-24-2016  
## 2 MControl1 (0,1) 50-100 0 11-17-2016 11-17-2016 11-24-2016  
## 3 MControl1 (0,1) 100-500 0 11-17-2016 11-17-2016 11-24-2016  
## 4 MControl1 (0,1) 500-1000 0 11-17-2016 11-17-2016 11-24-2016  
## 5 MControl1 (0,1) 1000-5000 0 11-17-2016 11-17-2016 11-24-2016  
## 6 MControl2 (0,1) 20-50 0 11-17-2016 11-17-2016 11-24-2016  
## observer variable value  
## 1 GC red.fib 0  
## 2 GC red.fib 0  
## 3 GC red.fib 0  
## 4 GC red.fib 0  
## 5 GC red.fib 0  
## 6 GC red.fib 0

Now sum by totals across all samples and particles sizes to get an idea of what we’re working with.

cat.sums.blanks <- aggregate(depblanks3$value ~   
 depblanks3$variable, FUN = sum) # sums everything  
print(cat.sums.blanks)

## depblanks3$variable depblanks3$value  
## 1 red.fib 0  
## 2 yell.fib 0  
## 3 green.fib 0  
## 4 turq.fib 0  
## 5 blu.fib 4  
## 6 purp.fib 0  
## 7 gray.fib 0  
## 8 clear.fib 43  
## 9 pink.fib 2  
## 10 brown.fib 0  
## 11 orang.fib 0  
## 12 black.fib 0  
## 13 tot.fib 49  
## 14 red.frag 0  
## 15 yell.frag 0  
## 16 green.frag 0  
## 17 turq.frag 0  
## 18 blu.frag 2  
## 19 purp.frag 0  
## 20 gray.frag 0  
## 21 clear.frag 0  
## 22 pink.frag 0  
## 23 brown.frag 0  
## 24 orang.frag 0  
## 25 black.frag 0  
## 26 whit.spher 0  
## 27 clear.spher 0  
## 28 tot.frag.spher 2  
## 29 tot.part 2

So we can remove the red, yellow, green turquoise, purple, gray, brown, orange, and black fibre categories, and all non-fibre categories.

depblanks4 <- subset(depblanks3, c(variable == 'blu.fib' |   
 variable == 'clear.fib' | variable == 'pink.fib')  
 ) # keep only these rows  
  
depblanks4$variable <- as.character(depblanks4$variable)  
depblanks4$variable <- as.factor(depblanks4$variable) # gets rid of those names  
  
summary(depblanks4$variable) # view

## blu.fib clear.fib pink.fib   
## 75 75 75

Let’s make the category names a bit more useful for plotting

depblanks4$variable <- mapvalues(depblanks4$variable,  
 from = c(levels(depblanks4$variable)),   
 to = c('Blue fibres', 'Clear fibres',   
 'Pink fibres'))  
  
## And reorder them  
depblanks4$variable <- factor(depblanks4$variable,   
 levels = c('Blue fibres', 'Clear fibres',  
 'Pink fibres'))  
  
summary(depblanks4$variable)

## Blue fibres Clear fibres Pink fibres   
## 75 75 75

Let’s combine all size categories below 100 microns, since we weren’t very confident in identifying these size classesso it makes more sense to pool them.

depblanks4$size.cat <-  
 mapvalues(  
 depblanks4$size.cat,  
 from = c('20-50', '50-100'),  
 to = c('10-100', '10-100')  
 ) ## pool <100 micron particles  
  
depblanks4 <- ddply(depblanks4, names(depblanks4)[-9], summarize,  
 value = sum(value))

Next let’s make plots of the distribution of sizes and particle types and colours.

Starting with size

## First we need to make a new data frame of sums according to each size category  
  
blankssizesums <- ddply(depblanks4, c('id', 'size.cat', 'sampleday',   
 'DOFSample', 'dat.filter', 'dat.count',   
 'observer'), summarize, sum = sum(value))  
  
  
  
## Now calculate proportions of each particle size category present in each   
## sample and take the means for each sampling day  
  
blanksprop <- ddply(blankssizesums, c('id', 'sampleday'), transform, prop = sum/sum(sum))  
  
blanksprop2 <- subset(blanksprop, !(is.na(blanksprop["prop"]))) # remove any NAs  
  
blanksprop2$size.cat <- as.character(blanksprop2$size.cat)  
blanksprop2$size.cat <- as.factor(blanksprop2$size.cat)  
  
blanksprop3 <- ddply(blanksprop2, c("DOFSample", "sampleday", "size.cat"), summarize,  
 mean = mean(prop))  
  
## Put the size categories in order  
  
blanksprop3$size.cat <- factor(blanksprop3$size.cat,   
 levels = c("10-100",   
 "100-500", "500-1000",   
 "1000-5000"))  
  
## Now plot  
  
ggplot(blanksprop3, aes(x=sampleday, y=100\*mean, fill = size.cat)) +   
 geom\_col(size = 1) +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c("#F0E442", "#009E73",   
 "#56B4E9", "#0072B2", "black")) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Now with particle type/colour

## First we need to make a new data frame of sums according to each particle  
## type/colour  
  
blankstypesums <- ddply(depblanks4, c('id', 'sampleday', 'DOFSample',   
 'dat.filter', 'dat.count', 'observer',   
 'variable'),   
 summarize, sum = sum(value))  
  
## Now calculate proportions of each particle type/colour present in each   
## sample and take the means for each sampling day  
  
blankstypeprop <- ddply(blankstypesums, c('id', 'sampleday'), transform,   
 prop = sum/sum(sum))  
  
blankstypeprop2 <- subset(blankstypeprop, !(is.na(blankstypeprop["prop"]))) # remove any NAs  
  
blankstypeprop2$variable <- as.character(blankstypeprop2$variable)  
blankstypeprop2$variable <- as.factor(blankstypeprop2$variable)  
  
blankstypeprop3 <- ddply(blankstypeprop2, c("DOFSample", "sampleday",   
 "variable"), summarize,  
 mean = mean(prop))  
  
## Now plot  
  
ggplot(blankstypeprop3, aes(x=sampleday, y=100\*mean, fill = variable)) +   
 geom\_col(size = 0.5, colour = 'black') +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c('blue', 'grey90', 'pink')) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Take total sums and plot the results.

totalblanksums <- ddply(depblanks4, c('id', 'sampleday', 'observer',   
 'dat.filter', 'DOFSample'),  
 summarise, sum = sum(value)) # adds all the counts together  
  
## Plot according to count per filtration day  
  
ggplot(totalblanksums, aes(x=sampleday, y=sum)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 ylab('# AFs') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())
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Now do the same summary stats for the blanks

## Means, range, and SD  
  
with(totalblanksums, tapply(sum, DOFSample, mean)) # takes mean for each day

## 11-17-2016 12-06-16   
## 5.2222222 0.3333333

with(totalblanksums, tapply(sum, DOFSample, min)) # takes minimum for each day

## 11-17-2016 12-06-16   
## 3 0

with(totalblanksums, tapply(sum, DOFSample, max)) # takes maximum for each day

## 11-17-2016 12-06-16   
## 17 1

with(totalblanksums, tapply(sum,   
 DOFSample, sd)) # takes standard deviation for each day

## 11-17-2016 12-06-16   
## 4.5215533 0.5163978

## Proportions of particles sizes  
  
sum(depblanks4$value[depblanks4$size.cat == '10-100'])/  
 sum(depblanks4$value)\*100

## [1] 2.040816

sum(depblanks4$value[depblanks4$size.cat == '100-500'])/  
 sum(depblanks4$value)\*100

## [1] 34.69388

sum(depblanks4$value[depblanks4$size.cat == '500-1000'])/  
 sum(depblanks4$value)\*100

## [1] 24.4898

sum(depblanks4$value[depblanks4$size.cat == '1000-5000'])/  
 sum(depblanks4$value)\*100

## [1] 38.77551

## This provides the percentage of total particles found accounted for by each   
## colour/type of particles  
blanksummarytable <- with(depblanks4, tapply(value, variable, sum))  
blanksummarytable <- blanksummarytable/sum(depblanks4$value)\*100  
print(blanksummarytable)

## Blue fibres Clear fibres Pink fibres   
## 8.163265 87.755102 4.081633

Now subtract the blank counts from the appropriate size and shape categories for the oyster counts.

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

depblanksmean <- ddply(depblanks4, c('size.cat', 'sampleday', 'dat.filter',   
 'variable'),  
 summarize, value.b = mean(value))  
  
depblanksmean$value.b <-  
 ceiling(depblanksmean$value.b) ## Round all blank averages up to the nearest whole number  
  
oysterdep5 <-  
 left\_join(oysterdep4, depblanksmean,   
 by = c('sampleday', 'size.cat', 'variable')) ## Join the 2 dataframes

## Warning: Column `variable` joining factors with different levels, coercing  
## to character vector

oysterdep5$value.b <- as.numeric(oysterdep5$value.b)  
oysterdep5$value.b[is.na(oysterdep5$value.b)] <- 0  
  
oysterdep4$variable <- as.factor(oysterdep4$variable)  
  
oysterdep5$finalcount <- (oysterdep5$value - oysterdep5$value.b)  
  
oysterdep5$finalcount[oysterdep5$finalcount < 0] <-  
 0 ## Change any negative values to 0  
  
summary(oysterdep5$finalcount)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 0.000 0.000 0.218 0.000 12.000

Now run all of the same code again but for the modified oyster counts.

## First we need to make a new data frame of sums according to each size category  
  
oystersizesums2 <- ddply(oysterdep5, c('id', 'sampleday', 'size.cat', 'Table',   
 'Tank', 'DOFSample', 'length', 'width',  
 'depth', 'dry.weight', 'shell.dry.weight',  
 'CI', 'dat.count',   
 'observer'), summarize, sum = sum(finalcount))  
  
  
  
## Now calculate proportions of each particle size category present in each   
## sample and take the means for each sampling day  
  
oysterprop4 <- ddply(oystersizesums2, 'id', transform, prop = sum/sum(sum))  
  
oysterprop5 <- subset(oysterprop4, !(is.na(oysterprop4["prop"]))) # remove any NAs  
  
oysterprop5$size.cat <- as.character(oysterprop5$size.cat)  
oysterprop5$size.cat <- as.factor(oysterprop5$size.cat)  
  
oysterprop6 <- ddply(oysterprop5, c("sampleday", "size.cat"), summarize,  
 mean = mean(prop))  
  
  
## Now plot  
  
ggplot(oysterprop6, aes(x=sampleday, y=100\*mean, fill = size.cat)) +   
 geom\_col(size = 1) +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c("#F0E442", "#009E73",   
 "#56B4E9", "#0072B2", "black")) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Now with particle type/colour

## First we need to make a new data frame of sums according to each particle  
## type/colour  
  
oystertypesums2 <- ddply(oysterdep5, c('id', 'sampleday', 'Table',   
 'Tank', 'DOFSample', 'length', 'width',  
 'depth', 'dry.weight', 'shell.dry.weight',  
 'CI', 'dat.count',   
 'observer', 'variable'), summarize,   
 sum = sum(finalcount))  
  
  
  
## Now calculate proportions of each particle type/colour present in each   
## sample and take the means for each sampling day  
  
oystertypeprop4 <- ddply(oystertypesums2, 'id', transform, prop = sum/sum(sum))  
  
oystertypeprop5 <- subset(oystertypeprop4, !(is.na(oystertypeprop4["prop"]))) # remove any NAs  
  
oystertypeprop5$variable <- as.character(oystertypeprop5$variable)  
oystertypeprop5$variable <- as.factor(oystertypeprop5$variable)  
  
oystertypeprop6 <- ddply(oystertypeprop5, c("sampleday", "variable"), summarize,  
 mean = mean(prop))  
  
## Now plot  
  
ggplot(oystertypeprop6, aes(x=sampleday, y=100\*mean, fill = variable)) +   
 geom\_col(size = 0.5, colour = 'black') +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c('black', 'blue', 'saddlebrown', 'grey90',   
 'green4', 'orange', 'pink', 'red', 'turquoise',   
 'yellow')) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Take total sums overall and plot the results.

totalsums2 <- ddply(oysterdep5, c('id', 'sampleday', 'Table', 'Tank',   
 'length', 'width', 'depth', 'dry.weight',  
 'shell.dry.weight', 'CI', 'observer'),  
 summarise, sum = sum(finalcount)) # adds all the counts together  
  
## Plot according to count per individual  
  
ggplot(totalsums2, aes(x=sampleday , y=sum)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 coord\_cartesian(ylim = c(0, 40)) +  
 ylab('# AFs') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())
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## Plot according to concentration (particles/dry tissue weight)  
  
ggplot(totalsums2, aes(x=sampleday , y=sum/dry.weight)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 coord\_cartesian(ylim = c(0, 15)) +  
 ylab('# AFs/g dry tissue') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())

![](data:image/png;base64,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)

Let’s print out some summary stats.

## Summary stats according to count per individual  
  
with(totalsums2, tapply(sum, sampleday, mean)) # takes mean for each day

## 0 1 3 5 10   
## 9.4 16.1 12.7 2.6 2.8

with(totalsums2, tapply(sum, sampleday, min)) # takes minimum for each day

## 0 1 3 5 10   
## 1 4 1 0 0

with(totalsums2, tapply(sum, sampleday, max)) # takes maximum for each day

## 0 1 3 5 10   
## 22 35 21 5 9

with(totalsums2, tapply(sum,   
 sampleday, sd)) # takes standard deviation for each day

## 0 1 3 5 10   
## 7.876830 8.849984 6.600505 1.505545 3.047768

## Summary stats according to concentration  
  
with(totalsums2, tapply(sum/dry.weight,   
 sampleday, mean)) # takes mean for each day

## 0 1 3 5 10   
## 4.760769 5.932840 5.588296 1.106082 1.000859

with(totalsums2, tapply(sum/dry.weight,   
 sampleday, min)) # takes minimum for each day

## 0 1 3 5 10   
## 0.2386635 1.3513514 0.8000000 0.0000000 0.0000000

with(totalsums2, tapply(sum/dry.weight,   
 sampleday, max)) # takes maximum for each day

## 0 1 3 5 10   
## 11.976048 11.792453 13.636364 4.201681 3.813559

with(totalsums2, tapply(sum/dry.weight,   
 sampleday, sd)) # takes standard deviation for each day

## 0 1 3 5 10   
## 4.228159 2.865865 3.821515 1.175746 1.213063

## Proportions of particles sizes  
  
sum(oystersizesums2$sum[oystersizesums2$size.cat == '10-100'])/  
 sum(oystersizesums2$sum)\*100

## [1] 2.522936

sum(oystersizesums2$sum[oystersizesums2$size.cat == '100-500'])/  
 sum(oystersizesums2$sum)\*100

## [1] 43.34862

sum(oystersizesums2$sum[oystersizesums2$size.cat == '500-1000'])/  
 sum(oystersizesums2$sum)\*100

## [1] 29.3578

sum(oystersizesums2$sum[oystersizesums2$size.cat == '1000-5000'])/  
 sum(oystersizesums2$sum)\*100

## [1] 24.77064

## This provides the percentage of total particles found accounted for by each   
## colour/type of particles  
oystersummarytable <- with(oystertypesums2, tapply(sum, variable, sum))  
oystersummarytable <- oystersummarytable/sum(oystertypesums2$sum)\*100  
print(oystersummarytable)

## Black fibres Blue fibres Brown fibres Clear fibres   
## 36.2385321 11.4678899 2.0642202 47.2477064   
## Green fibres Orange fibres Pink fibres Red fibres   
## 0.9174312 0.6880734 0.2293578 0.2293578   
## Turquoise fibres Yellow fibres   
## 0.2293578 0.6880734

Now load in the water sample data.

depwater <-   
 read.csv("~/GRAD school/ACRDP/Depuration/Data/Analysis/depwater.csv")  
  
head(depwater)

## id day size.cat Table Tank DOFSample  
## 1 Water Day 0 A 0 twentyto50 A 4 12-13-2017  
## 2 Water Day 0 A 0 fiftyto100 A 4 12-13-2017  
## 3 Water Day 0 A 0 onehundredto500 A 4 12-13-2017  
## 4 Water Day 0 A 0 fivehundredto1000 A 4 12-13-2017  
## 5 Water Day 0 A 0 onethousandto5000 A 4 12-13-2017  
## 6 Water Day 0 B 0 twentyto50 B 3 12-13-2017  
## time.in.oven time.out.oven dat.filter dat.count observer red.fib  
## 1 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017 MD 0  
## 2 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017 MD 0  
## 3 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017 MD 0  
## 4 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017 MD 0  
## 5 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017 MD 0  
## 6 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-21-2017 MD 0  
## yell.fib green.fib turq.fib blu.fib purp.fib gray.fib clear.fib pink.fib  
## 1 0 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 1 0  
## 6 0 0 0 0 0 0 0 0  
## brown.fib orang.fib black.fib tot.fib red.frag yell.frag green.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 1 0 0 0  
## 6 0 0 0 0 0 0 0  
## turq.frag blu.frag purp.frag gray.frag clear.frag pink.frag brown.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## orang.frag black.frag whit.spher clear.spher tot.frag.spher tot.part  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 0 0 0

depwater$id <- as.factor(depwater$id)  
depwater$day <- as.factor(depwater$day)  
depwater$size.cat <- as.factor(depwater$size.cat)  
depwater$Table <- as.factor(depwater$Table)  
depwater$Tank <- as.factor(depwater$Tank)  
depwater$observer <- as.factor(depwater$observer)

Now we make a new dataframe to work with and rename size categories.

depwater2 <- depwater  
  
depwater2$size.cat <- factor(depwater2$size.cat,   
 levels=c('twentyto50', 'fiftyto100',  
 'onehundredto500', 'fivehundredto1000',   
 'onethousandto5000')) # reorder  
  
  
depwater2$size.cat <- mapvalues(depwater2$size.cat,   
 from = c('twentyto50', 'fiftyto100',   
 'onehundredto500',   
 'fivehundredto1000',   
 'onethousandto5000'),   
 to = c('20-50', '50-100', '100-500',  
 '500-1000', '1000-5000')) # rename  
summary(depwater2$size.cat) # view

## 20-50 50-100 100-500 500-1000 1000-5000   
## 20 20 20 20 20

Again, we melt the dataframe so that the particle types are organized by row instead of by column.

depwater3 <- melt(depwater2,  
 id.vars = c('id', 'day', 'size.cat', 'Table', 'Tank',   
 'DOFSample', 'time.in.oven', 'time.out.oven',   
 'dat.filter', 'dat.count', 'observer'))  
  
## Take out unnecessary columns  
  
depwater3 <- depwater3[c('id', 'day', 'size.cat', 'Table', 'Tank', 'DOFSample',   
 'dat.filter', 'dat.count', 'observer', 'variable',   
 'value')]  
  
head(depwater3) # now 'variable' is particle category and 'value is the count'

## id day size.cat Table Tank DOFSample dat.filter dat.count  
## 1 Water Day 0 A 0 20-50 A 4 12-13-2017 12-13-2017 12-20-2017  
## 2 Water Day 0 A 0 50-100 A 4 12-13-2017 12-13-2017 12-20-2017  
## 3 Water Day 0 A 0 100-500 A 4 12-13-2017 12-13-2017 12-20-2017  
## 4 Water Day 0 A 0 500-1000 A 4 12-13-2017 12-13-2017 12-20-2017  
## 5 Water Day 0 A 0 1000-5000 A 4 12-13-2017 12-13-2017 12-20-2017  
## 6 Water Day 0 B 0 20-50 B 3 12-13-2017 12-13-2017 12-21-2017  
## observer variable value  
## 1 MD red.fib 0  
## 2 MD red.fib 0  
## 3 MD red.fib 0  
## 4 MD red.fib 0  
## 5 MD red.fib 0  
## 6 MD red.fib 0

Now sum by totals across all samples and particles sizes to get an idea of what we’re working with.

cat.sums.blanks <- aggregate(depwater3$value ~   
 depwater3$variable, FUN = sum) # sums everything  
print(cat.sums.blanks)

## depwater3$variable depwater3$value  
## 1 red.fib 3  
## 2 yell.fib 0  
## 3 green.fib 0  
## 4 turq.fib 1  
## 5 blu.fib 4  
## 6 purp.fib 0  
## 7 gray.fib 0  
## 8 clear.fib 37  
## 9 pink.fib 0  
## 10 brown.fib 0  
## 11 orang.fib 0  
## 12 black.fib 0  
## 13 tot.fib 45  
## 14 red.frag 0  
## 15 yell.frag 0  
## 16 green.frag 0  
## 17 turq.frag 0  
## 18 blu.frag 0  
## 19 purp.frag 0  
## 20 gray.frag 0  
## 21 clear.frag 0  
## 22 pink.frag 0  
## 23 brown.frag 0  
## 24 orang.frag 0  
## 25 black.frag 0  
## 26 whit.spher 0  
## 27 clear.spher 0  
## 28 tot.frag.spher 0  
## 29 tot.part 0

So we can remove the yellow, green, purple, gray, pink, brown, orange, and black fibre categories, and all other categories as well.

depwater4 <- subset(depwater3, c(variable == 'red.fib' |   
 variable == 'turq.fib' | variable == 'blu.fib' |  
 variable == 'clear.fib')) # keep only these rows  
  
depwater4$variable <- as.character(depwater4$variable)  
depwater4$variable <- as.factor(depwater4$variable) # gets rid of those names  
  
summary(depwater4$variable) # view

## blu.fib clear.fib red.fib turq.fib   
## 100 100 100 100

Let’s make the category names a bit more useful for plotting

depwater4$variable <- mapvalues(depwater4$variable,  
 from = c(levels(depwater4$variable)),   
 to = c('Blue fibres', 'Clear fibres',   
 'Red fibres', 'Turquoise fibres'))  
  
## And reorder them  
depwater4$variable <- factor(depwater4$variable,   
 levels = c('Blue fibres', 'Clear fibres',  
 'Red fibres', 'Turquoise fibres'))  
  
summary(depwater4$variable)

## Blue fibres Clear fibres Red fibres Turquoise fibres   
## 100 100 100 100

Let’s combine all size categories below 100 microns, since we weren’t very confident in identifying these size classesso it makes more sense to pool them.

depwater4$size.cat <-  
 mapvalues(  
 depwater4$size.cat,  
 from = c('20-50', '50-100'),  
 to = c('10-100', '10-100')  
 ) ## pool <100 micron particles  
  
depwater4 <- ddply(depwater4, names(depwater4)[-11], summarize,  
 value = sum(value))

Now do all these same things for the water blanks.

waterblanks <-   
 read.csv("~/GRAD school/ACRDP/Depuration/Data/Analysis/waterblanks.csv")  
  
head(waterblanks)

## id day size.cat Table Tank  
## 1 Water Control Control 1 Control twentyto50 Control n/a  
## 2 Water Control Control 1 Control fiftyto100 Control n/a  
## 3 Water Control Control 1 Control onehundredto500 Control n/a  
## 4 Water Control Control 1 Control fivehundredto1000 Control n/a  
## 5 Water Control Control 1 Control onethousandto5000 Control n/a  
## 6 Water Control Control 2 Control twentyto50 Control n/a  
## DOFSample time.in.oven time.out.oven dat.filter dat.count  
## 1 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## 2 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## 3 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## 4 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## 5 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## 6 12-13-2017 2017-01-09/17:00 2017-01-17/09:30 12-13-2017 12-20-2017  
## observer red.fib yell.fib green.fib turq.fib blu.fib purp.fib gray.fib  
## 1 MD 0 0 0 0 0 0 0  
## 2 MD 0 0 0 0 0 0 0  
## 3 MD 0 0 0 0 0 0 0  
## 4 MD 0 0 0 0 0 0 0  
## 5 MD 0 0 0 0 0 0 0  
## 6 MD 0 0 0 0 0 0 0  
## clear.fib pink.fib brown.fib orang.fib black.fib tot.fib red.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## yell.frag green.frag turq.frag blu.frag purp.frag gray.frag clear.frag  
## 1 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0  
## pink.frag brown.frag orang.frag black.frag whit.spher clear.spher  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 0 0 0 0 0 0  
## 6 0 0 0 0 0 0  
## tot.frag.spher tot.part  
## 1 0 0  
## 2 0 0  
## 3 0 0  
## 4 0 0  
## 5 0 0  
## 6 0 0

waterblanks$id <- as.factor(waterblanks$id)  
waterblanks$day <- as.factor(waterblanks$day)  
waterblanks$size.cat <- as.factor(waterblanks$size.cat)  
waterblanks$Table <- as.factor(waterblanks$Table)  
waterblanks$Tank <- as.factor(waterblanks$Tank)  
waterblanks$observer <- as.factor(waterblanks$observer)

Now we make a new dataframe to work with and rename size categories.

waterblanks2 <- waterblanks  
  
waterblanks2$size.cat <- factor(waterblanks2$size.cat,   
 levels=c('twentyto50', 'fiftyto100',  
 'onehundredto500', 'fivehundredto1000',   
 'onethousandto5000')) # reorder  
  
  
waterblanks2$size.cat <- mapvalues(waterblanks2$size.cat,   
 from = c('twentyto50', 'fiftyto100',   
 'onehundredto500',   
 'fivehundredto1000',   
 'onethousandto5000'),   
 to = c('20-50', '50-100', '100-500',  
 '500-1000', '1000-5000')) # rename  
summary(waterblanks2$size.cat) # view

## 20-50 50-100 100-500 500-1000 1000-5000   
## 3 3 3 3 3

Again, we melt the dataframe so that the particle types are organized by row instead of by column.

waterblanks3 <- melt(waterblanks2,  
 id.vars = c('id', 'day', 'size.cat', 'Table', 'Tank',   
 'DOFSample', 'time.in.oven', 'time.out.oven',   
 'dat.filter', 'dat.count', 'observer'))  
  
## Take out unnecessary columns  
  
waterblanks3 <- waterblanks3[c('id', 'day', 'size.cat', 'Table', 'Tank', 'DOFSample',   
 'dat.filter', 'dat.count', 'observer', 'variable',   
 'value')]  
  
head(waterblanks3) # now 'variable' is particle category and 'value is the count'

## id day size.cat Table Tank DOFSample  
## 1 Water Control Control 1 Control 20-50 Control n/a 12-13-2017  
## 2 Water Control Control 1 Control 50-100 Control n/a 12-13-2017  
## 3 Water Control Control 1 Control 100-500 Control n/a 12-13-2017  
## 4 Water Control Control 1 Control 500-1000 Control n/a 12-13-2017  
## 5 Water Control Control 1 Control 1000-5000 Control n/a 12-13-2017  
## 6 Water Control Control 2 Control 20-50 Control n/a 12-13-2017  
## dat.filter dat.count observer variable value  
## 1 12-13-2017 12-20-2017 MD red.fib 0  
## 2 12-13-2017 12-20-2017 MD red.fib 0  
## 3 12-13-2017 12-20-2017 MD red.fib 0  
## 4 12-13-2017 12-20-2017 MD red.fib 0  
## 5 12-13-2017 12-20-2017 MD red.fib 0  
## 6 12-13-2017 12-20-2017 MD red.fib 0

Now sum by totals across all samples and particles sizes to get an idea of what we’re working with.

cat.sums.blanks <- aggregate(waterblanks3$value ~   
 waterblanks3$variable, FUN = sum) # sums everything  
print(cat.sums.blanks)

## waterblanks3$variable waterblanks3$value  
## 1 red.fib 0  
## 2 yell.fib 0  
## 3 green.fib 0  
## 4 turq.fib 0  
## 5 blu.fib 3  
## 6 purp.fib 0  
## 7 gray.fib 0  
## 8 clear.fib 0  
## 9 pink.fib 0  
## 10 brown.fib 0  
## 11 orang.fib 0  
## 12 black.fib 0  
## 13 tot.fib 3  
## 14 red.frag 0  
## 15 yell.frag 0  
## 16 green.frag 0  
## 17 turq.frag 0  
## 18 blu.frag 0  
## 19 purp.frag 0  
## 20 gray.frag 0  
## 21 clear.frag 0  
## 22 pink.frag 0  
## 23 brown.frag 0  
## 24 orang.frag 0  
## 25 black.frag 0  
## 26 whit.spher 0  
## 27 clear.spher 0  
## 28 tot.frag.spher 0  
## 29 tot.part 0

So we can remove the red, yellow, green, turquoise, purple, gray, clear, pink, brown, orange, and black fibre categories, and all other categories as well.

waterblanks4 <- subset(waterblanks3, variable == 'blu.fib') # keep only these rows  
  
waterblanks4$variable <- as.character(waterblanks4$variable)  
waterblanks4$variable <- as.factor(waterblanks4$variable) # gets rid of those names  
  
summary(waterblanks4$variable) # view

## blu.fib   
## 15

Let’s make the category names a bit more useful for plotting

waterblanks4$variable <- mapvalues(waterblanks4$variable,  
 from = c(levels(waterblanks4$variable)),   
 to = 'Blue fibres')  
  
summary(waterblanks4$variable)

## Blue fibres   
## 15

Let’s combine all size categories below 100 microns, since we weren’t very confident in identifying these size classesso it makes more sense to pool them.

waterblanks4$size.cat <-  
 mapvalues(  
 waterblanks4$size.cat,  
 from = c('20-50', '50-100'),  
 to = c('10-100', '10-100')  
 ) ## pool <100 micron particles  
  
waterblanks4 <- ddply(waterblanks4, names(waterblanks4)[-11], summarize,  
 value = sum(value))

Now subtract the blank counts from the appropriate size and shape categories for the water counts.

depwater4$dat.filter <- as.factor(depwater4$dat.filter)  
waterblanks4$dat.filter <- as.factor(waterblanks4$dat.filter)  
  
waterblanksmean <- ddply(waterblanks4, c('size.cat', 'dat.filter',   
 'variable'),  
 summarize, value.b = mean(value))  
  
depwater5 <-  
 left\_join(depwater4, waterblanksmean,   
 by = c('dat.filter', 'size.cat', 'variable')) ## Join the 2 dataframes

## Warning: Column `variable` joining factors with different levels, coercing  
## to character vector

depwater5$value.b <- as.numeric(depwater5$value.b)  
depwater5$value.b[is.na(depwater5$value.b)] <- 0  
  
depwater5$variable <- as.factor(depwater5$variable)  
  
depwater5$finalcount <- (depwater5$value - depwater5$value.b)  
  
depwater5$finalcount[depwater5$finalcount < 0] <-  
 0 ## Change any negative values to 0  
  
summary(depwater5$finalcount)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0000 0.0000 0.0000 0.1344 0.0000 4.0000

## First we need to make a new data frame of sums according to each size category  
  
depwater5$day <- factor(depwater5$day,   
 levels =   
 c('0', '1', '3', '5', '10')) # put in order  
  
watersizesums <- ddply(depwater5, c('id', 'day', 'size.cat', 'Table', 'Tank',   
 'DOFSample', 'dat.filter', 'dat.count',   
 'observer'), summarize, sum = sum(finalcount))  
  
  
  
## Now calculate proportions of each particle size category present in each   
## sample and take the means for each sampling day  
  
waterprop <- ddply(watersizesums, 'id', transform, prop = sum/sum(sum))  
  
waterprop2 <- subset(waterprop, !(is.na(waterprop["prop"]))) # remove any NAs  
  
waterprop2$size.cat <- as.character(waterprop2$size.cat)  
waterprop2$size.cat <- as.factor(waterprop2$size.cat)  
  
waterprop3 <- ddply(waterprop2, c("day", "size.cat"), summarize,  
 mean = mean(prop))  
  
## Put the size categories in order  
  
waterprop3$size.cat <- factor(waterprop3$size.cat,   
 levels = c("10-100", "100-500", "500-1000",   
 "1000-5000"))  
  
## Now plot  
  
ggplot(waterprop3, aes(x=day, y=100\*mean, fill = size.cat)) +   
 geom\_col(size = 1) +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c("#009E73", "#56B4E9", "#0072B2", "black")) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Now with particle type/colour

## First we need to make a new data frame of sums according to each particle  
## type/colour  
  
watertypesums <- ddply(depwater5, c('id', 'day', 'Table', 'Tank',   
 'DOFSample', 'dat.filter', 'dat.count',   
 'observer', 'variable'),   
 summarize, sum = sum(finalcount))  
  
  
  
## Now calculate proportions of each particle type/colour present in each   
## sample and take the means for each sampling day  
  
watertypeprop <- ddply(watertypesums, 'id', transform, prop = sum/sum(sum))  
  
watertypeprop2 <- subset(watertypeprop, !(is.na(watertypeprop["prop"]))) # remove any NAs  
  
watertypeprop2$variable <- as.character(watertypeprop2$variable)  
watertypeprop2$variable <- as.factor(watertypeprop2$variable)  
  
watertypeprop3 <- ddply(watertypeprop2, c("day", "variable"), summarize,  
 mean = mean(prop))  
  
## Now plot  
  
ggplot(watertypeprop3, aes(x=day, y=100\*mean, fill = variable)) +   
 geom\_col(size = 0.5, colour = 'black') +   
 xlab('Sampling Day') +   
 ylab('Average percent') +  
 guides(fill=guide\_legend(title="Particle size category \n (microns)")) +  
 theme\_bw() +  
 scale\_fill\_manual(values = c('blue', 'grey90', 'red', 'turquoise')) +  
 theme(legend.text = element\_text(size=12), text = element\_text(size=12),   
 panel.spacing = unit(1, "lines"),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12,   
 margin = margin(t=0, r=0, b=0, l=2)),  
 strip.background = element\_blank(),   
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank(),  
 strip.placement = "outside") +  
 scale\_x\_discrete(expand = expand\_scale(0,0.5)) +   
 scale\_y\_continuous(expand = expand\_scale(0.03,0))
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Take total sums and plot the results.

totalwatersums <- ddply(depwater5, c('id', 'day', 'Table', 'Tank', 'observer',   
 'dat.filter'),  
 summarise, sum = sum(finalcount)) # adds all the counts together  
  
## Plot according to count per filtration day  
  
ggplot(totalwatersums, aes(x=day, y=sum)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +  
 ylab('# AFs') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 strip.background = element\_blank(),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank())
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Now run the same summary stats for the water samples.

## Means, range, and SD  
  
with(totalwatersums, tapply(sum, day, mean)) # takes mean for each day

## 0 1 3 5 10   
## 2.416667 1.250000 1.750000 1.833333 3.500000

with(totalwatersums, tapply(sum, day, min)) # takes minimum for each day

## 0 1 3 5 10   
## 1 0 1 1 1

with(totalwatersums, tapply(sum, day, max)) # takes maximum for each day

## 0 1 3 5 10   
## 4.333333 2.000000 3.000000 3.000000 7.000000

with(totalwatersums, tapply(sum,   
 day, sd)) # takes standard deviation for each day

## 0 1 3 5 10   
## 1.6859990 0.9574271 0.9574271 0.8819171 2.6457513

## Proportions of particles sizes  
  
sum(depwater4$value[depwater4$size.cat == '10-100'])/  
 sum(depwater4$value)\*100

## [1] 0

sum(depwater4$value[depwater4$size.cat == '100-500'])/  
 sum(depwater4$value)\*100

## [1] 17.77778

sum(depwater4$value[depwater4$size.cat == '500-1000'])/  
 sum(depwater4$value)\*100

## [1] 31.11111

sum(depwater4$value[depwater4$size.cat == '1000-5000'])/  
 sum(depwater4$value)\*100

## [1] 51.11111

## This provides the percentage of total particles found accounted for by each   
## colour/type of particles  
watersummarytable <- with(depwater4, tapply(value, variable, sum))  
watersummarytable <- watersummarytable/sum(depwater4$value)\*100  
print(watersummarytable)

## Blue fibres Clear fibres Red fibres Turquoise fibres   
## 8.888889 82.222222 6.666667 2.222222

## MODELLING

Now fit a generalized linear mixed model (GLMM) to the oyster data using the package glmmTMB to determine differences over time. We’ll specify AF count as the response variable, sampling day as the predictor, and tank nested within table as the random, or mixed, effects. You’ll notice that sample day is specified twice. The second time is to set it up as the intercept for the random effect, which will allow the linear relationship between AP sum and sampling day to vary in both slope and intercept according separately within each tank, within each table. This accounts for any the variation that may have been caused by any variables that we did not account for and may have varied somehow in different tanks and or/tables.

M1 <- glmmTMB(sum ~ sampleday + (1 | Table/Tank),   
 family = genpois(link = 'log'),   
 data = totalsums2) ## Fits a GLMM  
  
summary(M1) # model output

## Family: genpois ( log )  
## Formula: sum ~ sampleday + (1 | Table/Tank)  
## Data: totalsums2  
##   
## AIC BIC logLik deviance df.resid   
## 308.2 323.5 -146.1 292.2 42   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 1.720e-09 4.148e-05  
## Table (Intercept) 1.237e-11 3.517e-06  
## Number of obs: 50, groups: Tank:Table, 11; Table, 5  
##   
## Overdispersion parameter for genpois family (): 4.82   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.0734 0.2325 8.919 <2e-16 \*\*\*  
## sampleday1 0.7159 0.2803 2.554 0.0107 \*   
## sampleday3 0.4705 0.2931 1.605 0.1084   
## sampleday5 -0.7537 0.3679 -2.048 0.0405 \*   
## sampleday10 -1.0061 0.4084 -2.464 0.0138 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(resid(M1) ~ fitted(M1)) # plot residuals vs. fitted
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plot(resid(M1) ~ totalsums$sampleday) # plot residuals vs. predictor
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Looking at the plot of residuals vs. fitted and residuals vs. sampe day, we can see that the variance of the residuals varies according to the AP count and the sampling day. This violates the assumption of homogeneity of variance.

Let’s try fitting the same model structure, but assuming that the response variable (AF count) varies at each value of x (sampling day) according to a negative binomial distribution.

M2 <- glmmTMB(sum ~ sampleday + (1 | Table/Tank),   
 family = nbinom2(link = 'log'),  
 data = totalsums2) ## Fits a NB GLMM  
  
summary(M2) # model output

## Family: nbinom2 ( log )  
## Formula: sum ~ sampleday + (1 | Table/Tank)  
## Data: totalsums2  
##   
## AIC BIC logLik deviance df.resid   
## 306.0 321.3 -145.0 290.0 42   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 2.303e-10 1.517e-05  
## Table (Intercept) 1.398e-10 1.182e-05  
## Number of obs: 50, groups: Tank:Table, 11; Table, 5  
##   
## Overdispersion parameter for nbinom2 family (): 2.51   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.2407 0.2246 9.978 < 2e-16 \*\*\*  
## sampleday1 0.5381 0.3105 1.733 0.083124 .   
## sampleday3 0.3009 0.3132 0.961 0.336705   
## sampleday5 -1.2852 0.3587 -3.583 0.000340 \*\*\*  
## sampleday10 -1.2111 0.3549 -3.413 0.000643 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(resid(M2) ~ fitted(M2)) # plot residuals vs. fitted
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plot(resid(M2) ~ totalsums$sampleday) # plot residuals vs. predictor
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## Can compare M1 and M2 using AICc  
  
AICc(M1, M2)

## df AICc  
## M1 8 311.7047  
## M2 8 309.4901

# the negative binomial model with quadratically increasing variance is a better fit

The negative binomial model, which assumes that the variance of AF concentration increases quadratically with day of sampling, is a better fit.

Now let’s try pulling out the predictor (sampling day) and using the anova() function to compare the first model with the null models to determine whether sampling day significantly predicts AP concentration.

M3 <- glmmTMB(sum ~ (1 | Table/Tank), family = nbinom2(link = 'log'),   
 data = totalsums2) ## Same structure except no predictor  
  
anova(M2, M3) # compare the null model with the previously fitted model

## Data: totalsums2  
## Models:  
## M3: sum ~ (1 | Table/Tank), zi=~0, disp=~1  
## M2: sum ~ sampleday + (1 | Table/Tank), zi=~0, disp=~1  
## Df AIC BIC logLik deviance Chisq Chi Df Pr(>Chisq)   
## M3 4 329.98 337.63 -160.99 321.98   
## M2 8 305.98 321.27 -144.99 289.98 32.006 4 1.908e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Sampling day is significant with a p-value of <0.001. We can now go into the model to determine which days are significantly different from each other. Looking back at the summarry of M1 we can see that the AP concentrations at days 5 and 10 are both significantly different from day 0 (the reference level).

Now we reorder the levels in sampleday to vary the reference level and figure out which days are significantly different from which other days.

totalsums2$sampleday <- relevel(totalsums2$sampleday, '1')  
M2 <- glmmTMB(sum ~ sampleday + (1 | Table/Tank), family = nbinom2(),   
 data = totalsums2) ## Fits a NB GLMM  
  
summary(M2) # model output

## Family: nbinom2 ( log )  
## Formula: sum ~ sampleday + (1 | Table/Tank)  
## Data: totalsums2  
##   
## AIC BIC logLik deviance df.resid   
## 306.0 321.3 -145.0 290.0 42   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 3.714e-10 1.927e-05  
## Table (Intercept) 1.703e-10 1.305e-05  
## Number of obs: 50, groups: Tank:Table, 11; Table, 5  
##   
## Overdispersion parameter for nbinom2 family (): 2.51   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.7788 0.2145 12.956 < 2e-16 \*\*\*  
## sampleday0 -0.5381 0.3105 -1.733 0.0831 .   
## sampleday3 -0.2372 0.3061 -0.775 0.4383   
## sampleday5 -1.8233 0.3525 -5.173 2.31e-07 \*\*\*  
## sampleday10 -1.7492 0.3486 -5.018 5.22e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Similarly, days 5 and 10 are significantly different from day 1.

totalsums2$sampleday <- relevel(totalsums2$sampleday, '3')  
M2 <- glmmTMB(sum ~ sampleday + (1 | Table/Tank), family = nbinom2(),   
 data = totalsums2) ## Fits a NB GLMM  
  
summary(M2) # model output

## Family: nbinom2 ( log )  
## Formula: sum ~ sampleday + (1 | Table/Tank)  
## Data: totalsums2  
##   
## AIC BIC logLik deviance df.resid   
## 306.0 321.3 -145.0 290.0 42   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 3.329e-10 1.825e-05  
## Table (Intercept) 2.503e-10 1.582e-05  
## Number of obs: 50, groups: Tank:Table, 11; Table, 5  
##   
## Overdispersion parameter for nbinom2 family (): 2.51   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.5416 0.2183 11.641 < 2e-16 \*\*\*  
## sampleday1 0.2372 0.3061 0.775 0.438   
## sampleday0 -0.3009 0.3132 -0.961 0.337   
## sampleday5 -1.5861 0.3549 -4.470 7.83e-06 \*\*\*  
## sampleday10 -1.5120 0.3510 -4.308 1.65e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Days 5 and 10 are significantly different from day 3.

totalsums2$sampleday <- relevel(totalsums2$sampleday, '5')  
M2 <- glmmTMB(sum ~ sampleday + (1 | Table/Tank), family = nbinom2(),   
 data = totalsums2) ## Fits a NB GLMM  
  
summary(M2) # model output

## Family: nbinom2 ( log )  
## Formula: sum ~ sampleday + (1 | Table/Tank)  
## Data: totalsums2  
##   
## AIC BIC logLik deviance df.resid   
## 306.0 321.3 -145.0 290.0 42   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 3.018e-10 1.737e-05  
## Table (Intercept) 2.530e-10 1.590e-05  
## Number of obs: 50, groups: Tank:Table, 11; Table, 5  
##   
## Overdispersion parameter for nbinom2 family (): 2.51   
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.95551 0.27974 3.416 0.000636 \*\*\*  
## sampleday3 1.58609 0.35485 4.470 7.83e-06 \*\*\*  
## sampleday1 1.82331 0.35250 5.173 2.31e-07 \*\*\*  
## sampleday0 1.28520 0.35872 3.583 0.000340 \*\*\*  
## sampleday10 0.07411 0.39212 0.189 0.850099   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

Day 10 is the only day not significantly different from day 5.

So in summary:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Day | 0 | 1 | 3 | 5 | 10 |
| 0 | x | - | - | sig | sig |
| —- | — | — | — | — | —– |
| 1 | x | x | - | sig | sig |
| —- | — | — | — | — | —– |
| 3 | x | x | x | sig | sig |
| —- | — | — | — | — | —– |
| 5 | x | x | x | x | - |
| —- | — | — | — | — | —– |
| 10 | x | x | x | x | x |

Now let’s replot the data with letters used to indicate which days are significantly different from one another. Those with different letters are statistically different.

## First we have to get the days back in the right order  
  
totalsums2$sampleday <- factor(totalsums2$sampleday,   
 levels = c("0","1","3","5", "10"))  
  
## Now plot  
  
ggplot(totalsums2, aes(x=sampleday , y=sum)) +   
 geom\_boxplot(position=position\_dodge(), size=1) +   
 xlab('Day') +   
 coord\_cartesian(ylim = c(0, 35)) +  
 ylab('# AFs') +  
 guides(fill=FALSE) +  
 theme\_bw() +  
 theme(text = element\_text(size=12),   
 axis.text.x = element\_text(size = 12),  
 axis.text.y = element\_text(size = 12),  
 panel.grid.major = element\_blank(),   
 panel.grid.minor = element\_blank()) +  
 annotate("text", x=1, y=27, label = "A") +   
 annotate("text", x=2, y=30, label = "A") +  
 annotate("text", x=3, y=25, label = "A") +  
 annotate("text", x=4, y=7, label = "B") +  
 annotate("text", x=5, y=12, label = "B")
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Run tests to determine whether there were significant differences in AP size according to day.

SM1 <- glmmTMB(prop ~ size.cat\*sampleday + (1 | Table/Tank), family = binomial,   
 data = oysterprop5)

## Warning in eval(family$initialize): non-integer #successes in a binomial  
## glm!

summary(SM1)

## Family: binomial ( logit )  
## Formula: prop ~ size.cat \* sampleday + (1 | Table/Tank)  
## Data: oysterprop5  
##   
## AIC BIC logLik deviance df.resid   
## 208.7 279.4 -82.3 164.7 162   
##   
## Random effects:  
##   
## Conditional model:  
## Groups Name Variance Std.Dev.   
## Tank:Table (Intercept) 1.069e-15 3.270e-08  
## Table (Intercept) 8.578e-14 2.929e-07  
## Number of obs: 184, groups: Tank:Table, 11; Table, 5  
##   
## Conditional model:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -4.0546 2.4430 -1.660 0.0970 .  
## size.cat100-500 4.3836 2.5257 1.736 0.0826 .  
## size.cat1000-5000 2.0089 2.6372 0.762 0.4462   
## size.cat500-1000 3.1444 2.5410 1.238 0.2159   
## sampleday1 0.9132 2.9131 0.314 0.7539   
## sampleday3 1.9294 2.6491 0.728 0.4664   
## sampleday5 -17.3395 14742.2469 -0.001 0.9991   
## sampleday10 -17.3531 16829.8201 -0.001 0.9992   
## size.cat100-500:sampleday1 -1.3262 3.0492 -0.435 0.6636   
## size.cat1000-5000:sampleday1 -0.6785 3.2095 -0.211 0.8326   
## size.cat500-1000:sampleday1 -0.6705 3.0694 -0.218 0.8271   
## size.cat100-500:sampleday3 -2.7697 2.8027 -0.988 0.3230   
## size.cat1000-5000:sampleday3 -0.9848 2.9220 -0.337 0.7361   
## size.cat500-1000:sampleday3 -2.0192 2.8311 -0.713 0.4757   
## size.cat100-500:sampleday5 14.0661 14742.2470 0.001 0.9992   
## size.cat1000-5000:sampleday5 20.3687 14742.2469 0.001 0.9989   
## size.cat500-1000:sampleday5 16.9970 14742.2469 0.001 0.9991   
## size.cat100-500:sampleday10 16.5921 16829.8201 0.001 0.9992   
## size.cat1000-5000:sampleday10 19.1176 16829.8201 0.001 0.9991   
## size.cat500-1000:sampleday10 16.7209 16829.8201 0.001 0.9992   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

plot(resid(SM1) ~ fitted(SM1))
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SM2 <- glmmTMB(prop ~ size.cat + sampleday + (1 | Table/Tank), family = binomial,   
 data = oysterprop5)

## Warning in eval(family$initialize): non-integer #successes in a binomial  
## glm!

anova(SM1, SM2) # interaction is signficant at p = 0.04

## Data: oysterprop5  
## Models:  
## SM2: prop ~ size.cat + sampleday + (1 | Table/Tank), zi=~0, disp=~1  
## SM1: prop ~ size.cat \* sampleday + (1 | Table/Tank), zi=~0, disp=~1  
## Df AIC BIC logLik deviance Chisq Chi Df Pr(>Chisq)   
## SM2 10 206.08 238.23 -93.042 186.08   
## SM1 22 208.66 279.39 -82.331 164.66 21.421 12 0.04454 \*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

ggplot(oysterprop5) +  
 geom\_violin(aes(x = sampleday, y = prop)) +  
 facet\_wrap(~ size.cat)
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