**Apache Camel Multicast Examples**

In computer networking, multicast is group communication where information is addressed to a group of destination computers simultaneously. [Camel multicast](http://camel.apache.org/multicast.html) pattern borrows the same terminology, it routes a message to a number of endpoints at the same time. The main difference between the Multicast and [Splitter](http://javarticles.com/2015/05/apache-camel-splitter-example.html) is that Splitter will split the message into several pieces but the Multicast will not modify the request message.  
If you note, multicast is similar to [Recipient List](http://camel.apache.org/recipient-list.html), the main difference is, in case of multicast the recipient list are already known thus is static and fixed whereas in case of recipient list it is dynamic.

Before we start with the example, let’s look into the setup details.

This example uses the following frameworks:

1. [Maven](http://maven.apache.org/) 3.2.3
2. [Apache Camel](http://camel.apache.org/) 2.15.1
3. [Spring](http://projects.spring.io/spring-framework/) 4.1.5.RELEASE
4. [Eclipse](http://www.eclipse.org/) as the IDE, version Luna 4.4.1.

**Dependencies**

We are just relying camel’s core components and the logger component so our pom.xml consists of:

1. camel-core
2. slf4j-api
3. slf4j-log4j12
4. camel-stream
5. spring-context
6. camel-spring

*pom.xml:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 | <project xmlns="<http://maven.apache.org/POM/4.0.0>" xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>"      xsi:schemaLocation="<http://maven.apache.org/POM/4.0.0> <http://maven.apache.org/xsd/maven-4.0.0.xsd>">      <modelVersion>4.0.0</modelVersion>      <groupId>com.javarticles.camel</groupId>      <artifactId>camelHelloWorld</artifactId>      <version>0.0.1-SNAPSHOT</version>      <dependencies>          <dependency>              <groupId>org.apache.camel</groupId>              <artifactId>camel-core</artifactId>              <version>2.15.1</version>          </dependency>          <dependency>              <groupId>org.apache.camel</groupId>              <artifactId>camel-stream</artifactId>              <version>2.15.1</version>          </dependency>          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>slf4j-api</artifactId>              <version>1.7.12</version>          </dependency>          <dependency>              <groupId>org.slf4j</groupId>              <artifactId>slf4j-log4j12</artifactId>              <version>1.7.12</version>          </dependency>          <dependency>              <groupId>org.springframework</groupId>              <artifactId>spring-context</artifactId>              <version>4.1.5.RELEASE</version>          </dependency>          <dependency>              <groupId>org.apache.camel</groupId>              <artifactId>camel-spring</artifactId>              <version>2.15.1</version>          </dependency>      </dependencies>  </project> |

**Multicast Example**

Using multicast we can route the same message to many endpoints and have them processed in different ways. This can be done either sequentially in the same thread or using parallel processing.  
Let’s first see an example of the default one, that is, message being sent to multiple destinations in the same thread.

[![Multicast](data:image/png;base64,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)](http://javarticles.com/wp-content/uploads/2015/05/camel_multicast.png)

*Multicast*

To use multicast call multicast() in the Java DSL and then pass the destinations to the to() method . Below we consume message from direct:start and is multicast to three different destinations direct:a, direct:b anddirect:c.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3 | from("direct:start")  .multicast()  .to("direct:a", "direct:b", "direct:c"); |

We can achieve the same with multiple calls to to() method in sequence.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | from("direct:start")  .multicast()  .to("direct:a")  .to("direct:b")  .to("direct:c"); |

The message sent to each destination is further processed using MyBean. At each destination we will modify the body, append the thread name to it and then finally send it to console. The message sent to first destination is modified by MyBean.addFirst() which appends ‘first destination’ to the body. Likewise we modify the messages at the other two destinations using MyBean.addSecond() and MyBean.addThird().

*MyBean:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | package com.javarticles.camel;    public class MyBean {        public String addFirst(String body) {          return body + " first destination";      }        public String addSecond(String body) {          return body + " second destination";      }        public String addThird(String body) {          return body + " third destination";      }  } |

*CamelMulticastExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44 | package com.javarticles.camel;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      from("direct:start")                      .multicast()                      .to("direct:a", "direct:b", "direct:c");                        from("direct:a")                      .to("bean:myBean?method=addFirst")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                        from("direct:b")                      .to("bean:myBean?method=addSecond")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                        from("direct:c")                      .to("bean:myBean?method=addThird")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "Multicast");          } finally {              camelContext.stop();          }      }  } |

If you note messages are sent to all the three destinations are in the same thread.  If you want parallel processing, we will have to further configure it which we see in our next section.

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3 | body: Multicast first destination, thread: main  body: Multicast second destination, thread: main  body: Multicast third destination, thread: main |

**Multicast with Parallel Processing**

If you want to add parallel processing to the above example, simply add parallelProcessing(). By default thread pool size of 10 is used, you can configure your own size of pool by adding your own ExecutorService usingexecutorService.

*CamelMulticastParallelProcessingExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50 | package com.javarticles.camel;    import java.util.concurrent.ExecutorService;  import java.util.concurrent.Executors;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastParallelProcessingExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      ExecutorService executor = Executors.newFixedThreadPool(12);                      from("direct:start")                      .multicast()                      .parallelProcessing()                      .executorService(executor)                      .to("direct:a", "direct:b", "direct:c");                        from("direct:a")                      .to("bean:myBean?method=addFirst")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                        from("direct:b")                      .to("bean:myBean?method=addSecond")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                        from("direct:c")                      .to("bean:myBean?method=addThird")                      .setBody(simple("body: ${body}, thread: ${threadName}"))                      .to("stream:out");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "Multicast");          } finally {              camelContext.stop();          }      }  } |

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3 | body: Multicast third destination, thread: pool-1-thread-3  body: Multicast first destination, thread: pool-1-thread-1  body: Multicast second destination, thread: pool-1-thread-2 |

**Multicast Example Using Spring**

We can also achieve the same using spring using <multicast>.

*applicationContext.xml:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35 | <?xml version="1.0" encoding="UTF-8"?>    <beans xmlns="<http://www.springframework.org/schema/beans>"      xmlns:xsi="<http://www.w3.org/2001/XMLSchema-instance>"      xsi:schemaLocation="  <http://www.springframework.org/schema/beans> <http://www.springframework.org/schema/beans/spring-beans.xsd>  <http://camel.apache.org/schema/spring> <http://camel.apache.org/schema/spring/camel-spring.xsd>         ">      <camelContext xmlns="<http://camel.apache.org/schema/spring>">          <route>              <from uri="direct:start" />              <multicast>                  <to uri="direct:a" />                  <to uri="direct:b" />                  <to uri="direct:c" />              </multicast>          </route>          <route>              <from uri="direct:a" />              <to uri="bean:myBean?method=addFirst"/>              <to uri="stream:out"/>          </route>          <route>              <from uri="direct:b" />              <to uri="bean:myBean?method=addSecond"/>              <to uri="stream:out"/>          </route>          <route>              <from uri="direct:c" />              <to uri="bean:myBean?method=addThird"/>              <to uri="stream:out"/>          </route>      </camelContext>      <bean id="myBean" class="com.javarticles.camel.MyBean"/>  </beans> |

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3 | Multicast first destination  Multicast second destination  Multicast third destination |

**Multicast and Pipeline**

By default, all the endpoints in a route are in pipeline so we don’t have to use pipeline() method.  
For example, below route is with pipeline

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | from("direct:start")  .pipeline()  .to("bean:myBean?method=addFirst")  .to("bean:stringUtils?method=upperCase")  .to("stream:out"); |

And the same can be defined without pipeline(), both the routes are same.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4 | from("direct:start")  .to("bean:myBean?method=addFirst")  .to("bean:stringUtils?method=upperCase")  .to("stream:out"); |

In case of multicast, we may need to use pipeline when one of its endpoint is composed of other endpoints in sequence. For example, the first destination is composed of two bean endpoints. Each endpoint work on the payload and transform. The first one appends a string and the second one converts the string to uppercase. If we don’t use the pipeline, event the bean endpoint will be treated as one of the multicast destination so the bean that converts the payload to uppercase will end up converting the original payload rather than the appended payload.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | from("direct:start")  .multicast()  .pipeline()  .to("bean:myBean?method=addFirst")  .to("bean:stringUtils?method=upperCase")  .to("stream:out")  .end()  .... |

*CamelMulticastPipelineExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49 | package com.javarticles.camel;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastPipelineExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          jndiContext.bind("stringUtils", new StringUtils());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      from("direct:start")                      .multicast()                      .pipeline()                      .to("bean:myBean?method=addFirst")                      .to("bean:stringUtils?method=upperCase")                      .to("stream:out")                      .end()                        .pipeline()                      .to("bean:myBean?method=addSecond")                      .to("bean:stringUtils?method=upperCase")                      .to("stream:out")                      .end()                        .pipeline()                      .to("bean:myBean?method=addThird")                      .to("bean:stringUtils?method=upperCase")                      .to("stream:out")                      .end()                      .end()                      .setBody(simple("Final Output: ${body}"))                      .to("stream:out");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "Multicast");          } finally {              camelContext.stop();          }      }  } |

The final output from the multicast is the the latest reply message and it discards any earlier replies. If you want a different aggregation strategy to include even other reply messages, you need to create your ownAggregationStrategy. We will see in our next section how to set our own custom aggregation strategy.

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4 | MULTICAST FIRST DESTINATION  MULTICAST SECOND DESTINATION  MULTICAST THIRD DESTINATION  Final Output: MULTICAST THIRD DESTINATION |

**Multicast with a Custom Aggregation Strategy**

In this example, we will come up with our own aggregation strategy. Class JoinReplyAggregationStrategyimplements AggregationStrategy, it concatenates the inbound exchange messages. We configure the aggregation strategy using aggregationStrategy() method.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | from("direct:start")  .multicast()  .aggregationStrategy(new JoinReplyAggregationStrategy())  .to("direct:a", "direct:b", "direct:c")  ... |

*JoinReplyAggregationStrategy:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | package com.javarticles.camel;    import org.apache.camel.Exchange;  import org.apache.camel.processor.aggregate.AggregationStrategy;    public class JoinReplyAggregationStrategy implements AggregationStrategy {        public Exchange aggregate(Exchange exchange1, Exchange exchange2) {          if (exchange1 == null) {              return exchange2;          } else {              String body1 = exchange1.getIn().getBody(String.class);              String body2 = exchange2.getIn().getBody(String.class);              String merged = (body1 == null) ? body2 : body1 + "," + body2;              exchange1.getIn().setBody(merged);              return exchange1;          }      }    } |

Thus, replies from each of the multicast destinations are concatenated into one response.

*CamelMulticastAggregationExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | package com.javarticles.camel;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastAggregationExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      from("direct:start")                      .multicast()                      .aggregationStrategy(new JoinReplyAggregationStrategy())                      .to("direct:a", "direct:b", "direct:c")                      .end()                      .to("stream:out");                        from("direct:a")                      .to("bean:myBean?method=addFirst");                        from("direct:b")                      .to("bean:myBean?method=addSecond");                        from("direct:c")                      .to("bean:myBean?method=addThird");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "Multicast");          } finally {              camelContext.stop();          }      }  } |

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1 | Multicast first destination,Multicast second destination,Multicast third destination |

**Multicast Exception Example**

By default, the multicast will continue sending messages to destinations even if one fails. In this example direct:aendpoint will fail if the message sent is a non-integer. We pass it through a processor that makes sure that the payload is an integer else throws NumberFormatException.

You can configure the routing to handle exceptions.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | onException(Exception.class)  .handled(true)  .to("log:onException")  .transform(constant("Exception thrown. Stop route"))   .to("stream:out"); |

Our number validator processor.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | package com.javarticles.camel;    import org.apache.camel.Exchange;  import org.apache.camel.Processor;    public class NumberPayloadValidator implements Processor {        public void process(Exchange exchange) throws Exception {          Object body = exchange.getIn().getBody();          if (body instanceof Number) {              return;          }          String bodyAsString = body.toString();          Integer.parseInt(bodyAsString);      }    } |

direct:a endpoint is linked with the above processor.

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4 | from("direct:a")  .process(numberPayloadValidator)  .transform(simple("Received ${body} from direct:a"))  .to("stream:out"); |

We will send two different inputs. The first one would be an integer 1 and the second one would be integer in word form ‘one’.

*CamelMulticastExceptionExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49 | package com.javarticles.camel;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastExceptionExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          final NumberPayloadValidator numberPayloadValidator = new NumberPayloadValidator();          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      onException(Exception.class)                      .handled(true)                      .to("log:onException")                      .transform(constant("Exception thrown. Stop route"))                      .to("stream:out");                        from("direct:start")                      .multicast()                      .to("direct:a", "direct:b")                      .end()                      .transform(simple("Final Output after multicast ${body}"))                      .to("stream:out");                        from("direct:a")                      .process(numberPayloadValidator)                      .transform(simple("Received ${body} from direct:a"))                      .to("stream:out");                        from("direct:b")                      .transform(simple("Received ${body} from direct:b"))                      .to("stream:out");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "1");              template.sendBody("direct:start", "one");          } finally {              camelContext.stop();          }      }  } |

As you can see when the input is ‘one’ direct:a routing fails but direct:b routing works fine.

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | Received 1 from direct:a  Received 1 from direct:b  Final Output after multicast Received 1 from direct:b  11:32| INFO | MarkerIgnoringBase.java 95 | Exchange[ExchangePattern: InOnly, BodyType: String, Body: one]  Exception thrown. Stop route  Received one from direct:b |

**Multicast StopOnException Example**

*CamelMulticastOnStopExceptionExample:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50 | package com.javarticles.camel;    import org.apache.camel.CamelContext;  import org.apache.camel.ProducerTemplate;  import org.apache.camel.builder.RouteBuilder;  import org.apache.camel.impl.DefaultCamelContext;  import org.apache.camel.util.jndi.JndiContext;    public class CamelMulticastOnStopExceptionExample {      public static final void main(String[] args) throws Exception {          JndiContext jndiContext = new JndiContext();          jndiContext.bind("myBean", new MyBean());          CamelContext camelContext = new DefaultCamelContext(jndiContext);          final NumberPayloadValidator numberPayloadValidator = new NumberPayloadValidator();          try {              camelContext.addRoutes(new RouteBuilder() {                  public void configure() {                      onException(Exception.class)                      .handled(true)                      .to("log:onException")                      .transform(constant("Exception thrown. Stop route"))                      .to("stream:out");                        from("direct:start")                      .multicast()                      .stopOnException()                      .to("direct:a", "direct:b")                      .end()                      .transform(simple("Final Output after multicast ${body}"))                      .to("stream:out");                        from("direct:a")                      .process(numberPayloadValidator)                      .transform(simple("Received ${body} from direct:a"))                      .to("stream:out");                        from("direct:b")                      .transform(simple("Received ${body} from direct:b"))                      .to("stream:out");                  }              });              ProducerTemplate template = camelContext.createProducerTemplate();              camelContext.start();              template.sendBody("direct:start", "1");              template.sendBody("direct:start", "one");          } finally {              camelContext.stop();          }      }  } |

As you can see when the input is ‘one’ direct:a routing fails which in turn stops other routes in the multicast.

*Output:*

[?](http://javarticles.com/2015/05/apache-camel-multicast-examples.html)

|  |  |
| --- | --- |
| 1  2  3  4  5 | Received 1 from direct:a  Received 1 from direct:b  Final Output after multicast Received 1 from direct:b  11:33| INFO | MarkerIgnoringBase.java 95 | Exchange[ExchangePattern: InOnly, BodyType: String, Body: one]  Exception thrown. Stop route |