**面向对象程序设计的主要优点**1.可提高程序的重用性2.可控制程序的复杂性3.可改善程序的可维护性4.能够更好地支持大型程序设计5.增强了计算机处理信息的范围6.能很好地适应新的硬件环境**输入：**Console.WriteLine("Hello, World!"); **输出：**Console.ReadLine(a)

**C#中的数据类型分为两个基本类别 值类型** 表示实际数据**，**只是将值存放在内存中**，**值类型都存储在堆栈中int、char**引用类型**表示指向数据的指针或引用包含内存堆中对象的地址。若为 null，则表示未引用任何对象 类、接口、数组、字符串。**列：**using System;class TestSwitch{public static void Main(){int days = 0; int month = 3;switch(month){case 1:case 3:case 5:case 7:case 8:case 10:case 12: days = 31;break;case 2:days = 28;break;case 4:case 6:case 9:case 11:days = 30;break;default: days = 0;break;}Console.WriteLine("This month has {0} days",days);}}class Child{ public static int minAge = 0; //静态变量 public int age; //公有变量private string name; //私有变量private string sex; //私有变量// 构造函数public Child(string name, int age,string sex){this.name = name;this.age = age;this.sex=sex;}//公有方法public void PrintChild() { Console.WriteLine("{0}, {1} ,{2}岁.", name,sex,age);}}**构造函数具有以下基本特点：** 1) 每个类至少有一个构造函数。若程序代码中没有构造函数则系统会自动提供一个默认的构造函数。 2) 一个构造函数必须和它的类名相同。3) 构造函数不包含任何返回值。class Program{public Program() { Console.WriteLine("null"); }public Program(string str) { Console.WriteLine("string str={0}",str); } public Program(int x) { Console.WriteLine("int x={0} ",x); }static void Main(){ Program aa = new Program();Program bb = new Program("How are you!");Program cc = new Program(10);Console.ReadLine();}}运行结果：nullHow are you!int x=10**定义方法的注意事项**方法可以有参数，也可以没有参数，但是小括号都是必需的。若参数有多个，用逗号分开。 无返回值时，必须声明方法的返回值类型为void。如果声明一个非void类型的方法，则方法中必须至少有一个return语句并返回一个值。 **方法重载：**方法重载是指具有相同的方法名，但签名不同的多个方法可以同时出现在一个类中。当编译一个重载方法的调用时，编译器会自动找到最佳匹配自变量的方法，否则报错。class Program{ public static int Add(int i, int j) { return i + j; }public static string Add(string s1, string s2) { return s1 + s2; } public static long Add(long x) { return x + 5; }static void Main() { Console.WriteLine(Add(1, 2)); Console.WriteLine(Add("1", "2")); Console.WriteLine(Add(10));Console.ReadLine(); }}运行结果：3。12。15**属性与方法的区别**属性不使用括号，但方法一定要使用括号。2) 属性不能指定参数，方法可以指定参数。3) 属性不能使用void类型，方法则可以使用void类型。 4)属性使用方法与变量相同。**This关键字** this引用的是当前实例。this关键字是一个隐含引用，它隐含于每个类的成员函数中。this关键字引用类的当前对象，成员通过this关键字可以知道自己属于哪一个实例。类和对象定义和使用举例**设计一个公司雇员类(employee)，需要存储这些雇员的姓名name、编号（编号初始值缺省为1000)，并设计以下功能：**为姓名name定义属性，设置其get访问器和set访问器。实现无参构造方法，完成从键盘上输入雇员姓名的功能。实现方法，完成从键盘上重新设置编号初始值的功能(setEmployeeNo)。实现方法显示雇员编号和姓名(displayStatus)。class employee{ private string name; //姓名 private int individualEmpNo; //个人编号private static int employeeNo=1000; //雇员编号目前最大值public string Name{ get{return name; }set{ if(value!=""){name=value; } } }public employee() //构造方法{ Console.Write("请输入一个雇员的姓名：");name=Console.ReadLine();individualEmpNo=employeeNo++;}static public void setEmployeeNo() { Console.Write("请输入雇员编号目前的初始值：");employeeNo=Convert.ToInt32(Console.ReadLine()); } public void displayStatus() //显示人员信息{ Console.WriteLine(“编号：”+individualEmpNo+“，姓名："+name);}} class Program{ static void Main(string[]args){employee.setEmployeeNo();employeeemployee1=newemployee();employee1.displayStatus();employeeemployee2=new employee();employee2.displayStatus(); Console.Write("请重新输入最后一个雇员的姓名：");employee2.Name=Console.ReadLine();employee2.displayStatus();Console.ReadLine();}}**声明一个C#派生类的一般格式为：**class 派生类名: 基类名{//派生类新增的数据成员和成员函数}其中，“基类名”是一个已经定义的类的名称，“派生类名”是继承原有类的特性而生成的新类的名称。**重载：**重载指在同一个类中至少有两个方法用同一个名字，但有不同的参数。重载使得从外部来看，一个操作对于不同的对象有不同的处理方法。调用时，根据参数的不同来区别调用哪个方法。方法的返回类型可以相同或不同，但它不足以使返回类型变成唯一的差异。重载方法的参数表必须不同。 **虚函数：**使用虚函数与重写函数时，**需要注意下面几个方面：**1) 虚方法不能声明为静态（static）的。因为静态的方法是应用在类这一层次的，而多态性只能在对象（实例）上运作。2) virtual不能和private一起使用。因为声明为private就无法在派生类中重写了。3) 重写方法的名称、参数个数、类型以及返回值都必须和虚方法的一致。4)虚方法在派生类中不是必须被重写的，不重写时，派生类将自动调用虚方法在基类中的版本。**如果想让方法myMethod被派生类重写，可以使用修饰符virtual声明：**public virtual void myMethod(){……//程序代码}派生类则用override重写:public override void myMethod(){……//程序代}例 利用虚方法多态性编写汽车信息管理程序：class Vehicle //定义车基类{ protected int passengers; //乘客数protected int wheels; //轮子个数protected float weight; //重量protected string videntifier;//标志public Vehicle(int w, float g, int p, string id){ wheels = w;weight = g;videntifier = id;passengers = p; } public virtual void Speak() { } public void Print(){ Console.WriteLine("轮子数：" +wheels); Console.WriteLine("重量："+weight);Console.WriteLine("乘客数：" +passengers); Console.WriteLine("标志：" +videntifier); }}**抽象类：**至少带有一个抽象方法的类是抽象类。抽象类的主要作用是通过它为一个类族建立一个公共的接口，使它们能够更有效地发挥多态特性。抽象类声明了一系列派生类的公共接口，而接口的完整实现，即抽象方法的函数体，要由派生类自己定义。抽象类派生出新的类之后，如果派生类给出所有抽象方法的函数实现，这个派生类就可以声明自己的对象，不再是抽象类，可以实例化；反之，如果派生类没有给出全部抽象函数的实现，这时的派生类仍然是一个抽象类。 抽象类不能实例化。**抽象方法的声明形式如下**:abstract 方法类型 方法名(参数表);

如：abstract void show();（2）**抽象方法在派生类中被实现的形式为：**public override 返回类型 方法名(){…… //方法体}如：public override void show(){…… //方法体}抽象类与非抽象类的主要不同：第一是抽象类不能直接被实例化，只能在派生类中通过继承使用。第二是抽象类可以包含抽象成员，而非抽象类不能包含抽象成员。当从抽象类派生非抽象类时，这些非抽象类必须具体实现所继承的所有抽象成员。abstract class Shape{ public virtual void Draw(){ Console.WriteLine("画一种图形!");}public abstract void Rotate();//抽象方法}class Square : Shape{ public override void Draw(){ Console.WriteLine("画一个正方形!"); }public override void Rotate(){ Console.WriteLine("顺时针方向旋转正方形!"); }}抽象方法的声明与实现形式抽象方法的声明形式如下:abstract 方法类型 方法名(参数表); 如：abstract void show();**（2）抽象方法在派生类中被实现的形式为：**public override 返回类型 方法名(){ …… //方法体}**如：**public override void show(){…… //方法体}抽象类的声明形式abstract class 类名{……public abstract 返回值类型 抽象方法名();……}利用抽象类多态性编写汽车信息管理程序abstract class Vehicle //定义车基类{protected int passengers; //乘客protected int wheels; //轮子个数protected float weight; //重量protected string videntifier;//标志 public Vehicle(int w, float g, int p, string id){ wheels = w;weight = gvidentifier = id;passengers = p;}

public abstract Speak(); //抽象方法public void Print(){ Console.WriteLine("轮子数：" +wheels);Console.WriteLine("重量："+weight);Console.WriteLine("乘客数：" +passengers);

Console.WriteLine("标志：" +videntifier); }}密封类：不能被继承的类，称为密封类。

声明密封类：使用sealed修饰符**[例] 使用密封类**sealed class SealedClass{public double x = 0 , y= 0;public SealedClass(double a, double b){ x=a;y=b;}publicvoidDisplay(){Console.WriteLine(“x = {0} , y = {1}”,x , y);}}public class anotherclass: SealedClass //错误，不能继承密封类{…… //实现代码 }**Connection对象的常用成员**string ConnectionString { get; set; } ：该属性用来获取或设置用于打开SQL Server数据库的字符串。 int ConnectionTimeout { get; } ：该属性用来获取尝试建立连接时终止尝试，并生成错误之前所等待的时间。 string Database { get; } ：该属性用来获取当前数据库或连接打开后要使用的数据库的名称。string DataSource { get; } ：该属性用来设置要连接的数据源实例名称，例如SQL Server的Local服务实例。 public abstract void Open(); 打开数据库连接 public abstract void Close(); 关闭数据库连接

ADO.NET对象的方法：1)SQL Server使用**SqlConnection**对象。SqlConnection connect = new SqlConnection(connectstring);**使用OleDbConnection对象。** DbConnection connect = new OleDbConnection(connectstring); **使用Command对象执行删除数据操作** static void Main(string[] args) { string myConStr = "Provider=Microsoft.Jet.OLEDB.4.0; Data Source=Northwind.mdb;"; OleDbConnection myCon = new OleDbConnection(myConStr);myCon.StateChange+=newSystem.Data.StateChangeEventHandler(MyCon\_StateChange); myCon.Open(); OleDbCommand cmd = new OleDbCommand(); cmd.Connection = myCon;

cmd.CommandText = "Delete From Orders Where OrderID < 10250"; int num = cmd.ExecuteNonQuery(); MessageBox.Show("删除的数据行数量为" + num.ToString());  myCon.Close(); } **重要属性 1**Connection属性用来获得或设置该Command对象的连接数据源。 eg:某SqlConnection类型的conn对象连在SQL Server服务器上，又有一个Command类型的**2**对象cmd，可以通过cmd.Connection = conn来让cmd在conn对象所指定的数据库上操作。 string CommandText { get; set; }cmd.CommandText = "Select \* From 表名 Where 表达式 Order by 字段名";**3**根据CommandType属性的不同取值，CommandText属性获取或设置SQL语句、数据表名或存储过程。CommandType CommandType { get; set; }CommandType属性用来获得或设置CommandText属性中的语句是SQL语句、数据表名还是存储过程。cmd.CommandType = CommandType.Text; cmd.CommandText = "SELECT \* FROM Table1";**说明CommandText属性的值是一个SQL语句; DataAdapter对象：** DataSet对象和数据源之间的桥梁，用于从数据源中检索数据、填充 DataSet对象中的表及对DataSet对象做出的更改提交回数据源 SqlDataAdapter OleDbDataAdapter OdbcDataAdapter OracleDataAdapter 它使用Command对象从数据源中检索数据并将更改提交回数据源，Command对象体现在DataAdapter的SelectCommand、InsertCommand、UpdateCommand 和 DeleteCommand 属性 **重要属性** public OleDbCommand SelectCommand { get; set; } 对应的Command对象的CommandText是一个Select语句 public OleDbCommand InsertCommand { get; set; }对应的Command对象的CommandText是一个Insert语句 public OleDbCommand UpdateCommand { get; set; }对应的Command对象的CommandText是一个Update语句 public OleDbCommand DeleteCommand { get; set; } 对应的Command对象的CommandText是一个Delete语句 **DataSet对象1. 数据集 1)**相当于数据库的一个子集，表示相关表、约束和表间关系在内的数据集合**2)**不区分数据库的差别，不同类型DataAdapter的Fill()都填充DataSet类型**填充数据集 调用DataAdapter对象的Fill方法。3．访问数据集**直接使用对象访问数据集中的数据。DataSet对象的数据表集合Tables，DataTable对象的数据行集合Rows、数据列集合Columns。 **Windows窗体**private void button1\_Click(object sender, System.EventArgs e) {}**创建 Graphics 对象的方法：**（1）利用窗体或控件的 Paint 事件中 PaintEventArgs建立图形对象的引用。例如： void Form1\_Paint(object sender, PaintEventArgs e) {Graphics g = e.Graphics;} （2）利用窗体或某个控件的 CreateGraphics 方法建立 Graphics 对象的引用，所建对象是该控件或窗体的绘图区域。例如： Graphics g=this.CreateGraphics(); （3）利用Graphics类的的FromHwnd方法，建立Graphics对象的引用，所建对象是该控件或窗体的绘图区域 （4）利用Graphics类的FromImage静态方法建立Graphics对象，该方法通常用来操纵图形文件。例如：Image img=Image.FromFile(“g1.jpg”);Graphics g=Graphics.FromImage(img);创建画笔对象：1.创建画笔对象Pen pen1=new Pen(Color.Green)**单色画刷(SolidBrush)** 将某一特定区域填入单一的颜色。 SolidBrush类属于System.Drawing名称空间。构造函数：SolidBrush(Color.Color);例如：**线性渐变画刷**SolidBrush bh1 = new SolidBrush(Color.Red)private void menuItem11\_Click(object sender, System.EventArgs e){Graphicsg=pictureBox1.CreateGraphics();g.Clear(this.BackColor);Penp1=new Pen(Color.Green);LinearGradientBrush，bb1=new LinearGradientBrush(newPoint(0,20),newPoint(20,0),Color.Red,Color.Green);g.FillRectangle(bb1,0,0,200,100);bb1.WrapMode=WrapMode.TileFlipX;g.FillRectangle(bb1,0,120,200,100);}

|  |  |
| --- | --- |
| **名称** | **说明** |
| Color | 设置画笔对象的颜色。 |
| DashCap | 设置用在点划线终点样式。 |
| DashStyle | 设置画笔绘制的虚线的线型。 |
| EndCap | 设置画笔绘制的直线终点的样式。 |
| PenType | 获取画笔绘制的直线的样式。 |
| StartCap | 设置画笔绘制的直线起点的样式。 |
| Width | 设置画笔的宽度。 |

1. **定义类：Person；**a）增加公有成员变量：姓名；b）增加成员属性：性别（公共只读）c）增加成员属性：年龄（派生类可读）d）增加成员属性：职业（公共可读可写）e）增加成员属性：收入（派生类可读可写）f）增加成员函数：MyCareer()，函数功能：输出姓名、年龄、收入等信息；2）定义Person类的派生类Employee3）Employee类中增加函数ChangeInfo()，尝试读写基类Person的成员（变量和属性），体会不同访问限定符的作用；4）在主程序类中实例化Person和Employee，访问Person类的成员。注：不同的访问限定符情况下，程序编译时可能会提示出错，要求截取不同情况下编译器出错提示，并分别说明出错原因usingSystem;usingSystem.Collections.Generic;usingSystem.Linq;usingSystem.Text;

namespace ConsoleApplication1{class Program{static void Main(string[] args){Person p = new Person();

Employee e = new Employee();p.Name = "EDG";p.Sex = 0;p.Job = "doctor";p.Age = 20;p.Income = 6666;}}class Person{public string Name;public int Sex{get; private set;}protected int Age{get;private set;}

public string Job{get;set;}protected int Income{get;set;}public void MyCareer(){Console.WriteLine("name" + Name);Console.WriteLine("age" + Age);Console.WriteLine("income" + Income)；Console.WriteLine("sex" + Sex);Console.WriteLine("job" + Job);}}class Employee : Person

{void ChangeInfo(){Name = "Tony";Age = 32;Income = 30000;Sex = 0;Job = "FBI";}}}**1、实现类Student**1）定义类Student及其成员（姓名，学号，年龄和成绩）；2）为类Student添加实例成员函数Info()，该函数具有输出姓名，学号，年龄和成绩等信息的功能；3）为主程序类添加静态成员函数StudentInfo(Student stud)，该函数具有输出stud的姓名，学号，年龄和成绩等信息的功能；4）在主程序中实例化Student；5）在主程序类的Main函数中调用Student类的Info函数显示实例信息；6）在主程序类的Main函数中调用StudentInfo函数显示实例信息；

**1.实现类Student，**using System;using System.Collections.Generic;usingSystem.Linq;

using System.Text;namespace ConsoleApplication2{class Program{static void StudentInfo(Student stud){stud.Info();}static void Main(string[] args)

{Student stud = new Student();stud.Info();Program.StudentInfo(stud);}}

class Student{public string Name;string SeriesNo;int Age;double Score;

public Student(){this.Name = "zou";this.SeriesNo = "33";this.Age = 19;this.Score = 100; }public void Info(){Console.Write("姓名：" + Name + ";");Console.Write("学号：" + SeriesNo + ";");Console.Write("年龄：" + Age + ";");Console.Write("分数：" + Score + ";");Console.ReadLine();}}}**2、实现静态类TriangleOperator**1）创建三角形计算方法静态类TriangleOperator2）类中添加静态成员函数：计算周CalaPerimeter(double edge1, double edge2, double angle)；周长公式：p = a + b + c已知两边及其夹角求第三边![1665858421508230003722.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAAAtCAIAAABK9pJqAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAABPNJREFUeF7tWz1W4zAQNnsWQpGXE5gTkG2ott3OKaGho6SjCeWmo6WiITkBOQGPAucuWUmWbEnWryN79djPTV4cZX6++WY0Iydnx+OxwAUEckLgR07GwBYgQBEAKcGD7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB/BAgfxxzXtsqP5th0fdG4Mzzb8bD0+Xv4vn95vx7wwDvckLAs30f3l6KXz/ByJxC9v1tcZMylpO71Zm4VrsJwftXeid08X9S5SZl/blfXITWScKMh3nNGlTSiG4eng4pgSR9BOP7ZU/suHqZDxLpTRak9PMEWXaIThA6yVcby7s65ppyCLeqrW8SMn1er8uiXDcETXdRqW6DRtDLlHZam7kvvW+JUPJDlEhRUjF8mG655qqUu9dNdX01IFXorr9+DhmOaIr0a59FJanbhdOgcL1xTlXbPwKGqztK0v3LW9JtIM4cx2ovRMk0pRO0Wy0/qoqmvrgcpDx8fZTzWbzy3Wr2eT/CvE7sKVwGjaP3/Ob92FKSgHF+sYiHZKpv+CCayo4IPYenh011fzcnX/n44pluJ6VtyBGdS9PfkW5LHmnoh6/XShQjDHQuJfbsS3IS0OqXK+yIejWjaNyLwtNpE1QC6r8TyR4WATKdEJnADZCp9tOSW0qfrY61kmPmMaCzZfd4uyD7kJrqnJRUgybYeBhE1s1uC94t1r9eZsuNVLxYreKM3K0Sz990Z1oUb/TYtBml9rePfMIfVa8aTBp30lLembsaGg3q9mxeUtqKtxY+OJCUvhEh0wGR5kWonSTey43o9brnKNQm5f5m2dKHfCY5xjpy60V3bhOW0hMbZagxDDlaz8+YIfX8+rOfkBkpfDLRJwz2nqkYondgn+6bI+q6ls2h8xC91bs8SCrrQ2UKILohrININyBQpk1A7z67wRVrH5K3trGQoqAQXrwpuL2yWH6oo5OKISkr8IXIFHn/U0uzC7qunjF+mg1V3UpWc9CmkK0qaYGwzujRSAbIPB4jIfLLtGGsc0UUBk6YJuO8RxQyJXlC6aRsXGphtNXJUznZS9nAs6Me/w3A+Gl5yoqgDKRWUWTJYvJiC2ocJ8Nk9jnZlGxzYoTJdBZKVbCuSxDTTk1TiRAyRaXkTvFySmT2vNFNHFCrzPtYyKGfXqSSKI/gaFiRlGuqw6thSDr2QaZ3CERumTZWeyqlBGvDPAMUIivatUpAO1LyEsr6IAMnm8Rrt3SeCiF9oyv2gT2lXqZsORxBs5ilOoRNIRx8jYak/GQhAUS9zld43GOlRCl1V+6lChNhiLqVlGK/2Zo4qWxG26pcr8WUY9jqg+MVRsoGHZFwVqyCtcYtNGb1KaSUA5AKyXEgaipd62tbWNX7SkDU6JhSw7jLKRLlSim2cNkOOX5do6BMvafGx799M9pLTcgpGuMIKUGinGv4bXbqSY/kaBDJvZ+Me+eCtkFrzaKGlDGKkiy2XP89JTuYorkhP8VIdf4NOUAgBIHej3zp2Wd7Ah4iAWuAQGIEfL88T6wO4oCAHwH8ccyPEVZMjABIOTHgUOdHAKT0Y4QVEyMAUk4MONT5EfgLSPE/UUtviVUAAAAASUVORK5CYII=)![1665858421508230003722.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANwAAAAtCAIAAABK9pJqAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAABPNJREFUeF7tWz1W4zAQNnsWQpGXE5gTkG2ott3OKaGho6SjCeWmo6WiITkBOQGPAucuWUmWbEnWryN79djPTV4cZX6++WY0Iydnx+OxwAUEckLgR07GwBYgQBEAKcGD7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB7BAAKbMLCQwCKcGB/BAgfxxzXtsqP5th0fdG4Mzzb8bD0+Xv4vn95vx7wwDvckLAs30f3l6KXz/ByJxC9v1tcZMylpO71Zm4VrsJwftXeid08X9S5SZl/blfXITWScKMh3nNGlTSiG4eng4pgSR9BOP7ZU/suHqZDxLpTRak9PMEWXaIThA6yVcby7s65ppyCLeqrW8SMn1er8uiXDcETXdRqW6DRtDLlHZam7kvvW+JUPJDlEhRUjF8mG655qqUu9dNdX01IFXorr9+DhmOaIr0a59FJanbhdOgcL1xTlXbPwKGqztK0v3LW9JtIM4cx2ovRMk0pRO0Wy0/qoqmvrgcpDx8fZTzWbzy3Wr2eT/CvE7sKVwGjaP3/Ob92FKSgHF+sYiHZKpv+CCayo4IPYenh011fzcnX/n44pluJ6VtyBGdS9PfkW5LHmnoh6/XShQjDHQuJfbsS3IS0OqXK+yIejWjaNyLwtNpE1QC6r8TyR4WATKdEJnADZCp9tOSW0qfrY61kmPmMaCzZfd4uyD7kJrqnJRUgybYeBhE1s1uC94t1r9eZsuNVLxYreKM3K0Sz990Z1oUb/TYtBml9rePfMIfVa8aTBp30lLembsaGg3q9mxeUtqKtxY+OJCUvhEh0wGR5kWonSTey43o9brnKNQm5f5m2dKHfCY5xjpy60V3bhOW0hMbZagxDDlaz8+YIfX8+rOfkBkpfDLRJwz2nqkYondgn+6bI+q6ls2h8xC91bs8SCrrQ2UKILohrININyBQpk1A7z67wRVrH5K3trGQoqAQXrwpuL2yWH6oo5OKISkr8IXIFHn/U0uzC7qunjF+mg1V3UpWc9CmkK0qaYGwzujRSAbIPB4jIfLLtGGsc0UUBk6YJuO8RxQyJXlC6aRsXGphtNXJUznZS9nAs6Me/w3A+Gl5yoqgDKRWUWTJYvJiC2ocJ8Nk9jnZlGxzYoTJdBZKVbCuSxDTTk1TiRAyRaXkTvFySmT2vNFNHFCrzPtYyKGfXqSSKI/gaFiRlGuqw6thSDr2QaZ3CERumTZWeyqlBGvDPAMUIivatUpAO1LyEsr6IAMnm8Rrt3SeCiF9oyv2gT2lXqZsORxBs5ilOoRNIRx8jYak/GQhAUS9zld43GOlRCl1V+6lChNhiLqVlGK/2Zo4qWxG26pcr8WUY9jqg+MVRsoGHZFwVqyCtcYtNGb1KaSUA5AKyXEgaipd62tbWNX7SkDU6JhSw7jLKRLlSim2cNkOOX5do6BMvafGx799M9pLTcgpGuMIKUGinGv4bXbqSY/kaBDJvZ+Me+eCtkFrzaKGlDGKkiy2XP89JTuYorkhP8VIdf4NOUAgBIHej3zp2Wd7Ah4iAWuAQGIEfL88T6wO4oCAHwH8ccyPEVZMjABIOTHgUOdHAKT0Y4QVEyMAUk4MONT5EfgLSPE/UUtviVUAAAAASUVORK5CYII=)3）类中添加静态成员函数：计算面积，CalcArea(double edge1, double edge2, double angle)；面积公式：area = ![7403530161508230003784.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIAAAAAtCAIAAADp3vSsAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA9JJREFUeF7tWzFW4zAQtfcsDgUvJzAnSLZJRZvOKUlDt+V22yRl0qWloiE+AT4BjwLnLl5pZFuyrJGcYJgX3qgArMgzo//nj0Y8iKuqinjQIfCLzjV7lggwAcR5wAQwAcQIELtnBTABxAgQu2cFMAHECBC7ZwUwAcQIELtnBTABxAgQu2cFMAHECBC7ZwUwAcQIELtnBTABxAgQu2cFMAHECBC7ZwUwAcQIELtnBTABxAgQu+8rIF/F8d32NG5cp+1dLMfohpEwwd/nnamwV3ntBR7bJz9Ccq0RgES1HZ3AxF/GteOYCaPZ0Zwa7+dyk0ZRuinHs+ixNI4zwMNGRE6Gt2Gsglg0rMpoayFqdwHrvgp96WVY5N/CzyAnIt40y1yghHciVzRYSmBNXBUhDQMNAV8O/7URoGDDlOSnIAAmaKAhoD4D8n/rIt08znp1rSneUL/85U+UuUFV1zAZrKdBm5346rJvHTjmo14ecC0AmR53s+Rm6iz1s0UWFU8v7pPy9PJURNmiD6Yydfp4E1+nN4l6BDU6i3+X/Q5tHQk3EhPfpdJsxXVPGIN73KI24rfZiRB/UOZgqLyzqnK/IMnqo04rNNVxDUjrnkPCEhUQMOjIQk/osiwVg3qPcqo3egY8OAyzaVnUsPWAs1b6N2ymEL5rrKc4szpBCSrfC0MTSHs1ua2zyP48SZSY0hQOl/vfSdRM9UyltxM9p/T99uEQ8jCbs0eBwn7eNJyzXfX6UAvbsQnDN1ZZoEJsl1B9EBiaacxE/rxXGLhGvpqso01pGg/dhHXRnKwFS26rcfy8qKrDvTzsD9FyhA5cts0DbCYPryDfYj0Z65IhT0MgVY35HssRCUXxXlqISPyzP840EFDO99nRyhEPAYD9MjrUtaStozYJIvEqyanQkchmiYk3EQOZpT4+wyY4hJojaBjUBXgiyFcSI6N6ortWojcFDer5K/B3Hr+O5AcTQABUF7sUqLNckwl1yjcCFQBe7aQMtAOoXBsi8KoiM6RtZmY74xwaRHJ/kcTP2Qs67Klepjvw9kcRq7ciQm8iR7sgRxM05AqI33GsK2CwFQnelroWOselZdz25fTtPJlV0I77qeOs9XZMPV3VE/VFzPmuKT+xvM6w8DUcQU68nx07afrZe7eV821keh6mrEezZWsjMEzpqAwA7F2fgb+7ihHchIMZfUULEPwvyKhv/F3QFeEbCNUB/8W/ytEEYBfin4PbODvBq/UF+S/+SduOatCteJytXJ0VNM39t1/vPmPx6YVNG782BgKhm/AYPtiGBwEmgDg9/gO4mlTZe0lsQgAAAABJRU5ErkJggg==)三角函数（sin\cos）及平方根函数(sqrt)在静态类Math中using System;using System.Collections.Generic;using System.Linq;using System.Text;namespace ConsoleApplication1{class Program{

static void Main(string[] args){Triangle tri = new Triangle(3, 4, 90);

Console.WriteLine(tri.perimeter);}}class Triangle{private double edge1, edge2, angle;public Triangle(int x, int y){edge1 = x;edge2 = y;angle = 30 \* Math.PI / 180;}public Triangle(int x, int y, int a){edge1 = x;edge2 = y;angle = a \* Math.PI / 180;}public double perimeter{get { return TriangleOperator.CalaPerimeter(edge1, edge2, angle); }}}static class TriangleOperator{public static double CalaPerimeter(double edge1, double edge2, double angle){double edge3 = Math.Sqrt(edge1 \* edge1 + edge2 \* edge2 - 2 \* edge1 \* edge2 \* Math.Cos(angle));return edge1 + edge2 + edge3; }}1、完成教材P221的图10.56对应程序功能。private void Form1\_Paint(object sender, PaintEventArgs e){Graphics g = e.Graphics;Pen p = new Pen(Color.Blue, 2);g.DrawLine(p, 10, 10, 100, 100);g.DrawRectangle(p, 10, 10, 100, 100); g.DrawEllipse(p, 10, 10, 100, 100);}**2、绘制圆形、正方形**1）编辑框输入数字控制绘制图形大小；2）单选框控制当前绘制图形类型。3）点击窗体客户区，以鼠标点击位置为中心绘制圆形、正方形private void Form1\_MouseDown(object sender, MouseEventArgs e){ int r = Convert.ToInt32(textBox1.Text);int ShapType = 0;if (radioButton1.Checked)

ShapType = 1;elseShapType = 2;Graphics g = this.CreateGraphics(); if (ShapType == 1)g.DrawEllipse(new Pen(Color.Blue), e.X - (int)r / 2, e.Y - (int)r / 2, (int)r, (int)r);elseg.DrawRectangle(new Pen(Color.Blue), e.X - (int)r / 2, e.Y - (int)r / 2, (int)r, (int)r);}}**3、颜色拾取**1）构建窗体应用程序，添加PictureBox控件和TextBox控件；2）选择图片文件，显示在PictureBox控件中；3）点击PictureBox，获取鼠标位置，并获得图片对应位置的像素，将像素的颜色值（r，g，b）显示在TextBox中。

private void pictureBox1\_MouseDown(object sender, MouseEventArgs e){Bitmap bmp = new Bitmap(pictureBox1 .Image );Color clr = bmp.GetPixel(e.X, e.Y);textBox1.Text = "R:" + clr.R.ToString() + " G:" + clr.G.ToString() + " B:" +clr.B.ToString();}