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## Question 1

By using the Howell1 data mentioned in the class, the weights listed below were recorded in the !Kung census, but heights were not recorded for these individuals. Provide predicted heights and 89% intervals (either HPDI or PI) for each of these individuals. That is, fill in the table below, using model-based predictions.

library(rethinking)

## Loading required package: rstan

## Loading required package: ggplot2

## Loading required package: StanHeaders

## rstan (Version 2.18.2, GitRev: 2e1f913d3ca3)

## For execution on a local, multicore CPU with excess RAM we recommend calling  
## options(mc.cores = parallel::detectCores()).  
## To avoid recompilation of unchanged Stan programs, we recommend calling  
## rstan\_options(auto\_write = TRUE)

## For improved execution time, we recommend calling  
## Sys.setenv(LOCAL\_CPPFLAGS = '-march=native')  
## although this causes Stan to throw an error on a few processors.

## Loading required package: parallel

## rethinking (Version 1.59)

library(tidybayes)

## NOTE: As of tidybayes version 1.0, several functions, arguments, and output column names  
## have undergone significant name changes in order to adopt a unified naming scheme.  
## See help('tidybayes-deprecated') for more information.

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

data(Howell1)  
  
d <- Howell1  
d$weight\_st <- (d$weight - mean(d$weight)) / sd(d$weight)  
model <- map(  
 alist(  
 height ~ dnorm(mu, sigma),  
 mu <- alpha + beta\*weight\_st,  
 alpha ~ dnorm(178,20),  
 beta ~ dlnorm(0,1),  
 sigma ~ dunif(0,50)  
 ),  
 data <- d  
)  
  
  
some\_weights <- c(46.95, 43.72, 64.78, 32.59, 54.63)  
some\_weights\_standard <- (some\_weights - mean(d$weight)) / sd(d$weight)  
simulated\_heights <- sim(model, data = list(weight\_st = some\_weights\_standard))

## [ 100 / 1000 ]  
[ 200 / 1000 ]  
[ 300 / 1000 ]  
[ 400 / 1000 ]  
[ 500 / 1000 ]  
[ 600 / 1000 ]  
[ 700 / 1000 ]  
[ 800 / 1000 ]  
[ 900 / 1000 ]  
[ 1000 / 1000 ]

simulated\_heights\_mean <- apply(X = simulated\_heights, MARGIN = 2, FUN = mean)  
  
samples <- extract.samples(model)  
  
  
individualone <- rnorm(n = 10000, mean = samples$alpha + samples$beta\*some\_weights\_standard[1], sd = samples$sigma)  
individualone\_mean <- mean(individualone)  
individualone\_hdi <- mode\_hdi(individualone, .width=0.89)  
  
individualtwo <- rnorm(n = 10000, mean = samples$alpha + samples$beta\*some\_weights\_standard[2], sd = samples$sigma)  
individualtwo\_mean <- mean(individualtwo)  
individualtwo\_hdi <- mode\_hdi(individualtwo, .width=0.89)  
  
individualthree <- rnorm(n = 10000, mean = samples$alpha + samples$beta\*some\_weights\_standard[3], sd = samples$sigma)  
individualthree\_mean <- mean(individualthree)  
individualthree\_hdi <- mode\_hdi(individualthree, .width=0.89)  
  
individualfour <- rnorm(n = 10000, mean = samples$alpha + samples$beta\*some\_weights\_standard[4], sd = samples$sigma)  
individualfour\_mean <- mean(individualfour)  
individualfour\_hdi <- mode\_hdi(individualfour, .width=0.89)  
  
individualfive <- rnorm(n = 10000, mean = samples$alpha + samples$beta\*some\_weights\_standard[5], sd = samples$sigma)  
individualfive\_mean <- mean(individualfive)  
individualfive\_hdi <- mode\_hdi(individualfive, .width=0.89)  
  
listA = c(individualone\_mean,individualtwo\_mean ,individualthree\_mean ,individualfour\_mean ,individualfive\_mean)  
listB = c(individualone\_hdi$ymin,individualtwo\_hdi$ymin,individualthree\_hdi$ymin,individualfour\_hdi$ymin,individualfive\_hdi$ymin)  
listC = c(individualone\_hdi$ymax,individualtwo\_hdi$ymax,individualthree\_hdi$ymax,individualfour\_hdi$ymax,individualfive\_hdi$ymax)  
  
answer.sheet = tibble(Individual = 1:5, Weight = some\_weights, Expected\_height = listA, lowerbound89hdpi = listB, upperbound89hdpi = listC)  
  
answer.sheet

## # A tibble: 5 x 5  
## Individual Weight Expected\_height lowerbound89hdpi upperbound89hdpi  
## <int> <dbl> <dbl> <dbl> <dbl>  
## 1 1 47.0 158. 144. 174.  
## 2 2 43.7 152. 137. 167.  
## 3 3 64.8 190. 174. 204.  
## 4 4 32.6 133. 118. 148.  
## 5 5 54.6 172. 157. 187.

## Question 2

Select out all the rows in the Howell1 data with ages below 18 years of age. If you do it right, you should end up with a new data frame with 192 rows in it. (a) Fit a linear regression to these data, using stan model. Present and interpret the estimates. For every 10 units of increase in weight, how much taller does the model predict a child gets?

d2 = d %>% filter(age < 18)  
  
modelB <- map(  
 alist(  
 height ~ dnorm(mu, sigma),  
 mu <- alpha + beta\*d2$weight,  
 alpha ~ dnorm(100,50),  
 beta ~ dlnorm(0,1),  
 sigma ~ dunif(0,50)  
 ),  
 data <- d2  
)  
#For every 10 units of increase in weight, how much taller does the model predict a child gets?  
precis(modelB)

## Mean StdDev 5.5% 94.5%  
## alpha 58.33 1.40 56.09 60.56  
## beta 2.72 0.07 2.61 2.82  
## sigma 8.44 0.43 7.75 9.13

We can see that the mean of beta is 2.72,that means on average, if there’s 10 units of increase in weight a child gets 2.72\* ln(10) ~= 6.263 taller

1. Plot the raw data, with height on the vertical axis and weight on the horizontal axis. Superimpose the stan predicted regression line and 89% HPDI for the mean. Also superimpose the 89% HPDI for predicted heights.

library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

weight\_seq <- seq(from = 0 , to = 100, by = 0.5)  
  
#makes mean  
twoBsamples <- data.frame( mvrnorm(n = 10000, coef(modelB), vcov(modelB)) )  
simMu\_func <- function(w){  
 twoBsamples$alpha + twoBsamples$beta \* w  
}  
simMu <- sapply(X = weight\_seq, FUN = simMu\_func)  
simMu\_mean <- apply(X = simMu, MARGIN = 2, FUN = mean)  
simMu\_hpdi <- apply(X = simMu, MARGIN = 2, FUN = HPDI, prob = 0.89)  
  
#makes heights  
height\_func <- function(w){  
 rnorm(n = nrow(twoBsamples), mean = simMu\_func(w), sd = twoBsamples$sigma)  
}  
height\_samples <- sapply(X = weight\_seq, FUN = height\_func)  
height\_hpdi <- apply(X = height\_samples, MARGIN = 2, FUN = HPDI, prob = .89)  
  
#plot  
plot(height ~ weight, data = d2, col = col.alpha(rangi2, .5))  
lines(x = weight\_seq, y = simMu\_mean)  
shade(object = simMu\_hpdi, lim = weight\_seq)  
shade(object = height\_hpdi, lim = weight\_seq)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAkFBMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6OpA6kLY6kNtiYrlmAABmADpmZgBmZmZmkJBmtv9oaLlvb9lzc7lzc9l6etmHh9mLi7mQOgCQZgCQkGaQtpCQ2/+fn/+jo9m2ZgC2kDq2tma2//+5ubm/v//Z2dnbkDrb/7bb////tmb/25D//7b//9v////skoU0AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAV90lEQVR4nO2dDWPbuJFAlTTJbuvNtpecQtBtbagXirrIif7/vyuBAUCQIkhQBAhwOG83juw4EOkXAIOv4eFGoOaQ+gKIuJBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5AQWfCBWIpXgsMVtidqDSnKA33z+gvPdSPDK+NgCvwdvv2PvR4JXZb7eab/j77iy4PldAyq89VaB9FINXhV/vfNa5/P57HxPErwaHnp9gyvOue1X/RqEBK+Ft9/p6svVLyj4bH28hwSvxFy9E37FR1UyCc4AX71ewZUSrMsmwenx1usVXEnBllHqgxMzt/reG9UxlaJvlKLolPjrPThqr46pNONGe5DgmHjIndRrYir9qb9cAQmOyBy/7s63K1jEVnMMk+B4+PsdDa46giF2nmGYBEcjjN7a6oNvU2OiAUhwLELprU0ULUolwZkQUK8GCh4d9A5AgmPgoauetyrYrgvOGCIJSHAEfP3OqL6T674uSHB4PPVOrgraE1gPXwwJDo5bqzY2MbOhv7s2g6MFV0OCQzNpzE+vNfxddDkkOCzjxpoqzMFvWZYTfS8IHg6oZKDlira6XyfBIZkwJpwdZfVt7FZ89LvvFgUFyp0cKrnGS72vk+BwjAuruWyem5p7qErZOk8b7vuFXyDZqL7dfY/9dRIciq7LIXlM+JW9LzTP44I5Z+d7v+IjCU7AXevaLu8Z2bzpeKF1LkE4H/gmxdCMVU6Cfz3D9vb334MUlzvdqttd/jEvRfN8KNvWmQ19k+237898LX0ffDk8wYurfrGouNzpVV1bsPkIYyMRPOsGuP3z3pK+3LMhCx6owqr6po2ifz0brZcPPxYXlzndphmCqb5ga+aKd795SPDNtWo0cx5aEEXwz89f9Muro5FGI9huWLUoq8WF30ozNqrqnmDRqPcEy3Lnrhq5oBq8DNtvK8qKmUTrXMqZq/JYdmJnrmt751+Embh6oLYOEasPVlUYex9cd2GmOrbIOSsYGrURWFt7VZ3nfb+hiBRF//wMUbSj/iIR3FMpRbHukMdMPEPtZbz/NzqNc3i/NA5ewL1fWYstY9a6wr3KQcHBL5IEP0zfL/SkjLXKWr1DdbX9O7HkCqIKfvv0xfVHmxZ8pxZgMiLmxll3VfBuMkMZ7hz1DU+kYVKbqgHhMOlejqqM4nMGYbSqvvai7/AEdczaK4hTg1XwjLMGDzavavZRxFjyP7t1nibi1UaLokX8fC94+0lY7BrbfjS6uQyV24mrtHZvEfvg07sXjDXYEtMKbpcY4IWpvsn1xgyyLocnfIJtNe28lfWbcD2jdY5/xRGj6LdPf8EmuGtHNcoFg3a5hiC67AdXSf1GHSb9ej7gEtz3o4dFsGAAvquq9A6u1rhmmujwZtBR47apuwyiK+h+D2X62LmFBHvikCTW7YVjqL5q2chL7zp+SbAnLktMLiB9k/OTpWqdy4z80kyWF25Nwi9jRVOBxXKvtaMuE7+RavCvZ+duu0eKS8yIJi6jaDEJfVQbYsuJ3c7r6o24q/JjyOLSoT06tHE5tcHkgQW96JuPXEGsPvjqHiE9UlwqtEYzUcW6qjmsIVXVUfa+HrV37TugIGsMa+1Pj4N6e3K4iZ2rcnS5KI1eEjzC+cxqMwdZ1+1cRkdjWR7l0LfkZsNsTn5JsJPzrSt0WHClN8Ry3ttSl4dfEuzirCuvvZqg13xtv2pi0rElJ7FeEuyiZ5dzXYmZVYXtZaNJwYluhAQPAkeHVKtsti83MXTBud792lsVdOy5SuyXBA8im+JabWRnbSPdnkTges9Gq3AsiE53KyR4ALXBmWulvA2t9J46dZLbnV/Stp3yXkjwPXZ/2kbOKkzWe+rK0UVfq71OfDMkuIusfKw2Z/5awUwdBIQ9deNbrtp/IanvhwRbtHK+wQbn2kTSakO7DL1k6zyeBEkLTn1HNxJs0bphaoOzNsxgQUHs3qhVliufHFc89R0JSLBGu5F7cOxaC+ESVGimWudRvcpwFn5JsEarYbIhFlWWFfZpXwipxaYNrzXB5p9F6jsC9irYnJ9XL9qqJ/4ranlMsLN21CgrYWzktaSfQ/8r2KngNl8N/FIG5YdCVF2510qt52vDZali5wxXBZ3sU3An45SY2FCDXH14rJAjpZ7gqtIbJjNcFXRCgm9qtorD9gw5Q6nnM/RgCfQeXOf0M/ZLgutaZ10AtWY+Q85taL8w8VxPLilk53engk0fDMPcQoyN5N5XVutVJL3/SmV4NmOjyX05aW/sjp0KVsFzLftdRaGHvvaeDV5Pritk7Xe3giW1rq0guRDrvYzZGye57nw99Wbnd8+CtUJopQuxjMBYp/rWYtnX/7BRhnr3LNjUURgfCb/QAVvZykTrbKWX3J7eHQuWctVYVyVAgra5rcQ6ttrUzFWflQXnkoRFVV61FigPFzERZenxMOy5UtvZN6x3ZzXYhM7Gr9m3oZpm2DWpgysrthofHaW4GU/2JBgGv8YK73xUu3IYdMC8tyo4Pr+R4F682ZFgPe/cEwx1U5/Rh1+lnrga+LewKb2PCP7554v83ZXLPfD7hgOWBXlXm/Zqt9dqVbDufqdD8Pr3MY/HBV+2KLhrSQ58QZ2lcGBmwy14/duYyVzBpzYOduRyD/y+ATn3/Kqgua3C2u/9xJWrD05wFzN5vAav9L4hsfdYGWvtoYV2bHRvcjiKTnETM9lJkNWti0ys7CvbjLVHj3jVC64mWPceHuMBwZNPNQv6vkFoayE8VoHJ4a4c8orjZKqZVknqMOl9SPBpkdm57xsAq+6C40ItKhRqax38X03uZ9+e3of64M+Loqu577sYbQTa4ULtfJaiGTN7r+TURm45rkLwiODx/DmB33cR5/PZWFFLCaJlFjWYqd2x6sCgap195p1XufJgzBc8mQIr7Psu4WxNbKiKysTar3BsH1zgkELUYz/s1vQ+1AePpPmO8L4LgP3OZpIClozEtjqRm+5/oR+GHHVibDS922qLfucK9shCGfh9F3BWe65AsLD5TTTS3wpzbF/POx+whVYtmMfBeiKjnXOWeQdFK63XFkSC9hlDoxUuOjTbF+x6Sqdll3G961mfYdDPJ/M7K7hhvw9F0aaRXtAXBxPseM4uGIH2WcVSep5D/Cpku91fFcQmV/BADYanXl0PX5aMiEMJHn5SttFiTTfDfiu1n521+51x+10wTLp8+OF6+nPI951gSLAtxlowUo/PEFMbhX1WELPeJRMd1/ffF6z5xxPcc8O5SbZRW6KHVwXR6X2sBkPDLGpwesF3ffCAIM6tIS682EXrLFnSBy+Z04oVRQ/btRJ5w6J+iXpoZPPIMEnG0U3lXbKsFGcc3ErVrxjXJ7nr1vBuqu8t2jh4cs04imBtVVdUc7JbrwhK9hFcaeIIvugNW1fXzq0Ygi2/9gCJiWVBI3gvwZUmimAdh91kKLa4OD+Ml75grieyuHvLFVq/8xcbnsxMlrsHtpaMXSOp0ILrtue1BZtVpFo/WHAvwZUGRw22jPZfcTXtbFKI7kpvvD5YVeF1+mBTb/XaYBtFm2R1fNZJ/ZBXl5YHh0kffpxG56F1O+6cywwouLaqLVc7c6w0/KojnhFcYfL70ETHu5em4V249y6YYO2E63lnOAbK4JjgXlZ93Tw2VSl61gzOJnW0wFqgyiYKD1xoW2fv4CrEZWXFY4sNQvDoSsM6Ex1dN3CAm8NmdvGFQrbX1YxlwRAXlRmP1+DTyFrhOhMdd3507kEtWMgu/TMxBLik/Hi4D76M7OdYZ5g0oIirzXQMNLexs+t0IHq/jy82vBs5Y+ie6AiYhMWhCRTDFlk5cXX0eu4cVr/bnegYqr6i6jK9d5KpLVfdCZC9+d3mRMdw1a3lyaPaThCrEwBrwe697UsuJ2siHR+NOtHh9CvOLOgUz/Ks4PFoLfPz2t0TL7iazNng8dHhKigrMMxzKL+VfdrImrPck94NHh91NLFwllt9hFXBsu/TITjA3WTMxo6PuvTW0MMWshqrias7n4OCA9xL1mzq+OiIXmGOFeLcoMlyde/zvg8OcCeZE+X4qMcZxAcEj+utVT8r9rOXZam2YfV89qPo+RexOeIcH/31PBWIzRY8qVdu3ii+Hg9lVTL1mN+J+cm517BFou2qnGjH5woeFcXU6hGDPCp6TWniH8TMK9gosY6PXieOHs4sbtxvDY86Eg8WbGqvebQk+b1t5HzwuCmY2Ciq6ih639pTcNjbyZctCB4Vxdk3afKPJrj6+vVYy4c4884z6XasdwuCJ/QWHJZ9vx6OTfUt2mwrJFeSu+BRvTVseC7k2OiPEp67UE9Ez2HvI3syFzzul8mtG7z646sMroRdNv43duc3c8FT9bcZIMGWK9E6y1PAU4LD3sUGyFnwhCu5xa78WspNG4zJtLHkt0++gidUwVSVGBodv1ZypZB9K76R3z65Cp7W29RWMXH1tSyrbvYr8muTo+BJuVB9q2PV9L2wbqQfEbu7HTmTZCjYyy88+6Y8lubxg3WtnlpGem3yE+zjtz6qx75ynQeLQ4S1s/04HuQm2EtvVcrHvpY6R6Gs04yT3wHyEuylVz88oyz0RuhaZ0siv3fkJNjDLec6EUN55OqISsHcG2LDXvQWyUiwh1/GOZwVVEOjArKL1t1sheTXIh/BHn4LuaYvT+pD6jrx2BT5/CPr/ALp7ZBLIjQPvTUrRe9blvKor34oLK8dgmddL14ySYTm41cNfUv1bCN5QhRyP8McNPkdIo/ThT5+azU2Oird8NyFghVqrER+B4kieGYiNC+9MDYqy0L5rXWSURBNeh2kr8GeeuWG2FKvB5q5DfNUFdI7TOLzwV52hV6Z5Yqbh+OYA791+z/pHSJSFO15Ptjbr5WkDhy3gu1c0OT3jqTj4FnV1/KrFxi6CQzJ7xArC7aTsPjr1WNfS7DeOdntf4NcIy4iCT4dDh/lZIfrAMvBy6/Sq/IgdQSbzzn5HSNSkCUSpR0+jqQDOHjrrcqqsp/8usdEGwuIN0y6ykxazmGSr95m/Ft2B7qOjTkzrm9PxJvogCkO50SHh16IrSo5DamfQkh1dyaZ1uCqHRrBYJeNpUGacWm7I3IfbM1p9Yqb8nvQQyPITMjMqQVa9Z1Fsih6qvpWeugrlwVlTgYQzPrN9KwL2x3JJjrG9VozGzVXk861OjnYq8RhrwsduQlug6v2awx2THKzR1YbDntJOMlMsBVctUAid1abPIVKcNgrQkpegvutsxZc9+ouJ7++5CS4G1xJkcaqWVDg5HcW+Qi+C66MWOvpv630sJeDl1wEDwVXqmm+31BHev3JRLAzuNJHBmlk9CB5CHYFV6JpLvpVOOyFYCcHwffBlUIEVgXvzm2EvQz8pBc8EFy1TbQ4O8jstGZhr2IHJBZcVc7qqw5186IomBEc9iL2QFLBSq/Dr0pJWMhAmoZGD5JQ8IRe9YCrb/IQoajCYS9gL6QTPKEXcnpzVjBRfzkL+/b7IZngKb0q7WRTg+VS8O0c9v13Q0rBoNf5YF9YHRRrhaypvyT4MdIJHq++YFhMdDRhtJBLgh8jmeAJvbC6D8Oj1xv5fZikffBI5a3N0aNGbkPYd98RCQWPNc76I79R5V1GsiQsY37VEdGmB6bKu5RkSVjG/KrWmTHSu5hkKRxGBcshEjs3rTMZXkiyJCzjepvm+fwqu9/XGe9L3JNbDdYJOF6lWhK8mGRJWNzRFZPrCq832QFTE72QZElYnH45k5W20ftKMfRy0u/o6AnmUHPl6Jf8LidZEhaHYGH0VUTPQd6OiHZ8tAme3z4dDvIQ+GBxg4Jll9vYfSW/oYgjWPr97aUzYOoVN6S34fVMS0dBiTQObmLnk3zI+4xhkgqbb+Q3JNEmOtRY2H+iQ7bLZ4qsAhOpiW5q72VeDVa1l+QGJo7gn5/ff7dS7QwV1/er2mYSHJhYw6QrDIY+OovrhVckOBI5THSoLRs0MRmD9IL1pNWNhr8xSCxYvASrNO8ch6SC4eXZ+kiEJqFg/ZIExyQDwTR5FZN0gq1PqPuNR9KHchDxIcHIIcHIIcHISXe6kFiHRIIXEeFawhe5iYtcq/CZbOJnt4mLXKvwmWziZ7eJi1yr8Jls4me3iYtcq/CZbOJnt4mLXKvwmWziZ7eJi1yr8Jls4me3iYtcq/CZbOJnt4mLXKvwmWziZ7eJi1yrcCI9JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5JBg5mQh++11m7bmO5FibhUxN/xS0yIsuKFiJgpPMZhO0yC55CBbZXW6Q28WZ32UOv56bUi4ilUiwIi/NFcqCgpUouMq8rkGL7JGF4Cs8BQJycJ2cGV78efskMvFdVE6gEEXKJHC/nj8GvEhZqhActMg+OQi+Hp5kYjWjJVS5717CFikEBy3x8uGfjeDQ990hB8E3lTlPpsF0JtGbz+n997BFXppmNGSJTVmiDw593x1yEgzdUMD+7SlokVcZtgUsUTTNQnDg++6CV/BVx1jhivz1/OFHwBJFPshdCQ7aVMFjJQK3fqJXD1aiLGlXTXTIYEM9wytw/NIUF67EizoIGrDIAXISHHC4oJ8PE6xIkHANOPACTnsYJt10+xRswP/2ST/2J1iRxkTYWYnTLiY6TAd0CTRlp1o/UVaoIm8n0ZqqwkNPVQYtsksmgolYkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDkkGDk7F7wz89fBj65fhn+7u2xe8EdtOCO9W1Dgm1I8KYRWZBuV3EGVBzavEAuPHB5Ohze/evdy8/P//NJHrk/yARlGNiTYJn1ROS/Ewe5ZUqkT08g+CTS2B2EYJEhT/xONXiLiFP0p398+PH224vMXCfOnQuXkJ/h9A6+2nxGgrdJ4+3nn//+/XvjFTImKJcmgYQUK76LBG+T09PbX///z5fTR5HVDFLcCJcXEoyEy4f/fLyd/vb8pc15QjUYE2+//70Jr/7y20s7EGr74AsJ3jwySoYczSKKhriqE0VrwU/ThW2DfQmWJlUSLTEObj4z4+D3/wchtfzKicbB+IiULDIxJPim8hQiapZtSLBADprQxFUdSDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBySDBy/gt2pmE7ZZFNOAAAAABJRU5ErkJggg==) (c) What aspects of the model fit concern you? Describe the kinds of assumption you would change, if any, to improve your model. You don’t have to write any new code. Just explain what the model appears to be doing a bad job of, and what you hypothesize would be a better model

A: Because the data in the plot doesn’t seem to follow a straight line. First, weights seem to increase height faster, and at around 40 weight, the height gets more fixed. And we can see that as weight grows, the height’s increase are slowing down, that’s diminishing marginal increase. So we know the slope of the regression should not be a constant, and by diminishing increase, we hypothesize it to be a height = ln(weight) model.

Question 3. Suppose a colleague of yours, who works on allometry, glances at the practice problems just above. (In Question 2). You colleague exclaims, “That’s silly. Everyone knows that it’s only the logarithm of body weight that scales with height!” Let’s take your colleague’s advice and see what happens.

1. Model the relationship between height (cm) and the natural logarithm of weight (log-kg). Use the entire Howell1 data frame, all 544 rows, adults and non-adults.Fit this model, using MCMC (stan)

d3 <- Howell1  
modelC <- map(  
 alist(  
 height ~ dnorm(mean = mu, sd = sigma),  
 mu <- alpha + beta\*log(weight),  
 alpha ~ dnorm(mean = 178, sd = 100),  
 beta ~ dnorm(mean = 0, sd = 100),  
 sigma ~ dunif(min = 0, max = 50)  
 ),  
 data = d3  
)  
  
weight\_seq <- seq(from = 5 , to = 100, by = 0.5)  
  
# makes mean  
twoCsamples <- data.frame( mvrnorm(n = 10000, coef(modelC), vcov(modelC)) )  
simMu\_func <- function(w){  
 twoCsamples$alpha + twoCsamples$beta \* log(w)  
}  
simMu <- sapply(X = weight\_seq, FUN = simMu\_func)  
simMu\_mean <- apply(X = simMu, MARGIN = 2, FUN = mean)  
simMu\_hpdi <- apply(X = simMu, MARGIN = 2, FUN = HPDI, prob = 0.97)  
  
# makes heights  
height\_func <- function(w){  
 rnorm(n = nrow(twoCsamples), mean = simMu\_func(w), sd = twoCsamples$sigma)  
}  
height\_samples <- sapply(X = weight\_seq, FUN = height\_func)  
height\_hpdi <- apply(X = height\_samples, MARGIN = 2, FUN = HPDI, prob = 0.97)  
  
summary(simMu\_mean)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 51.98 134.32 162.67 153.19 180.24 193.00

Can you interpret the resulting estimates?

First, the mean of alpha is -23.78,that means on average, if a person is 1 weight(which is impossible), the person would have -23.78 height on average. And beta on average is 47.08, that means on average if a person have 10 weight, the height should be -23.78+47.08*ln(10) ~= 84.626. Seems very logical based on fact. As the weight heavily increases, for example, 100 weight, we have average height = -23.78+47.08*ln(100) ~= 193.031. We can see the increase from weight 1 to 10 (9 increase) is 84.626 – (-23.78) = 108.406. But when weight increase from 10 to 100(90 increase), the increase in height is 193.031 -84.626 = 108.405, the same. Finally, there’s sigma, the deviation from average mean of height, is on average 5.13 , and it is based on uniform distribution , so

1. Begin with this plot: plot(height~weight, data=Howell1, col=col.alpha(rangi2, 0.4)) Then use samples from the approximate posterior of the model in (a) to superimpose on the plot: (1) the predicted mean height as a function of weight, (2) the 97% HPDI for the mean, and (3) the 97% HPDI for predicted heights.

#plot  
plot(height ~ weight, data = d3, col = col.alpha(rangi2, 0.4))  
lines(x = weight\_seq, y = simMu\_mean)  
shade(object = simMu\_hpdi, lim = weight\_seq)  
shade(object = height\_hpdi, lim = weight\_seq)
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