**2021**年百度精选面试题及答案

1. 输入www.baidu.com在浏览器的完整过程，越详细越好。

浏览器获取输入的域名ww. baidu. com

浏览器向域名系统DNS请求解析ww. baidu. com的IP地址

DNS解析出百度服务器的IP地址

浏览器与服务器建立TCP连接（默认端口 80）

浏览器发出HTTP请求，请求百度首页

服务器通过HTTP请求把首页文件发给浏览器

TCP连接释放

浏览器解析首页文件*，*展示web界面

1. 请描述C/C++程序的内存分区？

其实c和c卄的内存分区还是有一定区别的，但此处不作区分：

1） 、栈区（stack）-由编译器自动分配軽放,存放函数的参数值，局部变量的值等。 其

操作方式类似于数据结构中的栈。

2） 、堆区（heap） ——般由程序员分配释放，若程序员不軽放，程序结束时可能由 OS回

收。注意它与数据结构中的堆是两回事，分配方式倒是类似于链表。

3） 、全局区（静态区）（static） —，全局变量和静态变量的存储是放在一块的，初 始化的

全局变量和静态变量在一块区域，未初始化的全局变量和未初始化的静态变量在相邻 的另

—块区域。-程序结束后由系统释放。

4） 、文字常量区一常量字符串就是放在这里的。程序结束后由系统释放。

5） 、程序代码区一存放函数体的二进制代码。

栈区与堆区的区别：

1） 堆和栈中的存储内容：栈存局部变量•,函数参数等。堆存储使用new、malloc申请 的变量等；

2） 申请方式：栈内存由系统分配，堆内有由自己申请；

3） 申请后系统的响应：栈一一只要栈的剩余空间大于所申请空间，系统将为程序提供 内存，否则将报异常提示栈溢出。

堆一一首先应该知道操作系统有一个记录空闲内存地址的链表，当系统收到程序的申请 时，会遍历该链表，寻找第一个空间大于所申请空间的堆结点，然后将该结点从空闲结 点链表中删除，并将该结点的空间分配蜘程序；

1. 申请大小的限制：WindowsT栈的大小一般是2M,堆的容量较大；
2. 申请效率的比较：栈由系统自动分配，速度较快。堆使用new、malloc等分配，较 慢；

总结：栈区优势在处理效率，堆区优势在于灵活；

内存模型：自由区、静态区、动态区；

根据c/c++对象生命周期不同，c/c++的内存模型有三种不同的内存区域，即：自由存 储区，动态区、静态区。

自由存储区：局部非静态变量的存储区域，即平常所说的栈；

动态区：用new , malloc分配的内存，即平常所说的堆；

靜态区：全局变量，静态变量，字符串常量存在的位置；

注：代码虽然占内存，但不属于c/c卄内存模型的一部分；

1. 快速排序的思想、时间复杂度、实现以及优化方法？

快速排序的三个步骤

1. 选择基准：在待排序列中，按照某种方式挑出一个元素，作为’基准(pivot);
2. 分割操作：以该基准在序列中的实际位置，把序列分成两个子序列。此时，在基准 左边的元素都比该基准小，在基准右边的元素都比基准大：
3. 通归地对两个序列进行快速排序，直到序列为空或者只有一个元素。

基准的选择：

对于分治算法，当每次划分时，算法若都能分成两个等长的子序列时，那么分治算法效 率会达到最大。

艮卩：同一数组，时间复杂度最小的是每次选取的基准都可以将序列分为两个等长的；时 间复杂度最大的是每次选择的基准都是当前序列的最大或最小元素；

快排代码实现：

我们一般选择序列的第一个作为基数，那么快排代码如下：

void quicksort(vector<int> int left, irrt right)

[

if (left < right)//false 则递归结束

{

int key=v[left];//基数賦值

int low = left:

int high = right:

while (low < high) //当 lou«=high 时，表示一抡分割结束

{

while (low < high && v [high] >= key)〃v[low]为基数，从后向前与基数比 较

!

high—:

}

swzp (v[lov/], v [high]): while (low < high && v[low] <= key)//v [high] ^1 基数，从前向后与基数比 较

!

lovH-；

}

(vflow]3 v[high]):

}

//分割后，对每一分段重复上述操作

quicksort (v, left, low-1):

quicksort (v, lovrt-1, right):

注：上述数组或序列V必须是引用类型的形参，因为后续快排结果需要直接反映在原序 列中；

优化：

上述快排的基数是序列的第一个元素，这样的对于有序序列，快排时间复杂度会达到最 差的0(n\*2)o所以，优化方向就是合理的选择基数。

常见的做法“三数取中〃法(序列太短还要结合其他排序法，如插入排序、选择排序等), 如下：

1. 当序列区间长度小于7时，采用插入排序：
2. 当序列区间长度小于40时，将区间分成2段，得到左端点、右端点和中点，我们对 这三个点取中数作为基数；
3. 当序列区间大于等于40时，将区间分成8段，得到左三点、中三点和右三点，分 别再得到左三点中的中数、中三点中的中数和右三点中的中数，再将得到的三个中数取 中数，然后将该值作为基数。

具体代码只是在上一份的代码中将“基数赋值"改为①②③对应的代码即可：

int key=v[left];//基数谶值

if (right-left+l<=7) {

insertion\_sort (v, left, right);〃插入排序

return;

Jelse if (right-left+l<=8) (

key=SelectPivotOfThree (v, left, right)；〃三个取中

}else{

〃三组三个取中，再三个取中(使用4次SelectPivotOfThree，此处不具体展示)

}

需要调用的函数：

void insertion\_sort (vector<irrt> &unsotrted, irrt left, irrt right) //插入排序算法

[

for (int i = left+1: i <= right: i++)

[

if (unsorted[i - 1] > unsorted[i])

int temp = unsorted[i]: int j = i;

while (j > left && unsorted[j - 1] > temp) [

unsorted[j] = unsorted[j - 1]:

unsorted [j] = tenp:

int SelectPivotOf Three (vector<int> &arr, int low, irrt high)

//三数取中，同时将中值移到序列第一位

[

int mid = low + (high - low)/2;〃计算数组中间的元素的下标

//使用三数取中法迭择枢轴

if (arr[mid] > arr[high])//目标：arr[mid] <= arr[high]

[

swzp (arr [mid], arr [high]):

}

if (arr[low] > arr[high])//目标：arr[low] <= arr[high]

[

swzp (arr [low], arr [high]):

}

if (arr [mid] > arr[low]) 〃目标：arr[low] >= arr[mid]

[

swzp (arr [mid], arr [low]):

}

〃此时，arr [mid] <= arr[low] <= arr [high]

return arr[low]：

//low的位置上保存这三个位置中间的值

〃分割时可以直接使用low位置的元素作为枢轴，而不用改変分割函数了

}

这里需要注意的有两点：

1. 插入排序算法实现代码；
2. 三数取中函数不仅仅要实现取中，还要将中值移到最低位，从而保证原分割函数依然 可用。
3. 请描述IO多路复用机制?

10模型有4中：同步阻塞10、同步非阻塞10、异步阻塞10、异步非阻塞10； 10多路 复用属于10模型中的异步阻塞10模型，在服务器高性能10构建中常常用到*。*

同步异步是表示服务端的，阻塞非阻塞是表示用户端，所以可解释为什么10多路复用 （异步阻塞）常用于服务器端的原因；

文件描述符（知，又叫文件句柄）：描述符就是一个数字，它指向内核中的一个结构体 （文件路径，数据区等属性）。具体来源：Linux内核将所有外部设备都看作一个文件来 操作，对文件的操作都会调用内核提供的系统命令，返回一个fd（文件描述符）。 下面开始介绍10多路复用：

（1） I/。多路复用技术通过把多个I/。的阻塞复用到同一个select、poll或epoll的 阻塞上，从而使得系统在单线程的情况下可以同时处理多个客户端请求。与传统的多线 程/多进程模型比，I/。多路复用的最大优势是系统开销小，系统不需要创建新的额外 进程或者线程。

（2） select, poll, epoll本质上都是同步I/O,因为他们都需要在读写事件就绪后自 己负责进行读写，也就是说这个读写过程是阻塞的，而异步I/O则无需自己负责进行读 与，异步I/O的实现会负责把数据从内核拷贝到用户空间。

（3） I/O多路复用的主要应用场景如下：

服务器需要同时处理多个处于监听状态或者多个连接状态的套接字；

服务器需要同时处理多种网络协议的套接字；

（4） 目前支持I/O多路复用的系统调用有select, poll, epoll, epoll与select的 原理比较类似，但epoll作了很多重大改进，现总结如下：

1. 支持一个进程打开的文件句柄知个数不受限制（为什么select的句柄数量受限制: select使用位域的方式来传逢关心的文件描述符，因为位域就有最大长度，在Linux 下是1024,所以有数量限制）5
2. I/O效率不会随着FD数目的増加而线性下降；

©epoll的API更加简单；

（5） 三种接口调用介绍：

1. select函数调用格式：

#include <sys/select. h>

#include < sys/1ime. h>

int select（int maxfdpi, fd\_set \*readset, fd\_set \*wxiteset, fd\_set

\*exceptset, const struct timeval \*tineout）

//返回值：就绪描述符的数目，超时返回。，出错返回T

1. poll®数调用格式：

# include <poll. h>

int poll （ struct pollfd \* fds, unsigned int nfds, int timeout）;

©epoll®数格式（操作过程包括三个函数）：

Sinelude〈sys/epoll. h>

int epoll\_create（int size）;

int epoll\_ctl（int epfd, int op, int fd, struct epoll\_event \*event）;

int epoll\_wait（int epfd, struct epoll\_event \* events, int maxevents, int timeout）;

（6） 作用：一定程度上替代多线程/多正程，减少资源占用，保证系统运行的高效率; 更多细节待续……

1. 实践中如何优化MySQL?

四条从效果上第一条影响最大，后面越来越小。

1. SQL语句及索引的优化
2. 数据库表结构的优化

®系统配置的优化

@硬件的优化

1. 什么情况下设置了索引但无法使用？
2. LIKE语句，模糊匹配
3. 0R语句

®数据类型出现隐式转化（如varchar不加单引号的话可能会自动转换为int型）

1. SQL语句的优化.
2. 对查询进行优化，应尽量避免全表扫描，首先应考虑在where及order by涉及的 列上建立索引。
3. 应尽量避免在where子句中使用!=或。操作符，否则将引擎放弃使用索引而进行全 表扫描。
4. 应尽量避免在where子句中对字段进行null值判断，否则将导致引擎放弃使用索 引而进行全表扫描，如：

select id from t where num is null

可以在num上设置默认值0,确保表中num列没有null值，然后这样查询：

select id from t where num=0

1. 应尽量避免在where子句中使用or来连接条件，否则将导致引擎放弃使用索引而 进行全表扫描，如：

select id from t where num=10 or nun=20

可以这样查询：

select id from t where num=10

union all

select id from t where num=20

1. 下面的查询也将导致全表扫描：

select id from t where name like

若要提高效率，可以考虑全文检索。

1. in和not in也要慎用，否则会导致全表扫描，如：

select id from t where num in（l,2, 3；

对于连续的数值，能用between就不要用in 了：

select id from t where num between 1 and 3

1. 如果在where子句中使用参数，也会导致全表扫描。因为SQL只有在运行时才会解 析局部变量，但优化程序不能将访问计划的选择推迟到运行时；它必须在编译时进行选 择。然而，如果在编译时建立访问计划，变量的值还是未知的，因而无法作为索引选择 的输入项。如下面语句将进行全表扫描：

select id from t where num=@num

可以改为强制查询使用索引：

select id from t with (index (索引名)：where num=@num

1. 应尽量避免在where子句中对字段进行表达式操作，这将导致引擎放弃使用索引而 进行全表扫描。如：

select id from t where num/2=100

应改为：

select id from t where num=100\*2

1. 应尽量避免在where子句中对字段进行函数操作，这将导致引擎放弃使用索引而进行 全表扫描。如：

select id from t where substring (nane, 1, 3)=, abcJ --name 以 abc 开头的 id select id from t where datediff (day, ere ate date,J 2005-11-305 )=0—' 2005T1-30’ 生成的id

应改为：

select id from t where name like 'abc%'

select id from t where createdate>=, 2005-11一30‘ and createdate<J 2005T2T'

1. 不要在where子句中的“=”左边进行函数、算术运算或其他表达式运算，否则系 统将可能无法正确使用索引。
2. 在使用索引字段作为条件时，如果该索引是复合索引，那么必须使用到该索引中的 第一个字段作为条件时才能保证系统使用该索引，否则该索引将不会被使用，并且应尽 可能的让字段顺序与索引顺序相一致。
3. 不要写一些没有意义的查询，如需要生成一个空表结构：

select coll, col2 into #t from t wheie 1=0

这类代码不会返回任何结果集，但是会消耗系统资源的，应改成这样：

create table St (...)

1. 很多时候用exists代替in是一个好的选择：

select num from a where num in(select num from b)

用下面的语句替换：

select num from a where exists (select 1 from b where num=a. num)

1. 并不是所有索引对查询都有效,SQL是根据表中数据来进行查询优化的，当索引列 有大量数据重复时，SQL查询可能不会去利用索引，如一表中有字段sex, male、female 几乎各一半，那么即使在sex上建了索引也对查询效率起不了作用。
2. 索引并不是越多越好，索引固然可以提高相应的select的效率，但同时也降低了 insert及update的效率，因为insert或update时有可能会重建索引，所以怎样 建索引需要慎重考虑，视具体情况而定。一个表的索引数最好不要超过6个，若太多则 应考虑一些不常使用到的列上建的索引是否有必要。
3. 应尽可能的避免更新clustered索引数据列，因为clustered索引数据列的顺序 就是表记录的物理存储顺序，一旦该列值改变将导致整个表记录的顺序的调整，会耗费 相当大的资源。若应用系统需要频繁更新clustered索引数据列，那么需要考虑是否 应将该索引建为clustered索引。
4. 尽量使用数字型字段，若只含数值信息的字段尽量不要设计为字符型，这会降低查 询和连接的性能，并会増加存储开销。这型因为引擎在处理查询和连接时会逐个比较字 符串中每一个字符，而对于数字型而言只需要比较一次就够了。
5. 尽可能的使用varchar/nvarchar代替char/nchar ,因为首先变长字段存储空间 小，可以节省存储空间，其次对于查询来说，在一个相对较小的字段内搜索效率显然要 高些。
6. 任何地方都不要使用select \* from t ,用具体的字段列表代替“\*” ,不要返回 用不到的任何字段。
7. 尽量使用表变量来代替临时表*。*如果表变量包含大量数据*，*请注意索引非常有限（只 有主键索引）。
8. 避免频繁创建和删除临时表，以减少系统表资源的消耗。
9. 临时表并不是不可使用，适当地使用它们可以使某些例程更有效，例如，当需要重 复引用大型表或常用表中的某个数据集旺。但是，对于一次性事件，最好使用导出表。
10. 在新建临时表时，如果一次性插入数据量很大，那么可以使用select into代替 create table,避免造成大量log ,以提高速度；如果数据量不大，为了緩和系统表 的资源，应先create table,然后inserto
11. 如果使用到了临时表，在存储过程的最后务必将所有的临时表显式删除，先 truncate table ,然后drop table ,这样可以避免系统表的较长时间锁定。
12. 尽量避免使用游标，因为游标的效率较差，如果游标操作的数据超过1万行，那么 就应该考虑改写。
13. 使用基于游标的方法或临时表方法之前，应先寻找基于集的解决方案来解决问题， 基于集的方法通常更有效。
14. 与临时表一样，游标并不是不可使用。对小型数据集使用FAST\_FORWARD游标通常 要优于其他逐行处理方法，尤其是在必须引用几个表才能获得所需的数据时。在结果集 中包括“合计”的例程通常要比使用游标执行的速度快。如果开发时间允许，基于游标 的方法和基于集的方法都可以尝试一下，看哪一种方法的效果更好。
15. 在所有的存储过程和触发器的开始处设置SET NOCOUOT ON ,在结束时设置SET NOCOUOT OFF。无需在执行存儲过程和触发器的每个语句后向客户端发送 DONE\_IN\_PROC 消息。
16. 尽量姦免向客户端返回大数据量，若数据量过大，应该考虑相应需求是否合理。
17. 尽量避免大事务操作*，*提高系统并发能力。
18. 在一个带头结点的单链表HL中，若要在第一个元素之前插 入一个由指针p指向的结点。其语句为？

在插入节点时:先要将待插入节点P的后继节点设为第一个元素，也就是p->next=HL >nexto然后再将头结点HL的后继节点改为P节点,HL->next=p。下图中红色的箭头说 明

了插入操作执行的顺序,如果顺序不当，就会丢失指向第一个元素的指针，破坏链表结构

![](data:image/jpeg;base64,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)

个 HL

个

P

其语句为：P- >nex t=HL- >nex t; HL~ >nex t=p;

1. 如何设计一个高并发的系统？
2. 数据库的优化，包括合理的事务隔离级别、SQL语句优化、索引的优化;
3. 使用緩存，尽量减少数据库10；

®分布式数据库、分布式緩存；

@服务器的负载均衡；

1. 两条相交的单向链表，如何求他们的第一个公共节点？
2. 如果两个链表相交，则从相交点幵始，后面的节点都相同，即最后一个节点肯定相同;
3. 从头到尾遍历两个链表，并记录链表长度，当二者的尾节点不同，则二者肯定不相交;

①尾节点相同，如果A长为LA, B为LB，如果LA>LB,则A前LA-LB个先跳过；

——更多如链表相关经典问题：求单向扇8循环链表的入、将两个有序链表合并合成一 个有序链表、链表逆序、求倒数第K个节点，判断是否有环等。

1. new/delete 和 malloc/free 的底层实现？

malloc和new的区别：

1. malloc与free是C++/C语言的标准库函数，new/delete是C++的运算符。它们都 可用于申请动态内存和释放内存；
2. new返回指定类型的指针，并且可以白动计算所需要大小。而malloc则必须要由 程序员计算字节数，并且在返回后强行转换为实际类型的指针；
3. new/delete在对象创建的同时可以自动执行构造函数初始化，在对象在消亡之前会 自动执行析构函数。而malloc只管分配内存，并不能对所得的内存进行初始化，所以 得到的一片新内存中，其值将是随机的：

既然new/delete的功能覆盖了 malloc/free,为什么C++还要保留malloc/free?因为 CF呈序经常要调用C函数，而C程序只能用malloc/free管理动态内存。

new/delete、malloc/free 底层实现原理：

概述：new/delete的底层实现是调用malloc/free©数实现的，而malloc/free的底 层实现也不是直接操作内存而是调用系统API实现的。

new/delete的两种分配方式原理图如下：

注意，针对上图最末尾所述的"new []/delete []时会多开辟4字节用于存储对象个数〃, 作如下说明：

1. 对于内置类型：

new []不会在首地址前4个字节定义数组长度。

delete和delete []是一样的执行效果，都会删除整个数组，要删除的长度从new时即 可知道。

1. 对于自定义类型：

new []会在首地址前4个字节定义数组长度。

当delete []时，会根据前4个字节所定义的长度来执行析构函数删除整个数组。

如果只是delete数组首地址，只会删除第一个对象的值。

1. overload、override、overwrite 的介绍.

CD overload （重载），即函数重载：

1. 在同一个类中；
2. 函数名字相同；
3. 函数参数不同（类型不同、数量不同，两者淹足其一即可）：

㈤不以返回值类型不同作为函数重载的条件。

（2） override （覆盖，子类改写父类的虚函数），用于实现C卄中多态：

1. 分别位于父类和子类中；
2. 子类改写父类中的virtual方法；

①与父类中的函数原型相同。

（3） overwrite （重写或叫隐藏，子类改写父类的非虚函数，从而屏蔽父类函数）：

1. 与overload类似，但是范围不同，是子类改写父类；
2. 与override类似，但是父类中的方法不是虚函数。
3. 什么是守护进程？

（1） 什么是守护进程？

守护进程（DaemonProcess）,也就是通常说的Daemon进程（精灵进程）, 是Linux 中的后台服务逬程。它是一个生存期较长的逬程，通常独立于 控制终端并且周期性地执行某种任务或等待处理某些发生的事件。

守护进程是个特殊的孤儿进程，这种进程脱离终端，为什么要脱离终端呢？之所以脱离 于终端是为了避免进程被任何终端所产生的信息所打断，其在执

行过程中的信息也不在任何终端上显示。

（2） 如何查看守护进程？

在终端敲：PS axj

从上图可以看出守护进行的一些特点：

守护进程基本上都是以超级用户启动（UID为0 ）

没有控制终端（TIY为？）

终端进程组ID为-1 （ TPGID表示终端进程组ID）

1. 请描述小端/大端机器.

小端/大端的区别是指低位数据存储在内有低位还是高位的区别。其中小端机器指：数 据低位存储在内存地址低位，高位数据则在内存地址高位；大端机器正好相反。

当前绝大部分机器都是小端机器，就是比较符合人们逻辑思维的数据存储方式，比如 intel的机器基本就都是小端机器。

1. 请描述长连接与短连接.

（1） 就是TCP长连接和TCP短连接：

1. "P长连接："P长连接指建立连接后保持连接而不断开。若一段时间内没有数据传 输，服务器会发送心跳包给客户端，判断客户端是否还在线，叫做长连接中的keep alive。一般步骤：连接-数据传输-保持连接（心跳）-数据传输-保持连接（心跳） -……-关闭连接；
2. "P短连接：指连接建立并传输数据完成后，就断开连接。一般步骤：连接-数据传 输-关闭连接；

①使用场景：长连接适合单对单通信且蟻数不太多的情况；短连接适合连接数多且经 常更换连接对象的；

（2） HTTP是什么连接：

1. 在HTIP/1.0中，默认使用的是短连接。但从HTIP/1.1起，默认使用长连接，用以 保持连接特性。使用长连接的HTTP协议，会在响应头有加入这行代码：

Connection：keep-alive

注意：此处的keep-alive和上述TCP长连接原理介绍中的keep alive不是一个意思: 此处表示告知服务器本http请求是长连接模式，而TCP长连接中的keep alive表示对 客户端的保活检测。

1. http长连接并不是一直保持连接

http的长连接也不会是永久保持连接，它有一个保持时间如20s （从上一；欠数据传输完 成开始计时）*，*可以在不同的服务器软件（如Apache）中设定这个时间，若超过该时 间限制仍然无数据通信传输，服务器就主动关闭该连接。注：实现长连接要客户端和服 务端都支持长连接。

©http连接实质：http的长连接/短连接实质上就是"P的长/短连接。

1. C++中引用与指针的联系与区别？

联系：引用是变量的别名，可以将引用看做操作受限的指针; 区别：

1） 指针是一个实体，而引用仅是个别名；

2） 引用只能在定义时必须初始化，指针可以不初始化为空；

3） 引用初始化之后其地址就不可改变（則始终作该变量的别名直至销毁，即从一而终。 注意:并不表示引用的值不可变,因为只要所指向的变量值改变。引用的值也就改变了）, 但指针所指地址是不可变的；如下：

int m=23, n=13;

int& a=m;

a=12; //合法，相当于修改m=12

a=n; //合法，相当于修改m=13

1. 一个大的含有50M个URL的记录，一个小的含有500个

URL的记录，找岀两个记录里相同的URLo

首先使用包含500个uzl的文件创建一个hash.seto

然后遍历50M的url记录，如果url在hash\_set中,则输出此url并从hash\_set中删 除这个url。

所有输出的url就是两个记录里相同的urlo

1. 海量日志数据，提取岀某日访问百度次数最多的那个IP。

如果日志文件足够的大，大到不能完全加载到内存中的话。

那么可以考虑分而治之的策略，按照IP她址的haSh（IP）%1024值，将海量日志存储到 1024个小文件中。毎个小文件最多包含4M个IP地址。

对于每个小文件，可以构建一个IP作为key,出现次数作为value的hash\_map,并记 录当前出现次数最多的1个IP地址。

有了 1024个小文件中的出现次数最多的IP,我们就可以轻松得到总体上出现次数最多 的IP。

17.有10个文件，每个文件1G,每个文件的每一行都存放 的是用户的query,每个文件的query都可能重复。如何 按照query的频度排序？

1）读取10个文件，按照hash （query） %13的结果将query写到对应的文件中。这样我 们就有了 10个大小约为1G的文件。任意一个query只会出现在某个文件中。

1. 对于1)中获得的1。个文件，分别进行如下操作

-利用hash\_map ( query, query\_count)来统计每个query出现的次数。

-利用堆排序算法对query按照出现次数进行排序。

-将排序好的query输出的文件中。

这样我们就获得了 10个文件，每个文件中都是按频率排序好的query。

1. 对2)中获得的10个文件进行归并排序，并将最终结果输出到文件中。
2. 有一根27厘米长的细木杆，在第3厘米，7厘米，11 厘米，17厘米，23厘米这五个位置上各有一只蚂蚁，木杆 很细，不能同时通过两只蚂蚁，开始时，蚂蚁的头朝向左还 是右是任意的，他们只会朝前走或掉头，但不会后退，当两 只蚂蚁相遇后，蚂蚁会同时掉头朝反方向走，假设蚂蚁们每 秒钟可以走1厘米的距离。求所有蚂蚁都离开木杆的最小时 间和最大时间。

两只蛆蚁相谒后，各自掉头朝相反方向走。如果我们不考虑每个蛆蚁的具体身份，这和 两只蛆蚁相谒后*，*打个招呼继续向前走'没有什么区别*。*

所有蛆蚁都离开木杆的最小时间为

max (min(3, 27-3),min(7, 27-7), min(11,27-11), min(17, 27-17), min(23, 27-23))=11 所有蛆蚁都离开木杆的最大时间为

max (max(3, 27-3), max(7, *27~7),* max (11,27-11), max (17, 27-17), max(23, 27-23))=24

1. 判断两棵树是否相等，请实现两棵树是否相等的比较， 相等返回1,否则返回其他值，并说明算法复杂度。

数据结构为：

typedef struct TreeNode

[

char c;

TreeNode \*leftchild;

TreeNode \*rightchild;

}TreeNode;

函数接口为：int CompTree (TreeNode\* -reel, TreeNode\* tree2);

注：A、B两棵树相等当且仅当RootA->c==RootB->c,而且A和B的左右子树相等或者 左右互换相等。

递归方法:

bool CompTree(TreeNode \*treel, TreeHode \*tree2)

[

if (treel == NULL && tree2 == NULL)

return true;

if (treel == NULL || tree2 == NULL)

return false;

if (treel->c != tree2->c)

return false;

if ( (CompTree (treel->leftchild, tree2->leftchild) &&

CompTree(treel->rightchild, tree2->rightchild)) ||

CompTree(treel->leftchild, -ree2->rightchild) &&

CompTree(treel->rightchild, tree2->leftchild))

return true;

I

时间复杂度：

在树的第。层，有1个节点，我们会进行1次函数调用；

在树的第1层，有2个节点，我们可能会进行4次函数调用；

在树的第2层，有4个节点，我们可能会进行16次函数调用；

在树的第x层，有2“x个节点，我们可能会进行（2\）\*2次函数调用; 所以假设总节点数为n,则算法的复杂度为0（n'2）。

1. 将多个集合合并成没有交集的集合。

给定一个字符串的集合，格式如：{aaabbbccc}, {bbbddd}, {eeefff}, {ggg}, {dddhhh} 要求将其中交集不为空的集合合并，要求合并完成后的集合之间无交集。

例如上例应输出{aaabbbcccdddhhh}, {eeefff}, {ggg} o

（1） 请描述你解决这个问题的思路；

（2） 请给出主要的处理流程，算法，以及算法的复杂度

（3） 请描述可能的改进。

集合使用hash.set来表示，这样合并时间复杂度比较低。

1、 给每个集合编号为。，1, 2, 3...

2、 创建一个hash\_map, key为字符串，value为一个链表，链表节点为字符串所在集 合的编号。遍历所有的集合，将字符串和对应的集合编号插入到hash.map中去。

3、 创建一个长度等于集合个数的int数组，表示集合间的合并关系。例如，下标为5 的元素值为3,表示将下标为5的集合合并到下标为3的集合中去。开始时将所有值都 初始化为-1,表示集合间没有互相合并。在集合合并的过程中，我们将所有的字符串都 合并到编号较小的集合中去。

遍历第二步中生成的hash.map,对于每个value中的链表，首先找到最小的集合编 号（有些集合已经被合并过，需要顺着合并关系数组找到合并后的集合编号）*，*然后将 链表中所有编号的集合都合并到编号最小的集合中（通过更改合并关系数组）。

4、现在合并关系数组中值为-1的集合即为最终的集合，它的元素来源于所有直接或间 接指向它的集合。

算法的复杂度为。（n）,其中n为所有集合中的元素个数。

题目中的例子：

0：{aaabbbccc}

1: {bbbddd}

2：{eeefff}

3： {ggg}

4: {dddhhh}

生成的hash.map,和处理完每个值后的合并关系数组分别为

aaa：0。[T,T,T,T,T]

bbb：0,lo [-1,0,-1,-1,-1]

ccc:0。[-1,0,-1,-1,-1]

ddd:l,4o [-1,0,-1,-1,0]

eee：2。[-1,0,-1,-1,0]

fff：2o [-1,0,-1,-1,0]

ggg：3。[-1,0,-1,-1,0]

hhh:4o [-1,0,-1,-1,0]

所以合并完后有三个集合，第。，1, 4个集合合并到了一起。

1. 平面内有11个点，由它们连成48条不同的直，由这些

点可连成多少个三角形？

首先你要分析，平面中有11个点，如果这些点中任意三点都没有共线的，那么一共应 该有C（ll, 2）=55,可是，题目中说可以连接成48条直线，那么这11个点中必定有 多点共线的情况*。*55-48=7,从7来分析:

假设有一组三个点共线，那么可以组成的直线在55的基础上应该减去C（3, 2）-1=2 2\*3=6尹7,因此，可以断定不仅有三点共线的，也可能有四个点共线的可能。

假设有一组四个点共线，那么可以组成的直线在55的基础上应该减去C （4, 2）-1=5 （备注，五个点共线的可能不存在，因为，C（5, 2）-1=9>7,故不可能有五条直线共线。）

因此，三点共线少2条，4点共线少5条，只有一个4点共线，一个3点共线才能满足 条件，其余情况不能滴足少了7条直线。

那么，这11个点能组成的三角形的个数为,C（11,3）-C（3,3）-0（4,3）=165-1-4=160 （备 注，三个点共线不能组成三角形）

1. 在常用的C编译环境中，已知struct (inta; double b;char

c;}A;求sizeof(A)的返回值？

24

1. 若有宏定义:#define MOD(x, y) x%y则执行以下语句后的

输岀结果是？

int a=13, b=94;

printf(”％d\n”, MOD(b, a+4));

7

1. 用两个栈实现一个FIFO队列.

—个用来入栈，一个用来出栈.

1. 描述IPv6相对IPv4带来了哪些技术差异.

IPv4有4个8位二级制数表示，工4个字节.

浏览器向域名系统DNS请求解析ww. baidu. com的IP地址

IPv6地址空间从IPV4的32位扩展到128位IPv6实现了包头设计的简化，降低了网络 设备对包处理的负荷IPv6实现了实现了她址的自动化配置，无需部署DHCP也可实现地 址配置为了实现IPv6地址解析、路由、囲络控制消息传递等功能，网络需要配合实现邻 居发现协议(Neighbor Discovery) s ICKPVI6、DHCPV6、0SPFV3、BGP4待新协议部 署或扩展IPv6部署过程中，网络可能会部署双栈、隧道或翻译等过渡方案实现与原有 PV4网络互通

1. 内存主要用的4个区是?

栈区，堆区，静态区，代码区

1. Linux下进程通信的方式有哪些？

管道，消息队列，共享内存，信号量，信号，套接口

1. 如何用队列来求一个二叉树的最大高度？

BFS

1. 下列哪个操作可以不需要再内核态执行？

△.系统调用B.malloc/free C.软中断D.内倒硕

B

1. 应用程序ping发岀的是什么报文？

ICMP应答报文

1. 假定对长度为n=119的有序数组进行折半查找，则对应的 判定数的高度是多少？

7

2\*7=128>119

1. 基于数组实现一个环形队列，队列的元素类型为整型，队 列长度128队列提供写入(EnQueue)和读取(Dequeue)两个 接口.写代码定义并实现这个队列的写入和读取接口.要求 队列的写入和读取接口支持多线程并发调用.请在代码中添 加必要注释
2. 队列实现正确给io分

（1） 定义里包含头尾指针（5分）

（2） 写入接口包含判滴逻辑，能够用返回值描述出错情况。（5分）

（3） 读取接口包含判空逻辑。（5分）

1. 读写接口线程安全给1。分

（1） 读逻辑（判断逻辑）需要加锁解锁（5分）

（2） 更新逻辑（指针或者队列长度的更新）需要加锁。（5分）

1. 代码风格糟糕的可适当减分（最多可濾5分）
2. 请描述同一网段下主机Ap主机B的全过程.假定此时主 机A知道主机B的P地址,但不知道主机B的MAC地址
3. 主机A广播姗请求，询问主机B的KA3地址。
4. 主机B收到姗请求,以姗响应形式回复自己的MAC地址。
5. 主机A收到主机B的MAC地址，完成CMP请求报文构造，发送给B。
6. 主机B收到主机A的ICMP请求报文，回复一个ICMP应答报文。
7. 主机A收到CMP应答报文,ping结束。

Ping过程回答正确给5分。姗过程回答正确给5分。

1. 请描述拥有私有地址的局域网内主机向888发送DN查 询请求报文时报文的传输层端口、网络层地址以及数据链路 层地址几个主要字段与其在传输过程中的变化。

主机构造DNS查询请求UDP报文，目标P地址8.8.8.8,源IP地址为私有地址,报文的 政目的地址为局域网网关的MAC地址，源MAC地址为主机网卡MAC地址（对姗过程描 述不做要求），源端口任意，目的端口 532.报文到达网关处,修改源P地址为网关公有IP 地址，同时根据需要修改源端口，然后将报文发送到8.8.8.8o此时一般情况下会移除原 有的MC层头部，根据实际情况有可能会芍其他头部加入。

答出四层细节的给3分

答出三次细节（包括NAT）的给4分

笞出二层细节的给*3*分（不要求回笞逬入外网后的二层情况）

1. 同一主机上有两个进程，其中各有一个变量a和b。请问

a和b的地址可能相同吗?请详细说明原因

虚拟地址可能相同，但物理地址不可能相同。每一个进程有独立的虚拟地址空间,一个进 程中的虚拟地址需要经过转换才能转成物理地址。不同进程所对应的虚拟地址即使相同 也不会被转成统一物理地址。实际上内存是按照页来组织的，每进程有一个虚拟地址到 物理地址的映射表（页表），专门用于进程対应的虚拟页到物理页的映射（cpu内部有一 个TLB部件专门用于加速映射过程）。当进程A读写变量a B寸,会根据a的虚拟地址找到 其所在的虚拟页，通过页表找到物理页并进一步定位到物理地址。由于进程A、B拥有完 全不同的映射表，因此物理地址不会相同。答出虚拟地址和物理地址不同且知道虚拟地 址可以相同的给3分。

描述出映射过程的给4分。答出页表和页的给3分。

1. 有一个长度为n的整形数组,请给出判断某整数是否在该

数组中的方法。要求

1时间复杂度低于O（n）

2不要使用标准库中的提供的数据结构

3允许使用额外内存

4允许对原始数组进行预处理

5请在代码中添加必要注释。

使用set或unordered set红黑树或哈若

评分点

1正确对数组做有序化处理或树处理的给10分（如果用哈希表，要求对哈希函数进行实 现，但不对哈希函数的均匀性做要求，有效即可，但不得过于简单）

2正确实现查找部分逻辑的给10分（如折半查找或在树中查找）;如果用哈希表则需要哈 希碰撞处理

3代码风格糟糕可适当减分（最多可减5分）

1. 编写代码在一个给定的非空字符串后面追机可能少的字 符，使其成为个回串（正序与逆序完全相司），

如的追加a变为回串a,如给定字符串已经是回文串，则不需要 再追加。请在代码中添加要注释。

找到以最后一个字符串结尾的最长回文子串

评分点

1可以将原始字符串转化为非最短回文串的给5分（比如不经判断直接在后面迫加n-1 个字符的,n为给定字符串的长度）

2正确实现最短回文串的的给满分（如逐步确定包含未尾字符的最长回文子串,对复杂 度不做特别要求

3代码风格糟糕可适当减分（最多可减5分）

1. Session、Cookie、cache 的区别？

Session是单用户的会话状态。当用户访问网站时，产生一个sessionido并存在于 cookies中。每次向服务器请求时，发送这个cookies,再从服务器中检索是否有这个 sessionid保存的数据；

Cookie同session —样是保存你个人信息的，不过是保存在客户端，也就是你使用的 电脑上，并且不会被丢掉，除非你删除浏览器Cookie;

cache则是服务器端的緩存，是所有用户都可以访问和共享的，因为从Cache中读数据 比较快，所以有些系统（网站）会把一些经常被使用的数据放到Cache里，提高访问速 度，优化系统性能。

1. 在linux上，创建socket成功时会得到一个?

fd

1. 请简述TCP和UDP的区别？

KP是传输控制协议,提供的是面向连接、可靠的字节流服务。通信双方彼此交换数据 前,必须先通过三次握手协议建立连接，之后才能传输数据。TCP提供超时重传，丟弃重 复数据，检验数据，流量控制等功能，保证数据能从一端传到另端。UDP是用户数据报协 议,是一个简单的面向无连接的协议。UDP不提供可靠的服务。在数据数据前不用建立 连接故而传输速度很快。UDP主要用户'流環体传输,IP电话等对数据可靠性要求不是很 高的场合

1. 如果有几千个session,怎么提高效率？

把session放到redis或memcache等此类内存緩存中或着把session存储在SSD硬 盘上。

session对应的文件有一个特点就是小，一般在几KB左右，

如果session以文件方式存储，如果并发数量级有几千个，

此时系统硬盘的随机10早已成了系统中的最大瓶颈了，因为会话文件

是存储在多个小文件中，映射到存储空间不是一段连续的地址范围

所以硬盘的随机读职能力显得非常重要,而觉机械硬盘的随机10 一般在100/iops上下, (IOPS (Input/Output Operations Per Second),即每秒进行读写(I/O)操作的次数) SSD固态硬盘可以达几百至上千，所以在这么高并发读写的情况下如果无条件用SSD固 木舟

心、IHL

可以把session放到redis或memcache等内存緩存中，系统对内存的操作又是非常 快的，

只要你的内存足够大，再多session并发速度一样不会慢。

1. session是存储在什么地方，以什么形式存储的？

session变量保存在网叶服务器中，你不能直接修改。当然，调用程序中的 setAttributeO方法当然可以了。cookie存储的可不是具体的数据，要不岂不是太不 安全了，谁都可以修改session变量了,网站也臺无安全性可言。实际，在cookie中， 存储的是一个sessionld,它标示了一个服务器中的session变量，通过这种方式，服 务器就知道你到底是那个session 了。顺便说一句，如果客户端不支持cookie, session 也是可以实现的，在服务器端通过urlEncoder,可以实现sessionld的传递。所以， 记住客户端只存储session标识，实际内容在网页服务器中。

1. 索引的优点和缺点.

优点

1. 只大加快数据的检索速度；
2. 创建唯一性索引，保证数据库表中每一行数据的唯一性；
3. 加速表和表之间的连接；
4. 在使用分组和排序子句进行数据检索旺，可以显著减少查询中分组和排序的时间。 缺点
5. 索引需要占物理空间。
6. 当对表中的数据进行増加、删除和修改的时候，索引也要动态的维护，降低了数据的 维护速度。
7. 现在普通关系数据库用得数据结构是什么类型的数据结 构？

关系数据库采用的数据结构是：二维表

在关系型数据库系统中，所有的数据结构采用二维表的结构表示。

通常我们将这些二维表成为关系。在关系型数据库中，每一个关系都是一个二维表，无

论实体本身还是实体间的关系均用“关系”的二维表来表示。

而二维表就是我们现实世界中进行各种档案管理使用的方法，其中记录了大量的数据。

这样就用数学理论中的一个概念描述了现实世界的一个对象。

关系型数据库就是用关系描述数据的数据库系统。

（1）二维表与关系

关系可以用来描述二维表，对应的术语是：

关系--二维表；

元组二维表中的行

分量—二维表中的列

（2 ）二维表与关系型数据库中的数据

—个关系型数据库中的数据对应于一个二维表，其中对应的术语是：

二维表个数据库中的表、一个数据视图

二维表的行数据表中的记录

二维表的列--表记录的字段

1. 两个长度不超过80的字符串，串中包括大写、小写和空 格字符，去掉空格字符并忽略大小写后判断两个字符串是否 相等。

输入描述：第一行输入的是测试数据的组数n,每组测试数据占两行，第一行是第一个 字符申S1,第二行是第二个字符申S2o

输出描述：如果两个字符串相等，则输出YES,否则输出旳。

样例输入：

2

QW erTyu 0P

qwert YUOp

ASDDDfghj

asDDFgHJ

样例输出：

YES

NO

本題主要用到字符串处理函数str lens strlwzs strcmps strcpy

#include<st dio. h>

#include<st ring. h>

#define N 40

int main。

[

int i, j,乌 m=0:

char str[80], arr[N] [80], ch[N] [80]:

int len[80];〃用来存储每个字符串的长度

scanf 血):〃输入删试的组数 getchar () ;//皆除

for(i=0:i<2\*n:i++)

{ //输入n组字符串

gets (str);

strlwr(str) ;//把输入字符串中所有字符统一変为小写 len[m++] =strlen(str) ;//统计每个字符串的长度 strcpy(arr [i], str);〃把输入的字符串复制给arr数组

for(i=0;i<2\*n;i++)〃作用、着除每个字符串的空格 [

int k=0;

for(j=0; j<len[i] ; j++)

[

if(arr[i][j]!='')

{

ch[i] [k++]=arr[i] [j]:

ch[i] DdW ://标志字符串结尾

for(i=0;i<2\*n;i+=2)//比较每组字符串是否相等 !

if (st rcmp(ch[i], ch[i+l] )==0) {

printf("YES\n"):

}else{

printf("N3\n"):

return 0:

1. 归并排序的实现.

归并排序（MERGE-SORT）是利用归并的思想实现的排序方法，该算法采用经典的分治

（divide-and-conquer ）策略（分治法将问题分（divide）成一些小的问题然后递归求解＞ 而治（conquer）的阶段则将分的阶段得到的各答案〃修补〃在一起，即分而治之）。 归并排序中，我们会先找到一个数组的中间下标mid,然后以这个mid为中心，对两边 分别进行排序，之后我们再根据两边已拝好序的子数组，重新进行值大小分配。 我们就以下面的数组为例：
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（1）mid等于数组最大下标/ 2 = 3,于是我们以下标3 （值为7）为中心，分别排序

0~3和4曾的数字。

（2 ）此时两边的数组还可以创建分支:
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（4）可以看到，此时我们已经无法继续创建分支了，因为数组数量为1时是没有必要 进行排序的，这时我们可以开始进行对冬一个小的数组进行排序并且合并：
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代码如下：

public class MergeSort {

public static void mergeSort (int □ arr) { if (arr == null | | arr. length < 2) { return;

}

mergeSort (arr, 0, arr. length - 1):

}

public static void mergeSort (int □ arr, irct 1, int r) { if (1 == r) {

return;

int mid = 1 + ((r - 1) » 1):

mergeSort (arr, 1, mid):

mergeSort (arr, mid + 1, r):

merge (arr, 1, mid, r):

}

public static void merge(irrt [] arr, int 1, irrt m, int r) {

int [] help = new int [r - 1 + 1]：

int i = 0;

int 11 = 1;

int r1 = m + 1;

while (11 <= m && rl <= r) {

help[i++] = arr[11] < arr[rl] ? arr[11++] : arr[r1++]:

}

while (11 <= m) {

help[i++] = arr[11++]:

}

while (rl <= r) {

help [i++] = arr[r1++]:

}

for (int j = 0; j < help, length; j++) {

arr[l + j] = help[j]:
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1. 二叉树先序遍历（递归与非递归）及C语言实现.

二叉树先序遍历的实现思想是：

访问根节点；

访问当前节点的左子树；

若当前节点无左子树，则访问当前节点的右子树;

![](data:image/jpeg;base64,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)

以图1为例，采用先序遍历的思想遍历该二叉树的过程为: 访问该二叉树的根节点，找到1;

访问节点1的左子树，找到节点2;

访问节点2的左子树，找到节点4;

由于访问节点4左子树失败，且也没有右子树，因此以节点4为根节点的子树遍历完 成。但节点2还没有遍历其右子树，因此现在开始遍历，即访问节点5;

由于节点5无左右子树，因此节点5遍历完成，并且由此以节点2为根节点的子树 也遍历完成。现在回到节点1 ,并开始遍历该节点的右子树，即访问节点3;

访问节点3左子树，找到节点6;

由于节点6无左右子树，因此节点6遍历完成，回到节点3并遍历其右子树，找到 节点

节点7无左右子树，因此以节点3为根节点的子树遍历完成，同时回归节点1。由于 节点1的左右子树全部遍历完成，因此整个二叉树遍历完成；

因此，图1中二叉树采用先序遍历得到的序列为：1 2 4 5 3 6 7 逢归城：

二叉树的先序遍历采用的是逢归的思想，因此可以逢归实现。

#include <stdio. h>

#include 〈string. h>

/define TElemType int

//构渣结点的结构体

type def struct BiTNode {

TElemType data;//数据域

struct BiTNode \*lchild, \*rchild;//左右孩子指针

} BiTNode, \*BiTree;

〃初始化树的函数

void Creat eBilree (BiTree \*T) {

\*T= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->data=l;

(\*T) ->lchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->rchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->lchild->data=2;

(\*T) ->1 chi 1 d->Ichild= (BiTNodc\*) mal 1 oc (sizeof (BiTNode)):

(\*T) ->lchild->rchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\* T) - >1 chi 1 d- > rchil d-> dat a=5:

(\* T) - >1 chi 1 d- > rchil d-> 1 chi ld=NULL;

(\*T)->lchild->rchild->rchi ld=NULL;

(\*T)->rchild->data=3:

(\*T)->rchi 1 d->Ichild= (BiTNodc\*) mal 1 oc (sizeof (BiTNode)):

(\* T) - >r chi 1 d- > Ichil d-> dat a=6:

(\*T)->rchild->lchild->lchi ld=NULL;

(\*T)->rchild->lchild->rchi ld=NULL;

(\*T)->rchi 1 d->rchild= (BiTNodc\*) mal 1 oc (sizeof (BiTNode)):

(\* T) - >r chi 1 d- > rchil d-> dat a=7;

(\*T)->rchild->rchild->lchi ld=NULL;

(\*T)->rchild->rchild->rchi ld=NULL;

(\*T)->lchild->lchild->data=4 :

(\*T)->lchild->lchild->lchi ld=NULL;

(\*T)->lchild->lchild->rchi ld=NULL;

//模拟操作结点元素的函数，输出结点本身的数值

void displzyElemffiiTNode\* elem) {

printf ("%d ", elem->data):

}

〃先序遍历

void PreOrderTraverse (BiTree T) {

if (T) {

displ咨Elem(T) ;//调用操作结点数据的函数方法

PreOrderTraverse (T->lchild);//访问该结点的左铉子

PreOrderTraverse (T->rchild);//访问该结点的右莅子

}

〃如果结点为空，返回上一层

return;

}

int main () {

BiTree Tree:

CreateBiTreeUTree):

prmtfC先序遍历：")：

PreOrderTraverse (Tree):

}

运行结果：

先序遍历：1 2 4 5 3 6 7

非递归城：

而通归的底层实现依靠的是栈存儲结构，因此，二叉树的先序遍历既可以直接采用逢归 思想实现，也可以使用栈的存储结构模拟逢归的思想实现。

#include <stdio. h>

#include 〈string. h>

/define TElemType int

int top=-l://top変熨时刻表示栈顶元素所在位置

//构渣结点的结构体

type def struct BiTNode )

TElemType data;//数据域

struct BiTNode \*lchild, \*rchild;//左右孩子指针

} BiTNode, \*BiTree:

//初始化树的函数

void CreateBilree(BiTree \*T) {

\*T= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->data=l;

(\*T)->lchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->rchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T)->lchild->data=2:

(\*T)->1 chi 1 d->Ichild= (BiTNodc\*) mal 1 oc (sizeof (BiTNode)):

(\*T)->1 chi 1 d->rchild= (BiTNodc\*) mal 1 oc (sizeof (BiTNode)):

(\*T) - >lchild->rchild->dat a=5:

(\*T) - >lchild->rchild->lchi ld=NULL:

(\*T) - >lchild->rchild->rchi ld=NULL:

(\*T)->rchild->data=3:

(\*T) ->rchild->lchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T) ->rchild->lchild->dat a=6:

(\*T) ->rchild->lchild->lchi ld=NULL:

(\*T) ->rchild->lchild->rchi ld=NULL:

(\*T) ->rchild->rchild= (BiTNode\*) malloc (sizeof (BiTNode)):

(\*T) ->rchild->rchild->dat a=7:

(\*T) ->rchild->rchild->lchi ld=NULL:

(\*T) ->rchild->rchild->rchi ld=NULL;

(\*T) - >lchild->lchild->dat a=4;

(\*T) - >lchild->lchild->lchild=NULL:

(\*T) - >lchild->lchild->rchild=NULL:

}

//前序遍历使用的进栈函数

void push(BiTNode\*\* a, BiTNode\* elem) {

a[++top]=e]em：

}

〃弹栈函数

void pop( ) {

if (top=—l) {

return :

}

top--:

}

//模拟操作结点元麦的函数，输出结点本身的数值

void displz^Elem(BiTNode\* elem) {

prirrtf ", elem->data):

}

//拿到栈顶元素

BiTNode\* get Top (BiTNode\*\* a) (

return a [top]:

}

//先序遍历非递归算法

void PreOrder Traverse (BiTree Tree) {

BiTNode\* a[20]:〃定义一个顺序栈

BiTNode \* p;〃临时指针

push (a. Tree);〃根结点进栈

while (t op! =-1) {

p= get Top (a);〃取栈顶元素

pop();〃弹栈

while (p) {

零声学「謐理出品

更多、更全大厂面试姿料加Q群：762073882 displzyElem(p) ;//调隹结点的操作函数

〃如果该结点有右莅子，右孩子进栈

if (p->rchild) {

push (a, p->rchild):

}

p=^>lchild;//-直指向根结点最后一个左孩子

int main() {

BiTree Tree：

CreateBiTreeUTree): printff先序遍历：")： PreOrderTraverse (Tree): } 运行结果 先序遍历：1 2 4 5 3 6 7

1. 快速排序的思想、时间复杂度、实现以及优化方法？

，呻F序的三借麝

1. 选择基准：在待排序列中，按照某种方式挑出一个元素，作为’基准(pivot);
2. 分割操作：以该基准在序列中的实际位置，把序列分成两个子序列。此时，在基准 左边的元素都比该基准小，在基准右边的元素都比基准大：
3. 通归地对两个序列进行快速排序，直到序列为空或者只有一个元素。

驟6^：

对于分治算法，当每次划分时，算法若都能分成两个等长的子序列时，那么分治算法效 率会达到最大。

艮卩：同一数组，时间复杂度最小的是每次选取的基准都可以将序列分为两个等长的；时 间复杂度最大的是每次选择的基准都是当前序列的最大或最小元素；

橱妣唳见：

—般选择序列的第一个作为基数，快排代码如下：

void quicksort (vector<int> *&v,* int left, irrt right)

{

if (left < right)//false 递归结束

[

int key=v[left];〃基数賦值

int low = left:

int high = right:

while (low < high) //当low=high时，表示一抡分割结束

while (low < high &&〈[high] >= key)[low]为基数，从后向前 与基数比较

high—:

}

swzp (v[low], v [high]):

while (low < high && v[low] <= key)[high]为基数，从前向后 与基数比较

!

lowH-：

}

swzp (v[low], v [high]):

}

〃分割后，对每一分段重复上述操作

quicksort (v, left, low-1):

quicksort (v, lowH, right):

}

}

注：上述数组或序列v必须是引用类型的形参，因为后续快排结果需要直接反映在原序 列中；

优化：

上述快排的基数是序列的第一个元素，这样的对于有序序列，快排时间复杂度会达到最 差的o(n'2)o所以，优化方向就是合理的选择基数。

常见的做法“三数取中〃法(序列太短还要结合其他排序法，如插入排序、选择排序等), 如下：

1. 当序列区间长度小于7时，采用插入排序；
2. 当序列区间长度小于40时，将区间分成2段，得到左端点、右端点和中点，我们对 这三个点取中数作为基数；
3. 当序列区间大于等于40时，将区间分成8段，得到左三点、中三点和右三点，分 别再得到左三点中的中数、中三点中的中数和右三点中的中数，再将得到的三个中数取 中数，然后将该值作为基数。

具体代码只是在上一份的代码中将“基数赋值"改为①②③对应的代码即可：

int key=v[left];//基数賦值

if (right-left+1<=7) {

insertion\_sort (v, left, right) ://插入排序

return;

}else if (right-left+l<=8) {

key= SelectPivotOfThree (v, left, right);〃三个取中

}else(

〃三组三个取中，再三个取中(使用4次SelectPivotOfThree，此处不 具体展示)

1

需要调用的函数：

//插入排序算法

void insertion\_sort (vector<irrt> feunsorted, irrt left, irrt right) {

for (int i = left+1: i <= right; i++)if (unsorted[i - 1] > unsorted[i])

!

int temp = unsorted[i];

int j = i;

while (j > left && unsorted[j - 1] > temp) [

unsorted[j] = unsorted[j - 1]:

j--：

1

unsorted [j] = tenp:

〃三数取中，

同时将中值移到序列第一位

int SelectPivotOf Three (vector<int> &arr, int low, irrt high) { int mid = low + (high - low)/2;//计算数组中间的元素的下标 〃使用三数取中法迭择枢轴

if (arr[mid]

arr[high])//目标：arr[mid]

<=arr[high]

sw亜(arr [mid], arr [high]):

if

I

arr [low] > arr [high])//目标：arr [low]

<=

arr [high]

sw邳(arr [low], arr [high]):

if (arr [mid] > arr[low]) //目标：arr[low]

>=arr[mid]

sw亜(arr [mid], arr [low]):

〃此时，arr[mid] <= arr[low] <= arr[high]

return arr [low]:

//low的位置上保存这三个位置中间的值

//分割时可以直接使用low位置的元素作为枢轴，而不用改变分割函数了

}

这里需要注意的有两点： ①插入排序算法实现代码;

②三数取中函数不仅仅要实现取中，还要将中值移到最低位，从而保证原分割函数依然 可用。

1. 将“引用”作为函数参数有哪些特点？
2. 传递引用给函数与传递指针的效果是一样的。这时，被调函数的形参就成为原来主调 函数中的实参变里或对象的一个别名来使用,所以在被调函数中对形参变里的操作就是 对相应的目标对象(在主调函数中)的操作。
3. 使用引用传递函数的参数，在内存中并没有产生实参的副本，它是直接对实参操作量 传递函数当发生函数调用时，需要给形参分配存储单元是实参变里的副本；如果传递的 是对象，还将调用拷贝构造函数。因此，当参数传递的数据较大时，用引用比用一般变量 传递参数的效率和所占空间都好。(3)使用指针作为函数的参数虽然也能达到与使用引 用的效果，但是，在被调函数中同样要给形参分配存储单元,且需要重复使用指针变里名 的形式进行运算,这很容易产生错误且程序的阅读性较差;另一方面，在主调函数的调用 点处，必须用变里的地址作为实参。而引用更容易使用，更清晰。
4. 顺序栈的表示和实现

顺序栈*，*即栈的顺序存储结构是利用一组池址连续的存储单元依次存放自栈底到栈顶的 数据元素,同时附设指针top指示栈顶元素在顺序栈中的位置。通常的习惯做法以top=0 表示空栈。一般来说，在初始化设空栈旺不应限定栈的最大容量。一个较合理的做法: 先为栈分配一个基本容量，然后在应用近程中，当栈的空间不足在进行扩展。

#define ST^K\_INIT\_SIZE 100

#define ST骯KINCREMENT 10

type def struct SqStack

[

int \*base;

int \*top:

int stacksize;

} SqStack;

int Init St ack (SqStack &S)

{

S. base=(int \*)malloc (ST^CK\_INIT\_SIZE\*sizeof(int)):

if (IS.base)

exit (0):

*S.* top=S. base;

5. st acksize=ilJ¥JK\_lNH\_51ZE:

return 0:

1

int Get Top (SqStack S, int &e)

[

if (S. top=S.base)

return 1:

e=\*(S.top-l):

return 0:

int Push (SqStack *&S,* int e)

[

if (S. top-S. base>=S. stacksize)

[

S. base= (int\*) realloc (S. base, (S. st acks ize+ST ACK INCREMENT) \* sizeof(irrt));

if (! S.base)

return 1:

S. top=S. base+S. stacksize;

S. st acksize-fcSTACKINCREIOT:

}

\*S.top=e:

S. top++; return 0;

}

int Pop (SqStack &S, irrt &e)

[

if (S. top=S.base)

return 1;

—Stop;

e=\*S. top:

return 0;

}

int StackEmpty (SqSt ack S)

[

if (S. top=S.base)

return 1:

return 0:

}

int Dest roySt ack (SqStack &S)

{

free (S. base):

S.top=NULL:

S. base=S.top;

return 0:

}

1. 请描述索引的特征？

索引有两个特征，即唯一性索引和复合索引。

唯一性索引保证在索引列中的全部数据是唯一的，不会包含冗余数据。如果表中已经 有一个主键约束或者唯一性键约束，那么当创建表或者修改表时，SQL Server自动创 建一个唯一性索引。然而，如果必须保证唯一性，那么应该创建主键约束或者唯一性键 约束，而不是创建一个唯一性索引。当创建唯一性索引时，应该认真考虑这些规则： 当在表中创建主键约束或者唯一性键约束时，SQL Server g动创建一个唯一性索引； 如果表中已经包含有数据，那么当创建索引时，SQL Server检查表中已有数据的冗余 性；每当使用插入语句插入数据或者使用修改语句修改数据时，SQL Server检查数据 的冗余性：如果有冗余值，那么SQL Server 消该语句的执行，并且返回一个错误消 息;确保表中的每一行数据都有一个唯一值,这样可以确保每一个实体都可以唯一确认; 只能在可以保证实体完整性的列上创建唯一性索引，例如，不能在人事表中的姓名列 上创建唯一性索引，因为人们可以有相同的姓名。

复合索引就是一个索引创建在两个列或者多个列上。在搜索时，当两个或者多个列作 为一个关键值时，最好在这些列上创建复合索引。当创建复合索引时，应该考虑这些规 则：最多可以把16个列合并成一个单独的复合索引，构成复合索引的列的总长度不能 起过9。。字节，也就是说复合列的长度不能太长；在复合索引中，所有的列必须来自同 —个表中，不能跨表建立复合列；在复合索引中，列的排列顺序是非常重要的，因此 要认真排列列的顺序，原则上，应该首先定义最唯一的列，例如在(C0L1, C0L2)上的 索引与在(C0L2, C0L1)上的索引是不相同的，因为两个索引的列的顺序不同；为了 使查询优化器使用复合索引，查询语句中的雌职子句必须参考复合索引中第一个列； 当表中有多个关键列时，复合索引是非常有用的；使用复合索引可以提高查询性能，减 少在一个表中所创建的索引数量。

1. 如何理解聚簇索引和非聚簇索引的的体系结构？

聚篠索引的体系结构

索引的结构类似于树状结构，树的顶部将为叶级，树的其它部分称为非叶级，树的根部 在非叶级中。同样，在聚簇索引中，聚簸索引的叶级和非叶级构成了一个树状结构， 索引的最低级是叶级。在聚簇索引中，表中的数据所在的数据页是叶级，在叶级之上的 索引页是非叶级，索引数据所在的索引页是非叶级。在聚簇索引中，数据值的顺序总 是按照升序排列。

应该在表中经常搜索的列或者按照顺序访问的列上创建聚簇索引。当创建聚簇索引时, 应该考虑这些因素：每一个表只能有一个聚簇索引，因为表中数据的物理顺序只能有 —个；表中行的物理顺序和索引中行的物里顺序是相同的，在创建任何非聚簇索引之前 创建聚簇索引，这是因为聚簇索引改变了表中行的物理顺序，数据行按照一定的顺序 排列，并且自动维护这个顺序；关键值的唯一性要么使用UNIQUE关键字明确维护，要 么由一个内部的唯一标识符明确维护，这些唯一性标识符是系统自己使用的，用户不 能访问；聚簇索引的平均大小大约是数据表的百分之五，但是，实际的聚簇索引的大小 常常根据索引列的大小变化而变化；在索引的创建过程中，SQL Server 1^时使用当前 数据库的磁盘空间，当创建聚簇索引时，需要1.2倍的表空间的大小，因此，一定要保 证有足够的空间来创建聚簇索引。

当系统访问表中的数据时，首先确定在相应的列上是否存在有索引和该索引是否对要 检索的数据有意义。如果索引存在并且该索引非常有意义，那么系统使用该索引访问 表中的记录。系统从索引开始浏览到数据，索引浏览则从树状索引的根部开始。从根部 幵始，搜索值与每一个关键值相比较，确定搜索值是否大于或者等于关键值。这一步 重复进行，直到碰上一个比搜索值大的关键值，或者该搜索值大于或者等于索引页上所 有的关键值为止。

非聚篠索引的体系结构

非聚簇索引的结构也是树状结构，与聚簸索引的结构非常类似，但是也有明显的不同。 在非聚簇索引中，叶级仅包含关键值，而没有包含数据行。非聚簇索引表示行的逻辑顺 序。非聚簇索引有两种体系结构：一种体系结构是在没有聚簇索引的表上创建非聚簇 索引，另一种体系结构是在有聚簇索引的表上创建非聚簇索引。

如果一个数据表中没有聚簇索引，那么这个数据表也称为数据堆。当非聚簇索引在数 据堆的顶部创建时，系统使用索引页中的行标识符指向数据页中的记录。行标识符存 储了数据所在位置的信息。数据堆是通迂使用索引分配图＜M）页来维护的。L娜页 包含了数据堆所在簇的存储信息。在系统表sysindexes中，有一个指针指向了与数据 堆相关的第一个L娜页。系统使用L娜页在数据堆中浏览和寻找可以插入新的记录行的 空间。这些数据页和在这些数据页中的记录没有任何的顺序并且也没有链接在一起。 在这些数据页之间的唯一的连接是L娜中记录的顺序。当在数据堆上创建了非聚簇索引 时，叶级中包含了指向数据页的行标识符。行标识符指定记录行的逻辑顺序，由文件 ID、页号和行ID组成。这些行的标识符维持唯一性。非聚簇索引的叶级页的顺序不同 于表中数据的物理顺序。这些关键值在叶级中以升序维持。

当非聚簇索引创建在有聚簇索引的表上的时候,系统使用索引页中的指向聚簇索引的聚 簇键。聚簇键存储了数据的位置信息。如果某一个表有聚簇索引，那么非聚簇索引的 叶级包含了映射到聚簇键的聚簇键值，而不是映射到物理的行标识符。当系统访问有非 聚簇索引的表中数据时，并且这种非聚熊索引创建在聚簇索引上，那么它首先从非聚 簇索引来找到指向聚簇索引的指针，然后通过使用聚簇索引来找到数据。

当需要以多种方式检索数据时，非聚簇素引是非常有用的。当创建非聚簇索引时，要考 虑这些情况：在缺省情况下，所创建的索引是非聚簇索引；在每一个表上面，可以创建 不多于249个非聚簇索引,而聚簇索引最多只能有一个。

系统如何访问表中的数据

—般地，系统访问数据库中的数据，可以使用两种方法：表扫描和索引查找。第一种 方法是表扫描，就是指系统将指针放置在该表的表头数据所在的数据页上，然后按照 数据页的排列顺序，一页一页地从前向后扫描该表数据所占有的全部数据页，直至扫描 完表中的全部记录。在扫描时，如果找到符合查询条件的记录，那么就将这条记录挑 选出来。最后，将全部挑选出来符合查询语句条件的记录显示出来。第二种方法是使用 索引查找。索引是一种树状结构，其中有储了关键字和指向包含关键字所在记录的数 据页的指针。当使用索引查找时，系统沿着索引的树状结构，根据索引中关键字和指针, 找到符合查询条件的的记录。最后，将全部查找到的符合查询语句条件的记录显示出 来。

在SQL Server中，当访问数据库中的数据时，由SQL Server确定该表中是否有索引存 在。如果没有索引，那么SQL Server使用表扫描的方法访问数据库中的数据。查询处 理器根据分布的统计信息生成该查询语句的优化执行规划,以提高访问数据的效率为目 标，确定是使用表扫描还是使用索引。

1. C和C++有什么不同?

从机制上:C是面向过程的（但C也可以编与面向对象的程序）。c+4是面向对象的，提供 了类。

但是,c卄编写面向对象的程序比c容易。

从适用的方向:c适合要求代码体积小的,效率高的场合，如嵌入式;C-适合更上层的复 杂的；linux核心

大部分是c写的，因为它是系统软件，效率要求极高从名称上也可以看出,c卄比c 多了 +说明

crH是c的超集;那为什么不叫c+而叫c+磯,是因为c卄比C来说扩充的东西太多 了,所以就

在c后面放上两个+；于是就成了 C++。

C语言是结构化编程语言,CH是面向对象编程语言。LUPA开源社区｝ n\*r2C/J.!8f

Ci侧重于对象而不是过程,侧重于类的设计而不是逻辑设计.

1. 头文件的作用时什么？

一、 通过头文件来调用库功能。在很多场含，源代码不便(或不准)向用户公布，只要向用 户提供头文件和二进制的摩即可。用户只需要按照头文件中的接口声明来调用库功能而 不必关心接口怎么实现的。编译器中提取相应的代码。

二、 头文件能加强类型安全检查。如果某个接口被实现或被使用时，其方式与头文件中 的声译器就会指出错误简单的规则能大大碱轻程序员调试、改错的负担。

1. memcpy函数实现.

memcpy函数作用：

将由灯c指向地址为起始地址的连续n个字节的数据复制到以de"指向地址为起始地 址的空间内，函数返回一个指向dest的指针

舫嫩：

1- src和de st所指内存区域不能重囊

1. 与strcpy相比，memcpy遇到并不会结束，而是一定会拷贝完n个字节
2. memcpy可以拷贝任何数据类型的对象,可以指定拷贝的数据长度
3. 如果dest本身就有数据，执行memcpy ()后会覆盖原有的数据
4. de"和src都不一定时数组，任意的可读写的空间均可
5. 如果要追加数据*，*则每次执行memcpy后，要将目标数组地址増加到所要追加数据的 地址

弟见代码：

#define \_CRT\_SECURE\_NO\_WARNINSS 1

#include<st dio.h>

#include<stdlib. h>

void \* myjnemcpy (void \* de st, void \*src, unsigned count )

[

if (dest == NULL || src == NULL)

return NULL： char\* pdest = (char\*) dest:

char\* psrc = (char\*) src:

while (count--)

I

\*pdest++ = \*psrc++；

}

return dest:

}

int main。

[

char src[] = "hello":

char dest [] = world":

my\_memcpy(dest, src, st rlen(src)): prirrtf("%s\ dest);

syst em (“ pause "):

return 0:

1. 寻找二叉树中两个节点的最近公共祖先节点

—、该二叉树为搜索二叉树

搜索二叉树的特点：

任意一个节点的左子树的所有节点值都比该节点的值小，其右子树的所有节点值都比该 节点的值大。

解决该问题方法：

从树的根节点开始和两个节点作比较，殳戚当前节点的值比两个节点的值都大，则这两 个节点的最近公共祖先节点一定在该节点的左子树中，则下一步遍历当前节点的左子 树；

如果当前节点的值比两个节点的值都小，则这两个节点的最近公共祖先节点一定在该节 点的右子树中，下一步遍历当前节点的右子树；这样直到找到第一个值是两个输入节点 之间的值的节点，该节点就是两个节点的最近公共祖先节点。

如图：
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二、该二叉树为一般二叉树，有二叉树节点中包含指向父节点的指针

struct BinaryNode

[

Binarj^Iode\* \_left:

Binarj^Iode\* \_right;

Binarj^Iode\* \_parerct:

int \_value:

Binarj^Iode (const int& value)

:\_value (value)

,\_left (NULL)

,.right (NULL)

,\_parerrt (NULL)

{}

}：

首先给出nodel的父节点nodel-^arent,然后将nodel的所有父节点依次和 node2->pazent作比较，如果发现两个节点相等，则该节点就是最近公共祖先，直接将 其返回。如果没找到相等节点，则将node2的所有父节点依次和 nodel~>\_parent->\_paxent 作比较 直到 nodel-

>\_parent==NULLo
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代码如下：

Binarj^Iode \* GetLastCommonAncestor (BinaryNode \* root, Binarj^Iode \* node 1,

Binarj^Iode \* node2)

[

Binarj^Iode \* temp:

while (node 1 != NULL)

[

nodel = nodel->\_parent;

t enp = node 2;

while (temp != NULL)
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if (node 1 == t emp->\_parent)

return node 1:

tenp = temp->\_parent:
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1. 死锁产生的条件，以及如何避免死锁，银行家算法，产

生死锁后如何解决？

产生死锁的四个必要条件（互请不循）：

（1） 互斥条件：一个资源每次只能被一个进程使用。

（2） 请求与保持条件：一个进程因请求资源而阻塞时，对已获得的资源保持不放。

（3） 不剥夺条件：进程已获得的资源，在末使用完之前，不能强行剥夺。

（4） 循环等待条件：若干进程之间形成一种头尾相接的【循环等待资源】关系。 避免死锁：

（1） .按同一顺序访问对象。（注：避免出现循环）

（2） .避免事务中的用户交互。（注：减少持有资源的时间，较少锁竟争）

（3） .保持事务简短并处于一个批处理中。（注：同（2）,减少持有资源的时间）

（4） .使用较低的隔离级别。（注：使用较低的隔离级别（例如已提交读）比使用较高的 隔离级别（例如可序列化）持有共享锁的时间更短，减少锁竟争）

（5） .使用基于行版本控制的隔离级别：

银行家算法

银行家算法是一个避免死锁的著名算法，它是以银行借贷系统的分配策略为基础，判断 并保证系统的安全运行。

总之:

个进程申请使用资源的时候，银行家算法通过【先试探分配给该进程资源】*，*然 后【通过安全性算法判断分配后的系统是否处于安全状态L若不安全则试探分配作废, 让该进程继续等待。

当一进程提出资源申请时，银行家算法执行下列步骤以决定是否向其分配资源：

1） 检查该进程所需要的资源是否已超过它所宣布的最大值。

2） 检查系统当前是否有足够资源满足该进程的请求。

3） 系统试探着将资源分配给该进程，得到一个新状态。

4） 执行安全性算法，若该新状态是安全的，则分配完成；若新状态是不安全的，则恢 复原状态，阻塞该进程。

假设资源P1申请资源，银行家算法先试探的分配给它（当然先要看看当前资源池中的 资源数量够不够）*，*【若申请的资源数量小于等于Available,然后接着判断分配给Pl 后剩余的资源，能不能使进程队列的某个进程执行完毕】*，*【若没有进程可执行完毕, 则系统处于不安全状态】（即此时没有f进程能够完成并释放资源，随时间推移，系 统终将处于死锁状态）。

若有进程可执行完毕，则假设回收已分配给它的资源（剩余资源数量増加）*，*把这个进 程标记为可完成，并继续判断队列中的其它进程，若所有进程都可执行完毕，则系统处 于安全状态，并根据可完成进程的分配顺序生成安全序列（如｛P0, P3, P2, P1｝表示将 申请后的剩余资源Work先分配给P0 -〉回收（Work+已分配给P0的A0=Work）- ＞分配 给P3 - ＞回收（Work+A3=Work）- ＞分配給P2 - ＞ 满足所有进程）。

60.在KMP算法中，已知模式串为ADABCADADA,请写出模 式串的next数组值.

'前缀'指除了最后一个字符以外，一个字符串的全部头部组合;'后缀'指除了第一个字 符以外，一个字符串的全部尾部组合。next数组值就是'前缀'和'后缀'的最长的共有元 素的长度。

首先求最大相同前缀后缀长度。*W*的前缀和后缀都为空集,没有共有元素，共有元素 长度为O;AD '的 前缀为[A],后缀为[D],没有共有元素，共芍元素长度为0/ ADA '的前缀为[A,.W],后缀 为[DA, A],共有元素为A,长度为1;' ADAB '的前缀为[出.W, ADA],后缀为[DAB, AB, B], 共有元素长度为。;以此类推，最大公共元素长度为：

0,1,0,0,1, 23,2。

然后将最长相同前缀后缀长度值右移一位,并将next [0]初值赋为-1,得到的next数组: -1,0,0,1,0,0,1, 2,3,2。

在某些语言中，数组不是从。开始索引的，而是从1开始索引，只需要将next数组中每个 值加L得到

0,1,1, 2,1,1, 2, 3,43。

所以结果为 0,1,1, 2,1,1, 2, 3,43
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