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# Introducción

El rendimiento de una base de datos se basas en diversos factores, como las tablas, sentencias y la configuración que utiliza, siendo estos factores a nivel de la propia base de datos. Además, se requiere de una optimización a nivel de hardware, minimizando y haciendo lo más eficiente posible las operaciones de la CPU y las de entrada y salida.

## Optimizar a nivel de base de datos

Las tablas deben estar estructuradas correctamente: que las columnas tengan el tipo de dato adecuado y que cada tabla tenga un número apropiado de columnas.

Uso correcto del indexado, lo que se abordará posteriormente en detalle.

Para favorecer el rendimiento y la escalabilidad se debería usar el motor de almacenamiento más adecuado para cada tabla, siendo en ocasiones mejor el uso de motores transaccionales y, en otros casos, los motores no transaccionales.

## Optimizar a nivel de hardware

A medida que la base de datos se usa con mayor asiduidad, esta podría alcanzar su límite hardware, siendo necesario modificar la aplicación de la base de datos o reconfigurar el servidor de llegar a este punto. Los cuellos de botella de los sistemas suelen ser: las búsquedas en disco, la lectura y escritura en disco, los ciclos del procesador o, aunque en menor medida, el ancho de banda de la memoria.

# Procesos de optimización implementados por MySQL

## Sentencia EXPLAIN

Muchas técnicas son consideradas por MySQL para la ejecución eficiente de una consulta SQL, la elección de estas depende de diversos factores como los detalles de las tablas, las columnas, los índices y las condiciones de la cláusula WHERE. No por realizar una consulta en una tabla gigante se han de leer todas las filas de esta para llegar a la solución, un join que atañe a muchas tablas puede ejecutarse sin comparar todas las filas de estas, etc. Estas estrategias que MySQL decide tomar se llaman “El plan de ejecución de la consulta” o el plan EXPLAIN.

La sentencia EXPLAIN proporciona información sobre como MySQL ejecuta sentencias, en concreto las sentencias SELECT, DELETE, INSERT, REPLACE y UPDATE.

Cuando se utiliza EXPLAIN con una sentencia explicable, MySQL muestra información desde el optimizador explicando cómo se procesaría la sentencia, incluyendo información sobre las como se unen las tablas y en que orden.

Con la ayuda de EXPLAIN se puede ver donde se deberían añadir índices en las tablas de forma que la ejecución de la consulta se vea acelerada al utilizar índices para encontrar filas. También es útil para comprobar si el optimizador está uniendo tablas en el orden óptimo.

EXPLAIN retorna una fila de información por cada tabla utilizada en la sentencia SELECT.

## Motores de almacenamiento MyISAM e InnoDB

## Índices

Los índices en MySQL son utilizados para encontrar filas con valores específicos de columnas rápidamente, sin ellos, MySQL tendría que empezar por la primera fila e ir leyendo secuencialmente la tabla completa hasta encontrar las filas necesarias. Naturalmente, a mayor tamaño tenga la tabla en cuestión, mayor es el coste de este procedimiento, por lo que el uso de índices para facilitar esta búsqueda se vuelve muy importante.

La creación de índices en una o varias de las columnas objetivo de una consulta es la mejor manera de mejorar el rendimiento de las operaciones SELECT. Estos índices actúan como puntero a las filas de la tabla, permitiendo a la consulta determinar rápidamente que filas cumplen cierta condición en la cláusula WHERE y la recuperación del resto de información de dichas filas. Tampoco es bueno crear índices sin control en todas las columnas de una consulta ya hacen a MySQL gastar espacio y tiempo en determinar que índices se utilizarán.

MySQL utiliza los índices para operaciones muy diversas:

* Para encontrar filas que cumplan la cláusula WHERE rápidamente.
* Para evitar considerar ciertas filas, MySQL procura utilizar el índice más selectivo.
* Si la tabla tiene índices multi-columna
* Los índices pueden ser utilizados por MySQL para devolver filas de otras tablas cuando se hacen joins. En este caso son más eficientes si están declarados del mismo tipo y tamaño.
* Para encontrar el MAX() y MIN() de una columna indexada específica.
* En algunos casos una consulta se puede optimizar de manera que devuelva valores sin ni siquiera consultar las filas de datos (Un índice que provee todos los resultados necesarios para una consulta se llama un “covering index”).

Los índices se encargan de optimizaciones de todo tipo en una base de datos MySQL, a continuación, comentaremos algunas de ellas.

La más remarcable seguramente sea la optimización de clave primaria. La clave primaria de una tabla representa la columna o columnas que vas a utilizar en las consultas más vitales, estas columnas tienen un índice asociado para mejorar el rendimiento de consulta, esta mejora de rendimiento también se beneficia en parte por la condición de NOT NULL que tiene la clave primaria. Con el motor de almacenamiento InnoDB en concreto, las tablas de datos están físicamente organizadas para hacer consultas y ordenaciones ultra-rápidas basándose en la clave primaria de estas tablas.

Los índices también son responsables de la optimización con índices espaciales, esto es, permite la creación de índices de tipo espacial (SPATIAL) en columnas geométrico-valuadas no nulas. El optimizador comprueba el atributo SRID para determinar que sistema de referencia espacial utilizar para las comparaciones, estas comparaciones solo pueden llevarse a cabo entre columnas con índices espaciales y SRID-restringidas, lo que quiere decir que deben de tener un SRID explícito, además el valor de su SRID debe coincidir. El optimizador ignora los índices de las columnas no SRID-restringidas, pero aun así MySQL los conserva.

La optimización de clave foránea también se aprovecha del uso de índices. Si se diese el caso en el cual se ha de trabajar con tablas con un gran número de columnas y se quieren incluir gran parte de estas en una consulta, a veces es mejor proceder a la separación de los datos menos usados en subtablas replicando el atributo ID de la tabla padre, disponiendo así de una clave primaría en cada tabla pequeña acelerando las consultas y así podemos consultar solo las columnas necesarias utilizando una operación join.

En MySQL hemos de diferenciar entre los índices que afectan a una sola columna y los índices multi-columna.

Los índices de una sola columna son el tipo de índice más común, el almacenado de una copia de los valores de dicha columna en una estructura de datos, permitirá hacer búsquedas rápidas de las filas que contengan dichos valores.

## Sentencia OPTIMIZE Table

Once your data reaches a stable size, or a growing table has increased by tens or some hundreds of megabytes, consider using the OPTIMIZE TABLE statement to reorganize the table and compact any wasted space. The reorganized tables require less disk I/O to perform full table scans. This is a straightforward technique that can improve performance when other techniques such as improving index usage or tuning application code are not practical.

OPTIMIZE TABLE copies the data part of the table and rebuilds the indexes. The benefits come from improved packing of data within indexes, and reduced fragmentation within the tablespaces and on disk. The benefits vary depending on the data in each table. You may find that there are significant gains for some and not for others, or that the gains decrease over time until you next optimize the table. This operation can be slow if the table is large or if the indexes being rebuilt do not fit into the buffer pool. The first run after adding a lot of data to a table is often much slower than later runs.
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