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### Problem 1.

set.seed(1)  
n = 200  
x = seq(0, 1, length.out = n)  
y = sin(2\*pi\*x) + rnorm(n, sd = 0.15)

#### (a).

df = data.frame(x, y)  
write.csv(df, file = 'data/problem1.csv', row.names = FALSE)

#### (d).

**GitHub 저장소 링크:** [20220866 문가영 GitHub 링크](https://github.com/Ga-young-Moon/Advanced-Statistical-Analysis)

### Problem 2.

#### (a).

버블 정렬 함수 구현:

# 버블 정렬  
bubble\_sort <- function(vec, decreasing = FALSE){  
 n = length(vec) # 길이가 n인 입력 벡터  
   
 # 오름차순 옵션  
 if (decreasing == FALSE){  
 for (i in 1:(n-1)){  
 for (j in 1:(n-i)){  
 if (vec[j] > vec[j+1]){  
 temp = vec[j]  
 vec[j] = vec[j+1]  
 vec[j+1] = temp  
 }  
 }  
 }  
 }  
   
 # 내림차순 옵션  
 else{  
 for (i in 1:(n-1)){  
 for (j in 1:(n-i)){  
 if (vec[j] < vec[j+1]){  
 temp = vec[j]  
 vec[j] = vec[j+1]  
 vec[j+1] = temp  
 }  
 }  
 }  
 }  
 return(vec)  
}

구현한 버블 정렬 알고리즘 실행 결과 확인:

set.seed(1)  
x = runif(10)  
  
print('\*\*\*원본 벡터 (x)\*\*\*')

## [1] "\*\*\*원본 벡터 (x)\*\*\*"

print(x)

## [1] 0.26550866 0.37212390 0.57285336 0.90820779 0.20168193 0.89838968  
## [7] 0.94467527 0.66079779 0.62911404 0.06178627

# 1. 오름차순 정렬 (decreasing = FALSE)  
x\_asc = bubble\_sort(x, decreasing = FALSE)  
print('\*\*\*1. 오름차순 결과\*\*\*')

## [1] "\*\*\*1. 오름차순 결과\*\*\*"

print(x\_asc)

## [1] 0.06178627 0.20168193 0.26550866 0.37212390 0.57285336 0.62911404  
## [7] 0.66079779 0.89838968 0.90820779 0.94467527

# 2. 내림차순 정렬(decreasing = TRUE)  
x\_desc = bubble\_sort(x, decreasing = TRUE)  
print('\*\*\*2. 내림차순 결과\*\*\*')

## [1] "\*\*\*2. 내림차순 결과\*\*\*"

print(x\_desc)

## [1] 0.94467527 0.90820779 0.89838968 0.66079779 0.62911404 0.57285336  
## [7] 0.37212390 0.26550866 0.20168193 0.06178627

#### (b).

퀵 정렬 함수 구현:

# 퀵 정렬  
quick\_sort <- function(vec, decreasing = FALSE){  
 n = length(vec) # 길이가 n인 입력 벡터  
   
 # 재귀 종료 조건  
 if (n <= 1){  
 return(vec)  
 }  
   
 # Pivot 분리  
 pivot <- vec[1]  
 rest <- vec[-1]  
   
 # 분할  
 # 오름차순 옵션  
 if (decreasing == FALSE){  
 Left <- rest[rest <= pivot]  
 Right <- rest[rest > pivot]  
 }  
   
 # 내림차순 옵션  
 else{  
 Left <- rest[rest >= pivot]  
 Right <- rest[rest < pivot]  
 }  
   
 # 재귀 호출  
 Left\_sort <- quick\_sort(Left, decreasing)  
 Right\_sort <- quick\_sort(Right, decreasing)  
   
 # 결합  
 return(c(Left\_sort, pivot, Right\_sort))  
}

구현한 퀵 정렬 알고리즘 실행 결과 확인:

set.seed(1)  
x = runif(10)  
  
print('\*\*\*원본 벡터 (x)\*\*\*')

## [1] "\*\*\*원본 벡터 (x)\*\*\*"

print(x)

## [1] 0.26550866 0.37212390 0.57285336 0.90820779 0.20168193 0.89838968  
## [7] 0.94467527 0.66079779 0.62911404 0.06178627

# 1. 오름차순 정렬 (decreasing = FALSE)  
x\_asc = quick\_sort(x, decreasing = FALSE)  
print('\*\*\*1. 오름차순 결과\*\*\*')

## [1] "\*\*\*1. 오름차순 결과\*\*\*"

print(x\_asc)

## [1] 0.06178627 0.20168193 0.26550866 0.37212390 0.57285336 0.62911404  
## [7] 0.66079779 0.89838968 0.90820779 0.94467527

# 2. 내림차순 정렬(decreasing = TRUE)  
x\_desc = quick\_sort(x, decreasing = TRUE)  
print('\*\*\*2. 내림차순 결과\*\*\*')

## [1] "\*\*\*2. 내림차순 결과\*\*\*"

print(x\_desc)

## [1] 0.94467527 0.90820779 0.89838968 0.66079779 0.62911404 0.57285336  
## [7] 0.37212390 0.26550866 0.20168193 0.06178627

### Problem 3.

#### (a).

수치 미분 함수 구현:

# 수치 미분  
num\_diff <- function(f, x, h= 1e-6, method){  
 if (method == 'forward'){  
 result <- (f(x+h) - f(x)) / h  
 return(result)  
 }  
 else if (method == 'backward'){  
 result <- (f(x) - f(x-h)) / h  
 return(result)  
 }  
 else if (method == 'central'){  
 result <- (f(x+h) - f(x-h)) / (2\*h)  
 return(result)  
 }  
 else{  
 stop('Choose the method you want to use.')  
 }  
}

구현한 수치 미분 알고리즘 실행 결과 확인:

n <- 100  
x <- seq(0, 2\*pi, length.out = n)  
  
# f 함수와 실제 도함수(f`) 정의  
f <- function(x){  
 return(cos(x) - x)  
}  
  
f\_prime <- function(x){  
 return(-sin(x) - 1)  
}  
  
# 구현한 함수 적용  
# 1. 전진차분  
y\_for <- num\_diff(f, x, method= 'forward')  
  
# 2. 후진차분  
y\_back <- num\_diff(f, x, method= 'backward')  
  
# 3. 중심차분  
y\_cen <- num\_diff(f, x, method= 'central')

시각화:

library(ggplot2)  
  
# 해석적 도함수 정의  
y\_prime <- f\_prime(x)  
  
# 시각화  
# 1. 전진차분  
df\_for <- data.frame(x = x, analytic = y\_prime, forward = y\_for)  
  
p1 <- ggplot(df\_for, aes(x = x)) +  
 geom\_line(aes(y = analytic), color= 'black', size= 1.15) +  
 geom\_line(aes(y = forward), color= 'red', size = 0.9) +  
 labs(title= '1. 전진차분 vs 해석적 도함수',  
 x= 'x',  
 y= 'f`(x)') +  
 theme\_minimal()

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

# 2. 후진차분  
df\_back <- data.frame(x= x, analytic = y\_prime, backward = y\_back)  
  
p2 <- ggplot(df\_back, aes(x = x)) +  
 geom\_line(aes(y = analytic), color= 'black', size= 1.15) +  
 geom\_line(aes(y = backward), color= 'green', size = 0.9) +  
 labs(title= '2. 후진차분 vs 해석적 도함수',  
 x= 'x',  
 y= 'f`(x)') +  
 theme\_minimal()  
  
# 3. 중심차분  
df\_cen <- data.frame(x= x, analytic = y\_prime, central = y\_cen)  
  
p3 <- ggplot(df\_cen, aes(x = x)) +  
 geom\_line(aes(y = analytic), color= 'black', size= 1.15) +  
 geom\_line(aes(y = central), color= 'blue', size = 0.9) +  
 labs(title= '3. 중심차분 vs 해석적 도함수',  
 x= 'x',  
 y= 'f`(x)') +  
 theme\_minimal()  
  
  
# plot 출력  
print(p1)
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print(p2)

![](data:image/png;base64,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)

print(p3)

![](data:image/png;base64,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)

#### (b).

Newton-Rapshon 알고리즘 구현:

# Newton-Rapshon 방법  
newton\_rapshon <- function(f, fprime= NULL, x0, maxiter = 100, h = 1e-6, epsilon = 1e-10){  
   
 x\_current <- x0  
 iter <- 0  
   
 # fprime 값이 입력되지 않은 경우  
 if (is.null(fprime)){  
 f\_prime <- function(x\_value){  
 return((f(x\_value+ h) - f(x\_value - h)) / (2\*h))  
 }  
 }  
   
 # fprime 값이 입력된 경우  
 else{  
 f\_prime <- fprime  
 }  
   
 # while문 사용해 반복 진행  
 while(iter < maxiter){  
 x\_prev <- x\_current  
   
 # x\_t 계산  
 x\_current = x\_prev - f(x\_prev) / f\_prime(x\_prev)  
 iter <- iter + 1  
   
 if (abs(x\_current - x\_prev) < epsilon){  
 break  
 }  
 }  
 return(x\_current)  
}

#### (c).

f(x) = cos(x) - x = 0을 만족하는 해 찾기

* 수치미분 버전:

n <- 100  
x <- seq(0, 2\*pi, length.out = n)  
  
# f 함수와 실제 도함수(f`) 정의  
f <- function(x){  
 return(cos(x) - x)  
}  
  
newton\_rapshon(f, NULL, 0.5)

## [1] 0.7390851

* 도함수 제공 버전:

# 도함수 제공  
f\_prime <- function(x){  
 return(-sin(x) - 1)  
}  
  
newton\_rapshon(f, f\_prime, 0.5)

## [1] 0.7390851

### Problem 4.

#### (a).

Left Rectangle 방식 구현:

left\_rec <- function(f, a, b, n){  
 # 등간격 h 계산  
 h <- (b - a) / n  
   
 integral\_sum <- 0  
   
 for (i in 0:(n-1)){  
 # 현재 좌측 끝점 위치 계산  
 x\_i = a + (i \* h)  
   
 integral\_sum = integral\_sum + f(x\_i)  
 }  
 return(integral\_sum \* h)  
}

#### (b).

Trapezoid 방식 구현:

trapezoid <- function(f, a, b, n){  
 # 등간격 h 계산  
 h <- (b - a) / n  
   
 integral\_sum <- f(a) + f(b)  
   
 for (i in 1:(n-1)){  
 # 현재 좌측 끝점 위치 계산  
 x\_i = a + (i \* h)  
   
 integral\_sum = integral\_sum + 2\*f(x\_i)  
 }  
 return((h / 2) \* integral\_sum)  
}

#### (c).

Simpson 방식 구현:

simpson <- function(f, a, b, n){  
   
 # n = 짝수  
 if (n%%2 != 0){  
 stop('n must be even.')  
 }  
   
 # 등간격 h 계산  
 h <- (b- a) / n  
 integral\_sum <- f(a) + f(b)  
   
 for(i in 1:(n-1)){  
 # 현재 좌측 끝점 위치 계산  
 x\_i = a + (i \* h)  
   
 # i = odd인 경우  
 if (i%%2 != 0){  
 int\_odd <- 4 \* f(x\_i)  
 integral\_sum <- integral\_sum + int\_odd  
 }  
   
 # i = even인 경우  
 else{  
 int\_even <- 2 \* f(x\_i)  
 integral\_sum <- integral\_sum + int\_even  
 }  
 }  
 return((h / 3) \* integral\_sum)  
}

#### (d).

f(x) = sin(x)인 경우의 수치적분 결과:

library(flextable)  
  
f <- function(x){  
 return(sin(x))  
}  
n <- 100  
  
integral <- data.frame(  
 '방법' = c('Left Rectangle', 'Trapezoid', 'Simpson'),  
 '계산 결과' = c(left\_rec(f, 0, pi, n), trapezoid(f, 0, pi, n), simpson(f, 0, pi, n))  
)  
flextable(integral)

| 방법 | 계산.결과 |
| --- | --- |
| Left Rectangle | 1.999836 |
| Trapezoid | 1.999836 |
| Simpson | 2.000000 |

#### (e).

해석적 값:

시각화:

# 해석적 적분 값  
f\_true <- 2  
  
# n 값 벡터  
n\_values <- c(10, 30, 60, 100, 150, 200)  
  
f <- function(x){  
 return(sin(x))  
}  
  
a<- 0; b<- pi  
  
# 오차 계산  
results <- data.frame(n = integer(), Method = character(), Error = numeric())  
  
for (n in n\_values){  
 rec\_val <- left\_rec(f, a, b, n)  
 trap\_val <- trapezoid(f, a, b, n)  
 simps\_val <- simpson(f, a, b, n)  
   
 rec\_err <- abs(f\_true - rec\_val)  
 trap\_err <- abs(f\_true - trap\_val)  
 simps\_err <- abs(f\_true - simps\_val)  
   
 results <- rbind(results,  
 data.frame(n = n, Method = 'Left Rectangle', Error = rec\_err),  
 data.frame(n = n, Method = 'Trapezoid', Error = trap\_err),  
 data.frame(n = n, Method = 'Simpson', Error = simps\_err))  
}  
  
# 시각화  
library(scales)  
p <- ggplot(results, aes(x = n)) +  
 geom\_line(aes(y = Error, color= Method), size = 1) +  
 geom\_point(aes(y = Error, color= Method), size = 1.5) +  
 scale\_y\_log10(labels = scales::label\_scientific()) +  
 labs(title = 'n 값에 따른 해석적 값과 수치적분 차이', x= 'n', y= 'Error') +  
 theme\_minimal()  
print(p)
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### Problem 5.

#### (a).

A <- matrix(c(4, 2, 2, 2, 5, 1, 2, 1, 3), 3)  
U <- chol(A)  
  
# L = U^T  
L <- t(U)  
  
print(L%\*%t(L))

## [,1] [,2] [,3]  
## [1,] 4 2 2  
## [2,] 2 5 1  
## [3,] 2 1 3

print(A)

## [,1] [,2] [,3]  
## [1,] 4 2 2  
## [2,] 2 5 1  
## [3,] 2 1 3

#### (b).

forward 함수 구현:

forward <- function(L, y){  
 # 행렬의 크기(n) 구하기  
 n <- nrow(L)  
 # 결과 벡터 z 초기화  
 z <- numeric(n)  
   
 for (i in seq\_len(n)){  
   
 if (i > 1){  
 idx <- seq\_len(i - 1)  
 current\_sum <- sum(L[i, idx] \* z[idx])  
 }  
 else{  
 current\_sum <- 0  
 }  
 z[i] = (y[i] - current\_sum) / L[i, i]  
 }  
 return(z)  
}

#### (c).

backward 함수 구현:

backward <- function(L\_t, z){  
 # 행렬의 크기(n) 구하기  
 n <- nrow(L\_t)  
 # 결과 벡터 x 초기화  
 x <- numeric(n)  
   
 for (i in n:1){  
 if (i < n){  
 idx <- (i + 1):n  
 current\_sum <- sum(L\_t[i, idx] \* x[idx])  
 }  
 else{  
 current\_sum <- 0  
 }  
 x[i] = (z[i] - current\_sum) / L\_t[i, i]  
 }  
 return(x)  
}

#### (d).

forward / backward 함수 결과 확인:

# 행렬 A  
A <- matrix(c(4, 2, 2, 2, 5, 1, 2, 1, 3), 3)  
  
# 벡터 b  
b <- c(1, -2, 3)  
  
# 상삼각행렬(U)과 하삼각행렬(L)  
U <- chol(A)  
L <- t(U)  
  
# 1. forward 함수 결과  
z <- forward(L, b)  
print(z)

## [1] 0.500000 -1.250000 1.767767

# forwardsolve와 비교  
z\_true <- forwardsolve(L, b)  
all.equal(z, as.vector(z\_true))

## [1] TRUE

# 2. backward 함수 결과  
x <- backward(U, z)  
print(x)

## [1] -0.0625 -0.6250 1.2500

# backsolve와 비교  
x\_true <- backsolve(U, z)  
all.equal(x, as.vector(x\_true))

## [1] TRUE

# solve(A, b) 결과  
solve(A, b)

## [1] -0.0625 -0.6250 1.2500

### Problem 6.

#### (a).

Gaussian Kernel 함수 구현:

gaussian\_kernel <- function(x, x\_prime, rho = 1){  
 diff\_sq <- (x - x\_prime)^2  
 result <- exp(- rho \* diff\_sq)  
 return(result)  
}

#### (b).

KRR 적합 함수 구현:

fit\_krr <- function(X, y, lambda = 0.0001, rho = 1){  
 # 데이터 크기(n) 확인  
 n <- length(y)  
   
 # 커널 행렬 K 계산  
 K <- outer(as.numeric(X), as.numeric(X), function(a, b){  
 exp(- rho \* (a - b)^2)  
 })  
   
 # 정규화 항 계산: K + lambda \* I\_n  
 K\_reg <- K + lambda \* diag(n)  
   
 # 계수 alpha 계산: alpha = (K + lambda \* I\_n)^(-1) \* y  
 alpha <- solve(K\_reg, y)  
   
 structure(list(alpha = alpha, X\_train = X, y\_train = y, lambda = lambda, rho = rho), class = 'krr')  
}

#### (c).

predict 함수 확장 구현:

predict.krr <- function(obj, X\_new, ...){  
   
 # 파라미터 추출  
 alpha <- obj$alpha  
 X\_train <- as.numeric(obj$X\_train)  
 rho <- obj$rho  
   
 sapply(X\_new, function(x){  
 k\_x\_X <- exp(- rho \* (x - X\_train)^2)  
 sum(k\_x\_X \* alpha)  
 })  
}

#### (d).

plot 함수 구현:

plot.krr <- function(x, ...) {  
   
 # 필요한 데이터 추출 및 예측 곡선 생성  
 model <- x   
   
 # 훈련 데이터 X 범위 내에서 부드러운 곡선을 위한 새로운 X 벡터 생성  
 X\_train <- model$X\_train  
 y\_train <- model$y\_train  
   
 # X\_train의 최소/최대값 기준으로 100개의 새로운 X 값 생성  
 X\_new <- seq(min(X\_train), max(X\_train), length.out = 100)  
   
 # 예측값 계산  
 Y\_pred <- predict.krr(model, X\_new)   
   
 # 시각화를 위한 데이터프레임 생성  
 df\_train <- data.frame(X = X\_train, Y = y\_train)  
 df\_pred <- data.frame(X = X\_new, Y = Y\_pred)  
   
 # 시각화  
 library(ggplot2)  
   
 p <- ggplot() +  
 geom\_point(data = df\_train, aes(x = X, y = Y),   
 color = 'blue', size = 3, alpha = 0.7) +  
 geom\_line(data = df\_pred, aes(x = X, y = Y),   
 color = 'red', size = 1) +  
 labs(  
 title = paste0('Kernel Ridge Regression 예측 곡선 (λ=', model$lambda, ', ρ=', model$rho, ')'),  
 x = 'X',  
 y = 'Y'  
 ) +  
 theme\_minimal()  
   
 print(p)  
}

#### (e).

set.seed(1)  
n = 150  
X = matrix(runif(n, -1, 1), ncol = 1)  
ftrue = function(x) sin(2\*pi\*x) + 0.5 \* cos(4\*pi\*x)  
y = ftrue(X[, 1]) + rnorm(n, sd = 0.1)  
  
# 모델 적합  
krr\_model <- fit\_krr(X, y)  
  
# 예측 및 시각화  
plot(krr\_model)
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