**SORTOWANIA**

**Proste**

* **Bubble sort**

void bsort(int t[], int n) {

bool test;

for (int i = 0; i<n; i++) {

test = true;

for (int j = 0; j<n - 1 - i; j++) {

if (t[j]>t[j + 1]) {

swap(t[j], t[j + 1]);

test = false;

}

}

if (test) break;

}

}

* **Insertion sort**
* **Na tablicy**

void isortTab(int A[], int n) {

for (int j = 1; j < n; j++) {

int key = A[j];

int i = j - 1;

while (i >= 0 && A[i]>key) {

A[i + 1] = A[i];

i--;

}

A[i + 1] = key;

}

}

* **Na liście**

void insert(node \* list, node \* el) {

while (list->next != NULL && list->next->key < el->key)

list = list->next;

el->next = list->next;

list->next = el;

}

node \* isort(node \* first) {

node \* sorted = new node;

sorted->next = NULL;

while (first->next != NULL) {

node \* tmp = first->next;

first->next = tmp->next;

tmp->next = NULL;

insert(sorted, tmp);

}

delete first;

return sorted;

}

* **Selection sort**
* **Na tablicy**

void selectionSort(int A[], int n) {

for (int i = 1; i<n; i++) {

int min = i - 1;

for (int j = i; j<n; j++)

if (A[j] < A[min]) min = j;

swap(A[min], A[i - 1]);

}

}

* **Na liście**

// lista nie może być pusta

node \* removemax(node \* first) {

node \* p\_max = first;

while (first->next != NULL) {

if (p\_max->next->key < first->next->key)

p\_max = first;

first = first->next;

}

node \* max = p\_max->next;

p\_max->next = max->next;

max->next = NULL;

return max;

}

node \* ssort(node \* first) {

node \* sorted = new node;

sorted->next = NULL;

while (first->next != NULL) {

node \* tmp = removemax(first);

tmp->next = sorted->next;

sorted->next = tmp;

}

delete first;

return sorted;

}

**Szybkie**

* **Mergesort**
* **Na tablicy**

void mergeTab(int tab[], int l1, int m, int r2, int N) {

int p = l1;

int \* T2 = new int[N];

int r1 = m;

int l2 = m + 1;

int i = l1;

while (l1 <= r1 && l2 <= r2) {

if (tab[l1] < tab[l2])

T2[i] = tab[l1++];

else

T2[i] = tab[l2++];

i++;

}

while (l1 <= r1)

T2[i++] = tab[l1++];

while (l2 <= r2)

T2[i++] = tab[l2++];

for (i = p; i <= r2; i++)

tab[i] = T2[i];

}

void msortTab(int tab[], int l, int r, int n) {

if (l < r) {

int m = (l + r) / 2;

msortTab(tab, l, m, n);

msortTab(tab, m + 1, r, n);

mergeTab(tab, l, m, r, n);

}

}

* **Na liście**

// wszystkie listy mają wartownika

// l nie może być nullem

void nserie(node \* l, node \* s) {

node \* tmp = l->next;

while (tmp->next != NULL && tmp->key < tmp->next->key)

tmp = tmp->next;

s->next = l->next;

l->next = tmp->next;

tmp->next = NULL;

}

node \* merge\_series(node \* s1, node \* s2, node \* append) {

node \* end = append;

while (s1->next != NULL && s2->next != NULL) {

if (s1->next->key <= s2->next->key) {

end->next = s1->next;

end = end->next;

s1->next = s1->next->next;

end->next = NULL;

}

else {

end->next = s2->next;

end = end->next;

s2->next = s2->next->next;

end->next = NULL;

}

}

if (s1->next != NULL) {

end->next = s1->next;

s1->next = NULL;

}

else if (s2->next != NULL) {

end->next = s2->next;

s2->next = NULL;

}

while (end->next != NULL) {

end = end->next;

}

return end;

}

void mergesort(node \* head) {

node \* s1 = new node;

s1->next = NULL;

node \* s2 = new node;

s2->next = NULL;

node \* l = new node;

l->next = NULL;

node \* end = l;

int n;

do {

n = 0;

while (head->next != NULL) {

nserie(head, s1);

n++;

if (head->next != NULL) {

nserie(head, s2);

n++;

end = merge\_series(s1, s2, end);

}

else {

end->next = s1->next;

s1->next = NULL;

}

}

head->next = l->next;

l->next = NULL;

end = l;

} while (n > 2);

delete l;

delete s1;

delete s2;

}

* **Heapsort**

int left(int i) { return 2 \* i + 1; }

int right(int i) { return 2 \* i + 2; }

int parent(int i) { return (i - 1) / 2; }

void heapify(int A[], int i, int hs) {

int ind\_max = i;

if (left(i) < hs && A[left(i)] > A[ind\_max])

ind\_max = left(i);

if (right(i) < hs && A[right(i)] > A[ind\_max])

ind\_max = right(i);

if (i != ind\_max) {

swap(A[i], A[ind\_max]);

heapify(A, ind\_max, hs);

}

}

void buildheap(int A[], int n) {

for (int i = parent(n - 1); i >= 0; i--)

heapify(A, i, n);

}

void heapsort(int A[], int n) {

buildheap(A, n);

for (int i = n - 1; i>0; i--) {

swap(A[0], A[i]);

heapify(A, 0, i);

}

}

* **Quicksort**
* **Horae**

int partition(int A[], int l, int r) {

int x = A[l];

int i = l - 1;

int j = r + 1;

while (true) {

do j--; while (A[j] > x);

do i++; while (A[i] < x);

if (i < j)

swap(A[i], A[j]);

else

return j;

}

}

int partition\_rand(int A[], int l, int r) {

int q = (rand() % (r - l + 1)) + l;

swap(A[l], A[q]);

return partition(A, l, r);

}

void quicksort\_horae(int A[], int l, int r) {

if (p < r) {

int q = partition\_rand(A, l, r);

quicksort\_horae(A, l, q);

quicksort\_horae(A, q + 1, r);

}

}

* **Lomuto**

int partition(int A[], int l, int r) {

int x = A[r];

int i = l - 1;

int j;

for (j = l; j < r; j++) {

if (A[j] <= x) {

i++;

swap(A[i], A[j]);

}

}

swap(A[r], A[i + 1]);

return i + 1;

}

void quicksort\_lomuto(int A[], int l, int r) {

if (l < r) {

int q = partition2(A, l, r);

quicksort\_lomuto (A, l, q - 1);

quicksort\_lomuto(A, q + 1, r);

}

}

* **Derekursywacja**

void qsort\_stack(int tab[], int N) {

stack < int > Q;

Q.push(0);

Q.push(N - 1);

while (!Q.empty()) {

int r = Q.top(); Q.pop();

int l = Q.top(); Q.pop();

int i = partition(tab, l, r); // from horae

if (l < i) {

Q.push(l);

Q.push(i);

}

if (i + 1 < r) {

Q.push(i + 1);

Q.push(r);

}

}

}

**Liniowe**

* **Counting sort**

void countingSort(int A[], int n) {

int \* B = new int[n];

int max = A[0], min = A[0];

for (int i = 1; i < n; i++) {

if (A[i] > max)

max = A[i];

if (A[i] < min)

min = A[i];

}

int k = (max - min) + 1;

int \* C = new int[k];

for (int i = 0; i < k; i++)

C[i] = 0;

for (int i = 0; i < n; i++)

C[A[i]-min]++;

for (int i = 0; i < k - 1; i++)

C[i + 1] += C[i];

for (int i = 0; i < n; i++)

B[--C[A[i]-min]] = A[i];

for (int i = 0; i < n; i++)

A[i] = B[i];

delete[] B;

delete[] C;

}

* **Radix sort**

/\*

Mamy tablicę A n-elementową, zawierającą elementy z przedziału [0, n^2-1].

Należy ją posortować.

Rozwiązanie:

System n-kowy

Liczby z zakresu: [0, n^2-1]

można zapisać w postaci: An + B, gdzie A, B należą do przedziału [0, n-1]

Należy posortować pozycyjnie z użyciem sortowania przez zliczanie.

Czas sortowania: O(n)

\*/

// zwraca cyfrę o pozycji 1...numlen(num) licząc od tyłu

int getNumByPos(int num, int base, int pos) {

if (pos == 1) return num%base;

int i = 1;

num /= base;

int dig = 0;

while (num != 0 && i != pos) {

dig = num%base;

num /= base;

i++;

}

return dig;

}

// sortuje względem pozycji p

void posSort(int A[], int n, int p) {

int \* res = new int[n];

int \* tab = new int[n];

for (int i = 0; i < n; i++)

tab[i] = 0;

for (int i = 0; i < n; i++)

tab[getNumByPos(A[i], n, p)]++;

for (int i = 1; i < n; i++)

tab[i] = tab[i] + tab[i - 1];

for (int i = n - 1; i >= 0; i--)

res[--tab[getNumByPos(A[i], n, p)]] = A[i];

for (int i = 0; i < n; i++)

A[i] = res[i];

delete[] res;

delete[] tab;

}

// Sortuje n elementową tablicę z elementami z zakresu [0, n^p-1]

void sort(int A [], int n, int p) {

for (int i = 1; i <= p; i++)

posSort(A, n, i);

}

* **Bucket sort**
* **Opis**

Zubełkowego pozwala sortować zbiory liczb całkowitych - najlepiej o dużej ilości elementów, lecz o małym zakresie wartości. Zasada działania jest następująca:

1. Określamy zakres wartości, jakie mogą przyjmować elementy sortowanego zbioru. Niech wmin oznacza najmniejszą wartość, a wmax niech oznacza wartość największą.
2. Dla każdej możliwej wartości przygotowujemy kubełek-licznik, który będzie zliczał ilość wystąpień tej wartości w sortowanym zbiorze. Liczba liczników jest równa (wmax - wmin + 1). Każdy licznik jest początkowo ustawiony na wartość zero.
3. Przeglądamy kolejno elementy zbioru od pierwszego do ostatniego. Dla każdego elementu zbioru zwiększamy o jeden zawartość licznika o numerze równym wartości elementu. Na przykład, jeśli kolejny element zbioru ma wartość 3, to zwiększamy licznik o numerze 3. W efekcie po przeglądnięciu wszystkich elementów zbioru liczniki będą zawierały ilość wystąpień każdej z możliwych wartości. Jeśli dany licznik zawiera 0, to wartość równa numerowi licznika w zbiorze nie występuje. Inaczej wartość ta występuje tyle razy, ile wynosi zawartość jej licznika.
4. Przeglądamy kolejne liczniki zapisując do zbioru wynikowego ich numery tyle razy, ile wynosi ich zawartość. Zbiór wyjściowy będzie posortowany.

![C:\Users\Damian\Desktop\bucketSort.png](data:image/png;base64,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)

**Abstrakcyjne struktury danych**

**Drzewa binarne**

* **Drzewa BST**
* **Opis**

Drzewo poszukiwań binarnych (ang. Binary Search Tree) jest drzewem binarnym, w którym każdy węzeł spełnia reguły:

1. Jeśli węzeł posiada lewe poddrzewo (drzewo, którego korzeniem jest lewy syn), to wszystkie węzły w tym poddrzewie mają wartość niewiększą od wartości danego węzła.
2. Jeśli węzeł posiada prawe poddrzewo, to wszystkie węzły w tym poddrzewie są niemniejsze od wartości danego węzła.

* **Wygląd struktury**

struct BSTNode {

BSTNode \* up;

BSTNode \* left;

BSTNode \* right;

int key;

};

* **Wypisywanie**

void inorder(BSTNode \* v) {

if (v != NULL) {

inorder(v->left);

cout << v->key << " ";

inorder(v->right);

}

}

* **Sprawdzanie czy element istnieje**

BSTNode \* find(BSTNode \* root, int key) {

if (root == NULL) return NULL;

if (root->key == key) return root;

else if (key < root->key)

return find(root->left, key);

else

return find(root->right, key);

}

* **Wstawianie**

void addNode(BSTNode \* &tree, BSTNode \* newNode) {

if (tree == NULL) {

tree = newNode;

} else {

BSTNode \* cp = tree;

while (true) {

if (newNode->key <= cp->key) {

if (cp->left == NULL)

break;

else

cp = cp->left;

} else {

if (cp->right == NULL)

break;

else

cp = cp->right;

}

}

newNode->up = cp;

if (newNode->key <= cp->key)

cp->left = newNode;

else

cp->right = newNode;

}

}

* **Znajdowanie następnika**

BSTNode \* treeSuccessor(BSTNode \* v) {

if (v->right != NULL)

return treeMin(v->right);

BSTNode \* y = v->up;

while (y != NULL && v == y->right) {

v = y;

y = y->up;

}

return y;

}

* **Znajdowanie poprzednika**

BSTNode \* treePredecessor(BSTNode \* v) {

if (v->left != NULL)

return treeMax(v->left);

BSTNode \* y = v->up;

while (y != NULL && v == y->left) {

v = y;

y = y->up;

}

return y;

}

* **Usuwanie**

BSTNode \* deleteNode(BSTNode \* &root, BSTNode \* z) {

BSTNode \* y, \* x;

if (z->left == NULL || z->right == NULL)

y = z;

else

y = treeSuccessor(z);

if (y->left != NULL)

x = y->left;

else

x = y->right;

if (x != NULL)

x->up = y->up;

if (y->up == NULL)

root = x;

else if (y == y->up->left)

y->up->left = x;

else

y->up->right = x;

if (y != z)

z->key = y->key;

return y;

}

* **Różne odmiany drzew BST**
* **Drzewa AVL**
* **Opis**

Drzewo AVL to takie drzewo BST, w którym dla każdego węzła różnica wysokości podrzew wynosi najwyżej 1.

* **Wygląd struktury**

struct AVLNode {

AVLNode \* up;

AVLNode \* left;

AVLNode \* right;

int key;

int bf; // współczynnik równowagi

};

* **Wstawianie**

1. Wstawiamy tak samo jak do drzewa BST.
2. Wracamy od wstawionego węzła w górę aktualizując współczynniki wyważenia
3. Jeśli któryś ze współczynników przyjmuje wartość 2 lub -2 to naprawiamy drzewo stosując odpowiednie rotacje

* **Drzewa Czerwono-Czarne**
* **Opis**

1. Każdy węzeł jest albo czerwony albo czarny.
2. Korzeń jest czarny
3. Każdy liść (NULL) jest czarny
4. Jeśli węzeł jest czerwony, to jego dzieci są czarne
5. Dla każdego węzła wewnętrznego każda ścieżka prosta do liścia zawiera tyle samo czarnych węzłów.

* **Wygląd struktury**

struct RBTNode {

RBTNode \* up;

RBTNode \* left;

RBTNode \* right;

int key;

char color;

};

* **Wstawianie**

1. Wstawiamy jak do zwykłego drzewa BST, kolorujemy węzeł na czerwono
2. Wędrujemy w górę drzewa naprawiając węzły
3. Korzeń ustawiamy na czarny

* **Drzewa Splay**
* **Opis**

Nazwa drzew pochodzi od operacji splay.

* **Funkcja splay**

Operacja splay(x) wyciąga węzeł o wartości x (lub najbliższy) do korzenia drzewa.

1. Znajdź węzeł z x tak jak w zwykłym drzewie BST
2. Przy pomocy serii operacji Zig, Zig-Zig, Zig-Zag wyciągnij x do korzenia

Zasada Zig:

Jeśli ojciec *y* węzła *x* jest korzeniem drzewa T, to wykonujemy rotację pojedynczą, w której uczestniczą ojciec *y* oraz węzeł *x*. Rotacja taka kończy operację splay.

Zasada Zig-Zig:

Jeśli ojciec *y* węzła *x* nie jest korzeniem, a zarówno *y* jak i *x* są jednocześnie prawymi lub jednocześnie lewymi synami, to wykonujemy dwie rotacje: najpierw rotacja z dziadkiem *z* i ojcem *y*, a następnie rotacja z ojcem *y* i węzłem *x*.

Zasada Zig-Zag:

Jeśli ojciec *y* nie jest korzeniem, a węzły *x* i *y* są naprzemiennie lewym i prawym dzieckiem, to najpierw wykonujemy rotację węzła *y* z węzłem *x*, a następnie rotację nowego ojca x (jest to teraz węzeł *z*)  z węzłem *y*.

* **Dodawanie**

void insertSplay(BSTNode \* & root, int k) {

BSTNode \* x = new BSTNode; // Tworzymy nowy węzeł

x->left = x->right = NULL; // Ustawiamy pola nowego węzła

x->key = k;

if (!root) { // Jeśli drzewo jest puste,

x->up = NULL; // to węzeł x staje się korzeniem

root = x;

} else {

splay(root, k); // W korzeniu pojawia się następnik lub poprzednik

x->up = root; // Będzie on zawsze ojcem węzła x

if (k < root->key) { // Wybieramy miejsce dla x

x->left = root->left;

root->left = x; // x staje się lewym synem korzenia

if (x->left) x->left->up = x;

} else {

x->right = root->right;

root->right = x; // x staje się prawym synem korzenia

if (x->right) x->right->up = x;

}

}

}

* **Usuwanie**

void removeSplay(BSTNode \* & root, int k) {

BSTNode \*TL, \*TR;

if (root) {

splay(root, k); // Usuwany węzeł idzie do korzenia

if (root->key == k) { // Sprawdzamy, czy rzeczywiście tam trafił

TL = root->left; // Zapamiętujemy synów węzła

TR = root->right;

delete root; // Węzeł usuwamy z pamięci

root = NULL; // Teraz drzewo jest puste

if (TL) { // Wybieramy niepuste poddrzewo

TL->up = NULL; // Teraz TL wskazuje korzeń

splay(TL, k); // Do korzenia trafia poprzednik usuniętego węzła

while (TL->right) rot\_L(TL, TL); // idziemy na skraj drzewa

TL->right = TR; // TR staje się prawym synem

if (TR) TR->up = TL;

root = TL; // Uaktualniamy korzeń

} else if (TR) { // Przypadek symetryczny dla TR

TR->up = NULL; // Teraz TR wskazuje korzeń

splay(TR, k); // Do korzenia trafia następnik usuniętego węzła

while (TR->left) rot\_R(TR, TR); // idziemy na skraj drzewa

TR->left = TL; // TL staje się lewym synem

if (TL) TL->up = TR;

root = TR; // Uaktualniamy korzeń

}

}

}

}

* **Różne zadania z drzewami BST**
* **Zwróć n-ty węzeł co do wartości**

int getNElement(BSTNode \* v, int i) {

if (v == NULL) return -1;

int lsum;

if (v->left == NULL)

lsum = 0;

else

lsum = v->sum;

if (lsum + 1 == i)

return v->key;

if (lsum >= i)

return getNElement(v->left, i);

return getNElement(v->right, i - lsum - 1);

}

* **Mając drzewo RBT napisz program zwracający sumę wartości węzłow z przedziału [x, y]**

struct Brnode {

int key, sumL, // suma lewego poddrzewa

sumR; // suma prawego poddrzewa

char \* color;

BRnode \* left, \*right;

BRNode() { this->sumL = this->sumR = 0; }

};

// O(2logn) = O(logn)

int sum(BRnode \* T, int x, int y) {

int sum = T->key + T->sumL + T->sumR; // całkowita suma

BRnode \* cp = T;

while (cp != NULL) { // idziemy w lewo

if (x < cp->key) {

cp = cp->left;

} else if (x > cp->key) {

sum -= cp->key + cp->sumL;

cp = cp->right;

} else {

sum -= cp->sumL;

break;

}

}

BRnode \* cp = T;

while (cp != NULL) { // idziemy w prawo

if (y < cp->key) {

sum -= cp->key + cp->sumR;

cp = cp->left;

} else if (y > cp->key) {

cp = cp->right;

} else {

sum -= cp->sumR;

break;

}

}

}

**Skip Lista**

* **Opis**
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Probabilistyczna [struktura danych](https://pl.wikipedia.org/wiki/Struktura_danych) przeznaczona do przechowywania danych uporządkowanych (np. posortowanych rosnąco liczb), będąca rozwinięciem [listy jednokierunkowej](https://pl.wikipedia.org/wiki/Lista), a stanowiąca alternatywę dla drzew zbalansowanych (wyważonych), takich jak [drzewa AVL](https://pl.wikipedia.org/wiki/Drzewo_AVL), czy [czerwono-czarne](https://pl.wikipedia.org/wiki/Drzewo_czerwono-czarne).

Oczekiwana [złożoność](https://pl.wikipedia.org/wiki/Z%C5%82o%C5%BCono%C5%9B%C4%87_obliczeniowa) operacji wyszukiwania, wstawiania nowego elementu do listy oraz usunięcia elementu wynosi **O(logn).**

* **Wygląd struktury**

struct SLNode {

int val;

SLNode \*\* next;

};

struct SkipList {

SLNode \* head;

int height;

};

* **Losowanie wysokości**

int getHeight(int max\_h, double p = 1/2) {

int h = 1;

while (h < max\_h && rand48() < p)

h++;

return h;

}

* **Wyszukiwanie**

SLNode \* find(SkipList \* skip, int key) {

SLNode \* it = skip->head;

for (int i = skip->height - 1; i >= 0; i--)

while (key > it->next[i]->val)

it = it->next[i];

return (it->next[0]->val == key) ? it->next[0]->val : NULL;

}

* **Dodawanie**

void insert(SkipList \* skip, int key) {

SLNode \* it = skip->head;

int h = getHeight(it->height);

SLNode \* newNode = new SLNode;

newNode->val = key;

newNode->next = new SLNode \*[h];

for (int i = skip->height - 1; i >= 0; i--) {

while (it->next[i] != NULL && key > it->next[i]->val)

it = it->next[i];

if (i<h) {

newNode->next[i] = it->next[i];

it->next[i] = newNode;

}

}

}

* **Usuwanie**

void insert(SkipList \* skip, int key) {

SLNode \* it = skip->head;

SLNode \* c;

for (int i = skip->height - 1; i >= 0; i--) {

while (it->next[i] != NULL && key > it->next[i]->val)

it = it->next[i];

if (it->next[i]->val == key) {

c = it->next;

it->next[i] = c[i]->next[i];

}

}

if (it->next[0]->val != key) return;

delete c[0];

}

**Tablice z haszowaniem**

* **Idea**

Czy dany łańcuch możemy znaleźć wśród innych łańcuchów w czasie porównywalnym z czasem stałym **O(1)**? Rozwiązaniem jest **haszowanie** (ang. hashing). Wyobraźmy sobie, że posiadamy pewną funkcję, która dla danego łańcucha daje w wyniku liczbę całkowitą z zakresu od 0 do n-1. Tworzymy tablicę *n* elementową łańcuchów i łańcuchy umieszczamy w tej tablicy na pozycjach określonych przez naszą funkcję, którą będziemy nazywać **funkcją haszującą** (ang. hash function). Aby teraz znaleźć łańcuch w tablicy, wyznaczamy dla niego wartość funkcji haszującej i sięgamy do komórki o tym indeksie.

* **Funkcje haszujące**

// przykład implementacji funkcji haszującej

typedef unsigned int hashType;

struct Data {

char \* firstName;

char \* lastName;

int age;

hashType hash;

};

hashType getHash(Data \* data) {

int waga = 65599, sum = 0;

for (int i = 0; data->firstName[i] != 0; i++)

sum = sum \* waga + data->firstName[i];

for (int i = 0; data->lastName[i] != 0; i++)

sum = sum \* waga + data->lastName[i];

return sum\*waga + data->age;

}

* **Rodzaje rozwiązywania konfliktów**
* **Metoda listowa**

struct mydata {

char \* name, \*surname;

mydata \* next;

mydata() {

this->next = NULL;

}

};

struct hashTable {

mydata \*\* T;

int size;

};

void insert(hashTable \* hTab, mydata \* dat) {

hashType h = getHash(dat);

hashType start = h % hTab->size;

dat->next = hTab->T[start];

hTab->T[start] = dat;

}

bool search(hashTable \* hTab, mydata \* dat) {

hashType h = getHash(dat);

hashType start = h % hTab->size;

mydata \* tmp = hTab->T[start];

while (tmp != NULL) {

if (cmp(tmp, dat))

return true;

tmp = tmp->next;

}

return false;

}

* **Adresowanie otwarte**

// funkcja dodawania dla adresowania otwartego

int hashInsert(T, k) {

i = 0;

while (i != m) { // m - rozmiar tablicy z danymi

j = h(k, i);

if (T[j] == NULL) {

T[j] = k;

return j;

}

i++;

}

return -1; // nastąpiło przepełnienie

}

// funkcja wyszukiwania dla adresowania otwartego

int hashSearch(T, k) {

i = 0;

while (i != m) {

j = h(k, i);

if (T[j] == NULL)

break;

if (T[j] == k)

return j;

i++;

}

return -1; // brak elementu

}

* **Liniowe**

h(k, i) = h’(k) + i

typedef unsigned int hashType;

struct Data {

char \* firstName;

char \* lastName;

int age;

hashType hash;

};

Data \* EMPTY = new Data{" ", " ", -1, 0};

// przykład funkcji dodawania z rozwiązywaniem linowym

bool insert(Data \* arr[], Data \* data) {

hashType h = getHash(data);

hashType start = h % M;

if (arr[start] == NULL || arr[start] == EMPTY) {

data->hash = h;

arr[start] = data;

return true;

}

int i = start + 1 % M;

int j = 0;

while (j != M) {

if (arr[i] == NULL || arr[start] == EMPTY) {

data->hash = h;

arr[i] = data;

return true;

}

i = (i + 1) % M; j++;

}

return false; // przepełnienie

}

// przykład funkcji wyszukiwania z rozwiązywaniem linowym

int search(Data \* arr[], Data \* el) {

hashType h = getHash(el);

for (int i = 0; i < M; i++) {

int ind = (h + i) % M;

if (arr[ind] == NULL) break;

if (arr[ind]->hash != h) continue;

if (cmp(arr[ind], el)) return ind;

}

return -1;

}

// przykład funkcji usuwania

void remove(Data \* arr[], Data \* el) {

int ind = search(arr, el);

if (ind == -1) return;

Data \* tmp = arr[ind];

delete tmp;

arr[ind] = EMPTY;

}

* **Kwadratowe**

h(k, i) = h’(k) + i^2

* **Adresowanie uniwersalne**

h(k, i) = h’(k) + i\*h’’(k)

**Zbiory rozłączne**

* **Reprezentacja tablicowa**

// O(1)

void makeSetTab(int i, int R[]) {

R[i] = i;

}

// O(1)

int findTab(int i, int R[]) {

return R[i];

}

// O(n)

void unionTab(int x, int y, int R[]) {

int rx = findTab(x, R);

int ry = findTab(y, R);

if (rx != ry) {

for (int i = 0; i < N; i++) {

if (R[i] == ry)

R[i] = rx;

}

}

}

// O(n)

void initTab(int R[]) {

for (int i = 0; i < N; i++) {

makeSetTab(i, R);

}

}

// O(1)

bool isSameSetTab(int x, int y, int R[]) {

return findTab(x, R) == findTab(y, R);

}

* **Reprezentacja listowa**

struct setNode;

struct set {

setNode \* head, \* tail;

int length; // posłuży nam do łączenia krótszej listy z większą

};

struct setNode {

set \* r;

setNode \* next;

int val;

};

// O(1)

set \* findList(setNode \* c) {

return c->r;

}

// O(1)

setNode \* makeSetList(int v) {

set \* s = new set;

setNode \* t = new setNode;

t->r = s;

t->next = NULL;

t->val = v;

s->head = s->tail = t;

s->length = 1;

return t;

}

// O(m) - gdzie m to liczba el. w mniejszej liście

void unionList(setNode \* x, setNode \* y) {

set \* rx = findList(x);

set \* ry = findList(y);

if (rx != ry) {

if (rx->length > ry->length) {

rx->tail->next = ry->head;

rx->tail = ry->tail;

rx->length += ry->length;

while (ry->head != NULL) {

ry->head->r = rx;

ry->head = ry->head->next;

}

delete ry;

} else {

ry->tail->next = rx->head;

ry->tail = rx->tail;

ry->length += rx->length;

while (rx->head != NULL) {

rx->head->r = ry;

rx->head = rx->head->next;

}

delete rx;

}

}

}

// O(n)

void initList(setNode \* tab[]) {

for (int i = 0; i < N; i++) {

tab[i] = makeSetList(rand() % 100);

}

}

* **Reprezentacja drzewiasta (las)**

struct node {

node \* up;

int val, rank;

};

// O(1)

node \* makeSetTree(int v) {

node \* s = new node;

s->up = s;

s->rank = 0;

s->val = v;

return s;

}

//

node \* findTree(node \* s) {

if (s->up != s) {

node \* y = findTree(s->up);

s->up = y;

return y;

} else {

return s;

}

}

//

void unionTree(node \* x, node \* y) {

node \* rx = findTree(x);

node \* ry = findTree(y);

if (rx->rank > ry->rank) {

ry->up = rx;

} else if (rx->rank < ry->rank) {

rx->up = ry;

} if (ry != rx) {

ry->up = rx;

rx->rank++;

}

}

//

void initTree(node \* tab[]) {

for (int i = 0; i < N; i++) {

tab[i] = makeSetTree(rand() % 100);

}

}

* **Zadania z find & union**
* **Program obliczający ilość różnych pól, na które można przejść z wybranej pozycji z tablicy booli A[m][n]. Można przejść na pozycję różniącą się o 1 i będącą wartością true.**

struct point2 {

bool val;

int rx, ry;

point2 \* rep;

};

void makeset(point2 \* &item, bool val) {

item = new point2;

item->val = val;

item->rep = item;

}

point2 \* find(point2 \* item) {

return item->rep;

}

void unionPoint(point2 \* item1, point2 \* item2, point2 \* B[m][n]) {

point2 \* r1 = find(item1);

point2 \* r2 = find(item2);

if (r1 != r2) {

for (int i = 0; i < m; i++) {

for (int j = 0; j < n; j++) {

if (B[i][j]->rep == r2)

B[i][j]->rep = r1;

}

}

}

}

int check(point2 \* tab[m][n], int py, int px) {

int count = 0;

for (int y = 0; y < m; y++) {

for (int x = 0; x < n; x++) {

if ((y + 1 < m) && tab[y + 1][x]->val && tab[y][x]->val)

unionPoint(tab[y + 1][x], tab[y][x], tab);

if ((y - 1 >= 0) && tab[y - 1][x]->val && tab[y][x]->val)

unionPoint(tab[y - 1][x], tab[y][x], tab);

if ((x + 1 < n) && tab[y][x + 1]->val && tab[y][x]->val)

unionPoint(tab[y][x + 1], tab[y][x], tab);

if ((x - 1 >= 0) && tab[y][x - 1]->val && tab[y][x]->val)

unionPoint(tab[y][x - 1], tab[y][x], tab);

}

}

for (int y = 0; y<m; y++) {

for (int x = 0; x<n; x++) {

if (find(tab[y][x]) == find(tab[py][px]))

count++;

}

}

return count-1;

}

**Grafy i algorytmy**

**Algorytmy BFS i DFS**

* **BFS (przeszukiwanie wszerz)**
* **Opis**

Przechodzenie grafu rozpoczyna się od zadanego wierzchołka *s* i polega na odwiedzeniu wszystkich osiągalnych z niego wierzchołków. Wynikiem działania algorytmu jest drzewo przeszukiwania wszerz o korzeniu w *s*, zawierające wszystkie wierzchołki osiągalne z *s*.

Złożoność czasowa: O(V + E)

Złożoność pamięciowa: O(V + E)

* **Pseudokod**

// pseudokod

void BFS(graph g, vertex s) {

Queue Q;

for (v in V) {

v.visited = false;

v.parent = NULL;

}

s.visited = true;

Q.push(s);

while (!Q.empty()) {

vertex u = Q.pop();

for (v neighbor u) {

if (!v.visited) {

v.visited = true;

v.d = u.d + 1;

v.parent = u;

Q.push(v);

}

}

}

}

* **Implementacja**

// reprezentacja macierzowa

template <size\_t size>

void BFS(int (&g)[size][size], int vertex, void (\* action)(int)) {

queue< int > Q;

bool \* visited = new bool[size];

int \* parent = new int[size];

for (int i = 0; i < size; i++) {

visited[i] = false;

parent[i] = -1;

}

visited[vertex] = true;

Q.push(vertex);

action(vertex);

while (!Q.empty()) {

int u = Q.front();

Q.pop();

for (int i = 0; i < size; i++) {

if (g[u][i] == 1 && !visited[i]) {

visited[i] = true;

parent[i] = u;

action(i);

Q.push(i);

}

}

}

delete[] visited;

delete[] parent;

}

// reprezentacja listowa

struct node {

int v;

node \* next;

};

void BFSOnList(node \*\* g, int vertex, int size, void(\*action)(int)) {

queue< int > Q;

bool \* visited = new bool[size];

int \* parent = new int[size];

for (int i = 0; i < size; i++) {

visited[i] = false;

parent[i] = -1;

}

visited[vertex] = true;

Q.push(vertex);

action(vertex);

while (!Q.empty()) {

int u = Q.front();

Q.pop();

node \* list = g[u];

while (list != NULL) {

if (!visited[list->v]) {

visited[list->v] = true;

parent[list->v] = u;

action(list->v);

Q.push(list->v);

}

list = list->next;

}

}

}

// przykład użycia – inne rozwiązanie zadania z przechodzeniem po tablicy A[m][n]

struct point {

int rx, ry;

};

const int pos[][2] = {

{1, 0},

{-1, 0},

{0, 1},

{0, -1}

};

int BFS(bool A[m][n], int y, int x) {

stack< point > s;

A[y][x] = false;

s.push({ x, y });

int c = 0;

while (!s.empty()) {

point u = s.top(); s.pop();

for (int i = 0; i < 4; i++) {

int ny = u.ry + pos[i][0];

int nx = u.rx + pos[i][1];

if (ny >= 0 && ny < m &&

nx >= 0 && nx < n &&

A[ny][nx]) {

A[ny][nx] = false;

c++;

s.push({ nx, ny });

}

}

}

return c;

}

* **DFS (przeszukiwanie w głąb)**
* **Opis**

Przeszukiwanie w głąb polega na badaniu wszystkich krawędzi wychodzących z podanego wierzchołka. Po zbadaniu wszystkich krawędzi wychodzących z danego wierzchołka algorytm powraca do wierzchołka, z którego dany wierzchołek został odwiedzony.

Złożoność czasowa: O(V + E)

Złożoność pamięciowa: O(h) h-długość najdłuższej prostej ścieżki

* **Implementacja**

void DFSVisit(int graph[][V\_SIZE], int v, int &timevar, void(\*action)(int, int)) {

visited[v] = true;

for (int i = 0; i<V\_SIZE; i++) {

if (graph[v][i] == 1 && !visited[i]) {

parent[i] = v;

DFSVisit(graph, i, timevar, action);

}

}

action(v, timevar);

timevar = timevar + 1;

timetab[v] = timevar;

}

void DFS(int graph[][V\_SIZE], void(\*action)(int, int)) {

for (int i = 0; i<V\_SIZE; i++) {

visited[i] = false;

timetab[i] = -1;

}

int timevar = 0;

for (int i = 0; i<V\_SIZE; i++) {

if (!visited[i])

DFSVisit(graph, i, timevar, action);

}

}

**Zastosowania algorytmu DFS**

* **Sortowanie topologiczne**
* **Opis**

Sortowanie topologiczne (ang. topological sort) grafu skierowanego polega na utworzeniu listy wierzchołków grafu w taki sposób, aby każdy wierzchołek posiadający sąsiadów znalazł się na tej liście przed nimi. Zadanie to jest możliwe do wykonania tylko wtedy, gdy graf jest **acyklicznym grafem skierowanym** (ang. DAG - directed acyclic graph). Kolejność wierzchołków nie połączonych ścieżką jest dowolna.

* **Implementacja**

struct Vertex {

int \* edges;

int size;

bool visited;

};

stack< int > S;

void DFSVisit(Vertex \* g, int n, int i) {

g[i].visited = true;

for (int j = 0; j < g[i].size; j++) {

int u = g[i].edges[j];

if (!g[u].visited)

DFSVisit(g, n, u);

}

S.push(i);

}

void topolog(Vertex \* g, int n) {

while (!S.empty()) S.pop();

for (int i = 0; i < n; i++)

g[i].visited = false;

for (int i = 0; i < n; i++)

if(!g[i].visited)

DFSVisit(g, n, i);

while (!S.empty()) {

cout << S.top() << endl;

S.pop();

}

}

* **Alternatywne rozwiązanie bez użycia DFS**

struct vertex {

int v;

vertex \* next;

};

int vInd[V\_SIZE]; // tablica stopni wchodzących grafu

// ten algorytm może być stosowany również do badania cykliczności grafu

void topoSort(int g[][V\_SIZE]) {

for (int i = 0; i < V\_SIZE; i++)

vInd[i] = 0;

for (int i = 0; i < V\_SIZE; i++)

for (int j = 0; j < V\_SIZE; j++)

if (g[i][j] == 1)

vInd[j]++;

bool test;

vertex \* list = makeList(V\_SIZE); // z wartownikiem

vertex \* p;

do {

test = false;

p = list;

while (p->next != NULL) {

if (vInd[p->next->v] > 0) {

p = p->next;

continue;

}

test = true; // znaleziono

for (int i = 0; i < V\_SIZE; i++)

if (g[p->next->v][i] == 1)

vInd[i]--;

cout << p->next->v << endl;

vertex \* r = p->next;

p->next = r->next;

delete r;

}

} while (test);

}

* **Znajdowanie spójnych składowych**
* **Spójna składowa grafu nieskierowanego**

[Spójny](https://pl.wikipedia.org/wiki/Graf_sp%C3%B3jny) [podgraf](https://pl.wikipedia.org/wiki/Podgraf) grafu G nie zawarty w większym podgrafie spójnym grafu G. Graf spójny ma jedną spójną składową.

Aby policzyć ilość spójnych składowych należy zliczyć „wyjścia” z rekurencyjnej funkcji DFSVisit:

...

int count = 0;

for (int i = 0; i < V\_SIZE; i++) {

if (!visited[i]) {

DFSvisit(graph, i);

count++;

}

}

...

* **Silnie spójna składowa grafu skierowanego**

Maksymalny [podgraf](https://pl.wikipedia.org/wiki/Podgraf) **H**, a jednocześnie jego [spójna składowa](https://pl.wikipedia.org/wiki/Sp%C3%B3jna_sk%C5%82adowa_grafu), taka, że pomiędzy każdymi dwoma jej [wierzchołkami](https://pl.wikipedia.org/wiki/Wierzcho%C5%82ek_grafu) istnieje [ścieżka](https://pl.wikipedia.org/wiki/%C5%9Acie%C5%BCka_%28teoria_graf%C3%B3w%29). Dla [grafu nieskierowanego](https://pl.wikipedia.org/wiki/Graf_%28matematyka%29) każda [spójna składowa](https://pl.wikipedia.org/wiki/Sp%C3%B3jna_sk%C5%82adowa_grafu) będzie silnie spójna.

Znajdowanie silnie spójnych składowych:

* 1. Wykonaj DFS obliczając czasy przetworzenia
  2. Odwróć kierunek wszystkich krawędzi
  3. Wykonaj DFS idąc po wierzchołkach w kolejności malejących czasów przetworzenia
* **Cykl Eulera**
* **Definicja**

Cykl Eulera to taki [cykl](https://pl.wikipedia.org/wiki/Cykl_%28teoria_graf%C3%B3w%29) w [grafie](https://pl.wikipedia.org/wiki/Graf_%28matematyka%29), który przechodzi przez każdą jego [krawędź](https://pl.wikipedia.org/wiki/Kraw%C4%99d%C5%BA_grafu) dokładnie raz. Graf spójny nieskierowany posiada cykl Eulera gdy każdy stopień jego wierzchołka jest parzysty. Natomiast graf spójny skierowany posiada cykl Eulera gdy każdy jego wierzchołek ma taką samą liczbę krawędzi wchodzących i wychodzących.

* **Implementacja**

void DFSEuler(int g[V\_SIZE][V\_SIZE], int v, int n) {

for (int i = 0; i < n; i++)

while (g[v][i] > 0) {

g[v][i]--;

g[i][v]--;

DFSEuler(g, i, n);

}

S.push(v);

}

bool eulerCycle(int g[V\_SIZE][V\_SIZE], int n) {

while (!S.empty()) S.pop();

for (int i = 0; i < n; i++) {

int c = 0;

for (int j = 0; j < n; j++)

if (g[i][j]) c++;

if (c % 2 != 0) return false;

}

DFSEuler(g, 0, n);

while (!S.empty()) {

cout << S.top() << endl;

S.pop();

}

return true;

}

* **Ścieżka hamiltona**
* **Definicja**

[Ścieżka](https://pl.wikipedia.org/wiki/%C5%9Acie%C5%BCka) w [grafie](https://pl.wikipedia.org/wiki/Graf_%28matematyka%29) przebiegająca przez wszystkie jego [wierzchołki](https://pl.wikipedia.org/wiki/Wierzcho%C5%82ek) dokładnie raz.

* **Znajdowanie mostów w grafie**
* **Definicja**

**Mostem** nazywamy krawędź grafu, której usunięcie zwiększa liczbę spójnych składowych.

**Minimalne drzewo rozpinające**

* **Algorytm Kruskala**
* **Opis**

[Algorytm](https://pl.wikipedia.org/wiki/Algorytm) [grafowy](https://pl.wikipedia.org/wiki/Graf_%28matematyka%29) wyznaczający [minimalne drzewo rozpinające](https://pl.wikipedia.org/wiki/Minimalne_drzewo_rozpinaj%C4%85ce) dla grafu nieskierowanego ważonego, o ile jest on spójny. Innymi słowy, znajduje drzewo zawierające wszystkie wierzchołki grafu, którego waga jest najmniejsza możliwa. Jest to przykład algorytmu zachłannego.

Złożoność czasowa O(E \* logV)

* **Implementacja**

struct edge {

int v, u, w;

};

// find and union

inline void makeSet(int \* tab, int i) {

tab[i] = i;

}

inline int findSet(int \* tab, int i) {

return tab[i];

}

void unionSets(int R[], int x, int y) {

int rx = findSet(R, x);

int ry = findSet(R, y);

if (rx != ry) {

for (int i = 0; i < V\_SIZE; i++) {

if (R[i] == ry)

R[i] = rx;

}

}

}

template <size\_t size>

priority\_queue<edge, vector< edge >, compareWeights>

kruskal(int(&g)[size][size]) {

priority\_queue<edge, vector< edge >, compareWeights> Q, T; // krawędzie wdlg wag

int Z[size]; // tablica reprezentantów

for (int v = 0; v < size; v++) {

makeSet(Z, v);

for (int u = 0; u < size; u++) {

if (g[v][u] > 0) {

edge e = { v, u, g[v][u] };

Q.push(e);

}

}

}

for (int i = 0; i < size-1; i++) {

edge e;

do {

e = Q.top(); Q.pop();

} while (findSet(Z, e.v) == findSet(Z, e.u));

T.push(e);

unionSets(Z, e.v, e.u);

}

return T;

}

* **Algorytm Prima**
* **Opis**

Złożoność czasowa O(E \* logV)

* **Implementacja**

template <size\_t size>

priority\_queue<edge, vector< edge >, compareWeights>

prima(int(&g)[size][size], int v) {

priority\_queue<edge, vector< edge >, compareWeights> Q, T; // krawędzie według wag

bool \* visited = new bool[size];

for (int i = 0; i < size; i++)

visited[i] = false;

visited[v] = true;

edge e;

for (int i = 0; i < size-1; i++) {

for (int u = 0; u < size; u++) {

if (graph[v][u] <= 0) continue;

if (!visited[u]) {

e = { v, u, graph[v][u] };

Q.push(e);

}

}

do {

e = Q.top(); Q.pop();

} while (visited[e.u]);

T.push(e);

visited[e.u] = true;

v = e.u;

}

delete[] visited;

return T;

}

**Znajdowanie najkrótszych ścieżek**

* **Algorytm Dijkstry**
* **Opis**

Algorytm służy do znajdowania najkrótszej ścieżki z pojedynczego źródła w grafie o nieujemnych wagach krawędzi. Mając dany graf z wyróżnionym wierzchołkiem (*źródłem*) algorytm znajduje odległości od źródła do wszystkich pozostałych wierzchołków, przy okazji wyliczając również koszt przejścia każdej ze ścieżek.

Złożoność czasowa:

O(E \* logV)

O(E + V \* logV) – przy użyciu kopca Fibonacciego

* **Implementacja**

/\* reprezentacja macierzowa \*/

int d[V\_SIZE]; // koszty dojścia

int p[V\_SIZE]; // tablica poprzedników

bool visited[V\_SIZE];

int getMinD() {

int min\_v, i;

for (i = 0; i < V\_SIZE && visited[i]; i++);

min\_v = i;

for (; i < V\_SIZE; i++) {

if (!visited[i] && d[i] < d[min\_v])

min\_v = i;

}

return min\_v;

}

template <size\_t size>

void pathProcess(int(&g)[size][size], int v) {

for (int i = 0; i < size; i++) {

visited[i] = false;

d[i] = INT16\_MAX;

p[i] = -1;

}

d[v] = 0;

int num\_vis = 0;

while (num\_vis < size) {

int u = getMinD();

for (int i = 0; i < size; i++) {

if (g[u][i] <= 0) continue;

if (d[i] > d[u] + g[u][i]) {

d[i] = d[u] + g[u][i];

p[i] = u;

}

}

visited[u] = true;

num\_vis++;

}

}

/\* wyświetla najkrótszą ścieżkę \*/

void showShortestPath(int \* parents, int length, int dest) {

if (dest != -1 && length - 1 >= 0) {

showShortestPath(parents, length - 1, parents[dest]);

cout << dest << endl;

}

}

/\* reprezentacja listowa \*/

struct edge {

int v;

int w;

edge \* next;

};

struct vertex {

int d;

int parent;

struct edge \* edge;

bool visited;

};

struct vertexId {

int id;

int d;

};

void dijkstraOnList(vertex \* graph, int n, int start) {

start--;

if (start < 0) return;

for (int i = 0; i < n; i++) {

graph[i].d = INT16\_MAX;

graph[i].parent = -1;

graph[i].visited = false;

}

graph[start].d = 0;

priority\_queue<vertexId, vector< vertexId >, compare> queue;

vertexId s = { start, graph[start].d };

queue.push(s);

while (!queue.empty()) {

int u = queue.top().id; queue.pop();

if (graph[u].visited) continue;

graph[u].visited = true;

struct edge \* edge = graph[u].edge;

while (edge != NULL) {

int v = edge->v;

if (graph[u].d + edge->w < graph[v].d) {

graph[v].d = graph[u].d + edge->w;

graph[v].parent = u;

vertexId vid = { v, graph[v].d };

queue.push(vid);

}

edge = edge->next;

}

}

}

* **Algorytm Bellmana-Forda**
* **Opis**

**Algorytm Bellmana-Forda** rozwiązuje [problem najkrótszej ścieżki](https://pl.wikipedia.org/wiki/Problem_najkr%C3%B3tszej_%C5%9Bcie%C5%BCki), tj. pozwala znaleźć ścieżkę o najmniejszej wadze pomiędzy dwoma [wierzchołkami](https://pl.wikipedia.org/wiki/Wierzcho%C5%82ek_grafu) w [grafie](https://pl.wikipedia.org/wiki/Graf_%28matematyka%29) ważonym. Idea [algorytmu](https://pl.wikipedia.org/wiki/Algorytm) opiera się na [metodzie relaksacji](https://pl.wikipedia.org/wiki/Metoda_relaksacji) (dokładniej następuje relaksacja V − 1 {\displaystyle V-1} razy każdej z [krawędzi](https://pl.wikipedia.org/wiki/Kraw%C4%99d%C5%BA_grafu)).

W odróżnieniu od [algorytmu Dijkstry](https://pl.wikipedia.org/wiki/Algorytm_Dijkstry), poprawność algorytmu Bellmana-Forda nie opiera się na założeniu, że wagi w grafie są nieujemne (nie może jednak występować cykl o łącznej ujemnej wadze osiągalny ze źródła). Za tę ogólność płaci się jednak wyższą [złożonością czasową](https://pl.wikipedia.org/wiki/Z%C5%82o%C5%BCono%C5%9B%C4%87_obliczeniowa).

Złożoność czasowa: O(V\*E)

Złożonośćpamięciowa: O(V)

* **Implementacja**

int d[V\_SIZE]; // koszty dojścia

int p[V\_SIZE]; // tablica poprzedników

template <size\_t size>

bool BF(int(&g)[size][size], int s) {

for (int i = 0; i < size; i++) {

d[i] = INT16\_MAX;

p[i] = -1;

}

d[s] = 0;

for (int i = 0; i < size - 1; i++) {

bool test = true;

for (int u = 0; u < size; u++) {

for (int v = 0; v < size; v++) {

if (g[u][v] == 0 || g[u][v] == INT16\_MAX) continue;

if (d[v] > d[u] + g[u][v]) {

test = false;

d[v] = d[u] + g[u][v];

p[v] = u;

}

}

}

if (test) return true;

}

for (int u = 0; u < size; u++)

for (int v = 0; v < size; v++)

if (g[u][v] != 0 && g[u][v] != INT16\_MAX && d[v] > d[u] + g[u][v])

return false;

return true;

}

* **Algorytm Floyda-Warshalla**

void floydWarshall(int g[][V\_SIZE]) {

for (int i = 0; i < V\_SIZE; i++) {

for (int j = 0; j < V\_SIZE; j++) {

if (i == j)

d[i][j] = 0;

else if (g[i][j] != 0)

d[i][j] = g[i][j];

else

d[i][j] = INT16\_MAX;

}

}

for (int k = 0; k < V\_SIZE; k++) {

for (int i = 0; i < V\_SIZE; i++) {

for (int j = 0; j < V\_SIZE; j++) {

if (d[i][j] > d[i][k] + d[k][j])

d[i][j] = d[i][k] + d[k][j];

}

}

}

}

**Sieci przepływowe**

* **Sieci przepływowe i przepływy**

**Siecią przepływową** G=(V, E) nazywamy graf spójny skierowany, w którym każda krawędź ma nieujemną **przepustowość** (ang. capacity) c(u, v)>=0. Jeśli między u i v nie ma krawędzi przyjmujemy, że c(u, v)=0. W sieci rozróżniamy dwa wierzchołki: **źródło** s i **ujście** t.

**Przepływem** w sieci G nazywamy każdą funkcję f: VxV->R spełniającą poniższe warunki:

**- Warunek przepustowości:** Dla wszystkich u, v należących do V zachodzi:

f(u, v )<=c(u, v)

**-** **Warunek skośnej symetryczności:** Dla wszystkich u, v należących do V zachodzi:

f(u, v)=-f(v, u)

**- Warunek zachowania przepływu:** Dla każdego u należącego do V\{s, t} zachodzi:

Wielkość f(u, v), która może byc dodatnia lub ujemna nazywamy **przepływem netto** z wierzchołka u do v. Wartość przepływu definiuje się jako:

* **Sieci residualne**
* **Opis**

Intuicyjnie, dla danej sieci przepływowej i pewnego przepływu sieć residualna składa się z krawędzi, które dopuszczają większy przepływ netto. **Przepustowością residualną** dla (u, v) definiujemy następująco: cf(u, v)=c(u, v)-f(u, v). Ponieważ w odwrotnym kierunku również występuje przepływ (ujemny), w sieci rezydualnej mogą pojawiać się dodatkowe kanały skierowane przeciwnie do kanałów pierwotnych. Dla kanałów przeciwnych przepustowość rezydualna wyraża się wzorem: cf(v, u) = f(u, v).

Dana jest sieć G=(V, E) oraz przepływ f. Siecią residualną dla sieci G indukowaną przez przepływ f nazywamy sieć Gf=(V, Ef), w której Ef={(u, v) ∈ VxV: cf(u, v)>0 }. Oznacza to, że każda krawędź w sieci residualnej, lub inaczej **krawędź residualna**, umożliwia dodatni przepływ netto.

**Sieżką powiększającą (rozszerzającą)** p nazywamy każdą scieżkę ze źródła s do ujścia t w sieci residualnej Gf. Największy możliwy przpływ netto po krawędziach ścieżki powiększającej p nazywamy **przepustowością residualną ścieżki powiększającej** i definiujemy ją następująco: cf(p)=min{cf(u, v): (u, v) jest na p}.

Każdy podział zbioru V na S i T=V\S taki, że s nalezy do S i t należy do T, nazywamy **przekrojem** (S, T) w sieci G.

|  |  |  |
| --- | --- | --- |
| http://eduinf.waw.pl/inf/alg/001_search/images/0145_05.gif | → | http://eduinf.waw.pl/inf/alg/001_search/images/0145_06.gif |

* **Metoda Floyda-Fluckersona**
* **Pseudokod**

Ford\_Flukerson\_Method(Graph g, int s, int t) {

for (edge in E) {

f[u, v] = 0;

f[v, u] = 0;

}

while (augmenting path p exists) {

c = smallest capacity on p path

for (edge in p) {

f[u, v] += c;

f[v, u] -= c;

}

}

}

* **Maksymalny przepływ – algorytm Forda-Fulkersona/Edmondsa-Karpa**
* **Pseudokod**

Ford\_Fulkerson(Graph g, int s, int t) {

for (edge in E) {

f[u, v] = 0;

f[v, u] = 0;

}

int fmax = 0;

// scieżka roszerzająca powinna być najkrótsza pod względem liczności krawędzi

// wtedy algorytm działa optymalnie

// do tego celu należy użyć BFSa, tak zaimplementowaną metodę Forda-Fulkersona

// nazywamy algorytmem Edmondsa-Karpa, który ma złożoność O(VE^2)

while (augmenting path p exists) {

cf\_p = smallest capacity on p path; // znajdujemy tzw. Wąskie gardło na ścieżce

for (edge in p) {

f[u, v] += cf\_p;

f[v, u] = -f[u, v];

cf[u, v] = c[u, v] – f[u, v]; // zgodnie z kierunkiem, tzw. zapas,

// jeśli f(u, v) == c(u, v) to kanał zanika

cf[v, u] = f[u, v];

}

fmax += cf\_p;

}

}

**PROGRAMOWANIE DYNAMICZNE**

**Podciągi**

* **LIS (longest increasing subsequence)**

void printSolution(int A[], int P[], int i) {

if (i != -1) {

printSolution(A, P, P[i]);

cout << A[i] << " ";

}

}

int lis(int A[], int n) {

int \* F = new int [n];

int \* P = new int [n];

int max = 0;

F[0] = 1;

P[0] = -1; // tablica poprzedników

for (int i = 1; i < n; i++) {

F[i] = 1;

P[i] = -1;

for (int j = 0; j < i; j++) {

if (A[j] < A[i] && F[j] + 1 > F[i]) {

F[i] = F[j] + 1;

P[i] = j;

}

}

if (F[max] < F[i]) max = i;

}

printSolution(A, P, max);

cout << endl;

int c = F[max];

delete[] F;

delete[] P;

return c;

}

* **LCS (longest common subsequence) i LIS oparty na LCS**

/\*

f(i, j) returns length of LCS (longest common subseqence)

A[0...i]

B[0...j]

| max{ f(i-1, j), f(i, j-1) } gdy A[i] != B[j]

f(i, j) = |

| f(i-1, j-1)+1 gdy A[i] = B[j]

\*/

int LCS(int A[], int B[], int n, const int m) {

int \*\* f = new int \*[n+1];

for (int i = 0; i < n + 1; i++)

f[i] = new int[m + 1];

for (int i = 0; i < n + 1; i++)

f[i][0] = 0;

for (int i = 0; i < m + 1; i++)

f[0][i] = 0;

for (int i = 1; i < n + 1; i++) {

for (int j = 1; j < m + 1; j++) {

if (A[i] != B[j])

f[i][j] = max(f[i-1][j], f[i][j-1]);

else

f[i][j] = f[i-1][j-1] + 1;

}

}

return f[n][m];

}

int LIS(int A[], int n) {

int \* B = new int[n];

for (int i = 0; i < n; i++)

B[i] = A[i];

sort(B, B + n); // sortuje B

int result = LCS(A, B, n, n);

delete[] B;

return result;

}

**Problem plecakowy**

/\*

f: NxN->N - maksymalna wartość przedmiotów

p1 ... pn

f(0, m) = 0 (m>=0)

f(i, 0) = 0 (i>=0)

| f(i-1, m) gdzie wi > m

f(i, m) = |

| max{ f(i-1, m), f(i-1, m-w(pi)) + c(pi)}

\*/

int backpack(int W[], int C[], int n, int m) {

n++; m++;

int \*\* f = new int \* [n];

for (int i = 0; i < n; i++)

f[i] = new int[m];

for (int i = 0; i < n; i++)

f[i][0] = 0;

for (int i = 0; i < m; i++)

f[0][i] = 0;

for (int i = 1; i < n; i++) {

for (int j = 1; j < m; j++) {

if (W[i-1] > j)

f[i][j] = f[i - 1][j];

else {

int w = j - W[i-1];

if (w < 0) w = 0;

f[i][j] = max(f[i - 1][j], f[i-1][w] + C[i-1]);

}

}

}

return f[n-1][m-1];

}

**PROGRAMOWANIE Zachłanne**

**Problem wyboru zajęć**

struct activity {

double start;

double end;

};

queue< int > greedyActivitySelector(activity A[], int n) {

qsort(A, n, sizeof(\*A), sortAsc); // sortuj rosnąco względem końca zajęć

queue< int > Q;

int j = 0;

Q.push(j);

for (int i = 1; i < n; i++) {

if (A[i].start >= A[j].end) {

Q.push(i);

j = i;

}

}

return Q;

}