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**Цель работы:** освоить методов построения запрос ориентированных сетевых приложений, основанных на концепциях *REST* и *RPC*.

**Задание:**

Разработать сетевое приложение согласно варианту. Необходимо реализовать описанный сервис, реализующий *CRUD* операции в соответствующей предметной области для минимум одной сущности используя соответствующий стиль и *TCP* сокеты.

Таблица 1 – Вариант задания

|  |  |  |
| --- | --- | --- |
| **Вариант** | **Предметная область** | **Стиль** |
| 13 | Видеотека | *REST* |

**Ход работы**

Для проекта была выбрана многослойная архитектура с разделением на серверное приложение, клиент *WPF* и несколько библиотек для моделей данных, сетевого взаимодействия и бизнес-логики. Такой подход позволил изолировать разные части системы, упрощая поддержку и дальнейшее расширение. Данные сохраняются в *SQLite* через *Entity* *Framework* *Core*, обеспечивая их сохранность между запусками сервера.

Сервер реализует собственный текстовый протокол на базе *TCP*, аналогичный *HTTP*: каждый запрос содержит метод, путь, заголовки и, при необходимости, *JSON*-тело. Для точного чтения данных введён заголовок *Content*-*Length*, что исключает зависания при обмене сообщениями. Сервер обрабатывает подключения в отдельных потоках, выполняет *CRUD*-операции через сервисный слой и возвращает клиенту текстовый ответ с результатом.

Клиентская часть использует *WPF* для отображения данных и отдельную библиотеку для работы с *TCP* и *JSON*, что делает код интерфейса чистым и поддерживаемым. Асинхронные операции обеспечивают отзывчивость приложения: пользователь может просматривать список записей, добавлять новые, редактировать существующие и удалять их, а все изменения сохраняются на сервере.

В итоге получено полноценное сетевое приложение, демонстрирующее обработку *CRUD*-запросов через *REST*-подобный интерфейс поверх *TCP*. Приложение сочетает удобство для пользователя, стабильность работы и модульность кода, что делает его простым для расширения и поддержки. Вывод консоли серверной части представлен на рисунке 1.
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Рисунок 1 – Вывод консоли сервера

Клиентская часть представляет собой графическое приложение на технологии *WPF*. Приложение использует асинхронные вызовы (*async/await*) для всех сетевых операций, что обеспечивает отзывчивость интерфейса и предотвращает его «зависание» во время ожидания ответа от сервера. На рисунке 2 продемонстрирован пользовательский интерфейс приложения.
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Рисунок 2 – Скриншот пользовательского интерфейса *WPF* приложения

**Вывод:** в результате выполнения лабораторной работы были освоены методы построения запрос ориентированных сетевых приложений, основанных на концепции *REST*.

**ПРИЛОЖЕНИЕ А**

(обязательное)

**Листинг программы**

MainWindow.cs  
using System.Collections.ObjectModel;

using System.Text;

using System.Windows;

using System.Windows.Controls;

using System.Windows.Data;

using System.Windows.Documents;

using System.Windows.Input;

using System.Windows.Media;

using System.Windows.Media.Imaging;

using System.Windows.Navigation;

using System.Windows.Shapes;

using VideothequeTcpApp.Models.Domain;

using VideothequeTcpApp.Networking;

namespace VideothequeTcpApp.Wpf

{

/// <summary>

/// Interaction logic for MainWindow.xaml

/// </summary>

public partial class MainWindow : Window

{

private readonly RestOverTcpClient \_client;

private readonly ObservableCollection<Video> \_videos = new();

public MainWindow()

{

InitializeComponent();

\_client = new RestOverTcpClient("127.0.0.1", 8888); // IP и порт сервера

VideosDataGrid.ItemsSource = \_videos;

}

private async void LoadButton\_Click(object sender, RoutedEventArgs e)

{

try

{

var all = await \_client.GetAsync<Video[]>("/videos");

\_videos.Clear();

foreach (var v in all ?? Array.Empty<Video>())

\_videos.Add(v);

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

}

private async void AddButton\_Click(object sender, RoutedEventArgs e)

{

var video = new Video

{

Title = "New Video",

Genre = "Genre",

Year = 2025,

Director = "Director",

Price = 1.99m

};

try

{

var created = await \_client.PostAsync("/videos", video);

if (created != null) \_videos.Add(created);

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

}

private async void UpdateButton\_Click(object sender, RoutedEventArgs e)

{

if (VideosDataGrid.SelectedItem is not Video selected) return;

try

{

var success = await \_client.PutAsync("/videos/" + selected.Id, selected);

if (success != null)

{

var index = \_videos.IndexOf(selected);

\_videos[index] = success;

}

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

}

private async void DeleteButton\_Click(object sender, RoutedEventArgs e)

{

if (VideosDataGrid.SelectedItem is not Video selected) return;

try

{

await \_client.DeleteAsync("/videos/" + selected.Id);

\_videos.Remove(selected);

}

catch (Exception ex)

{

MessageBox.Show(ex.Message);

}

}

}

}

MainWindow.xaml

<Window x:Class="VideothequeTcpApp.Wpf.MainWindow"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml" xmlns:local="clr-namespace:VideothequeTcpApp.Wpf"

Title="MainWindow" Height="450" Width="800">

<Grid Margin="10">

<Grid.RowDefinitions>

<RowDefinition Height="\*"/>

<RowDefinition Height="Auto"/>

</Grid.RowDefinitions>

<DataGrid x:Name="VideosDataGrid" AutoGenerateColumns="False" CanUserAddRows="False">

<DataGrid.Columns>

<DataGridTextColumn Header="ID" Binding="{Binding Id}" IsReadOnly="True" Width="200"/>

<DataGridTextColumn Header="Title" Binding="{Binding Title}" Width="\*"/>

<DataGridTextColumn Header="Genre" Binding="{Binding Genre}" Width="100"/>

<DataGridTextColumn Header="Year" Binding="{Binding Year}" Width="70"/>

<DataGridTextColumn Header="Director" Binding="{Binding Director}" Width="150"/>

<DataGridTextColumn Header="Price" Binding="{Binding Price}" Width="70"/>

</DataGrid.Columns>

</DataGrid>

<StackPanel Grid.Row="1" Orientation="Horizontal" HorizontalAlignment="Right">

<Button Content="Load" Width="80" Click="LoadButton\_Click" Margin="0,0,10,0"/>

<Button Content="Add" Width="80" Click="AddButton\_Click" Margin="0,0,10,0"/>

<Button Content="Update" Width="80" Click="UpdateButton\_Click" Margin="0,0,10,0"/>

<Button Content="Delete" Width="80" Click="DeleteButton\_Click"/>

</StackPanel>

</Grid>

</Window>

RestOverTcpClient.cs

using System.Net.Sockets;

using System.Text;

using System.Text.Json;

namespace VideothequeTcpApp.Networking

{

/// <summary>

/// Простая реализация HTTP-подобного клиента поверх TCP.

/// Поддерживает методы GET, POST, PUT и DELETE с JSON-телом запроса/ответа.

/// </summary>

public class RestOverTcpClient

{

private readonly string \_host; // Адрес сервера

private readonly int \_port; // Порт сервера

private readonly JsonSerializerOptions \_jsonOptions; // Опции сериализации JSON

public RestOverTcpClient(string host, int port)

{

\_host = host;

\_port = port;

\_jsonOptions = new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true // Игнорируем регистр при десериализации

};

}

// Обёртки для отправки запросов разных типов

public Task<T?> GetAsync<T>(string path) => \_sendRequestAsync<T>("GET", path);

public Task<T?> PostAsync<T>(string path, T body) => \_sendRequestAsync<T>("POST", path, body);

public Task<T?> PutAsync<T>(string path, T body) => \_sendRequestAsync<T>("PUT", path, body);

public Task DeleteAsync(string path) => \_sendRequestAsync<object>("DELETE", path);

/// <summary>

/// Основной метод для отправки запроса на сервер.

/// Формирует HTTP-подобное сообщение и отправляет через TCP.

/// </summary>

private async Task<T?> \_sendRequestAsync<T>(string method, string path, object? bodyContent = null)

{

// Формируем стартовую строку и заголовки

var requestBuilder = new StringBuilder();

requestBuilder.AppendLine($"{method} {path}");

byte[]? bodyBytes = null;

if (bodyContent != null)

{

// Сериализация тела запроса в JSON

var jsonBody = JsonSerializer.Serialize(bodyContent);

bodyBytes = Encoding.UTF8.GetBytes(jsonBody);

requestBuilder.AppendLine("Content-Type: application/json");

requestBuilder.AppendLine($"Content-Length: {jsonBody.Length}");

}

requestBuilder.AppendLine(); // Пустая строка разделяет заголовки и тело

// Устанавливаем TCP-соединение

using var client = new TcpClient();

await client.ConnectAsync(\_host, \_port);

await using var stream = client.GetStream();

// Отправляем заголовки

var headerBytes = Encoding.UTF8.GetBytes(requestBuilder.ToString());

await stream.WriteAsync(headerBytes);

// Отправляем тело, если есть

if (bodyBytes != null)

await stream.WriteAsync(bodyBytes);

// Читаем весь ответ сервера

using var reader = new StreamReader(stream, Encoding.UTF8);

var rawResponse = await reader.ReadToEndAsync();

// Парсим и возвращаем результат

return \_parseResponse<T>(rawResponse);

}

/// <summary>

/// Разбор ответа сервера.

/// Проверяет статусный код и десериализует JSON-тело.

/// </summary>

private T? \_parseResponse<T>(string rawResponse)

{

if (string.IsNullOrWhiteSpace(rawResponse))

throw new Exception("Empty respond from server");

// Разделяем полученный ответ сервера на заголовки и тело

// HTTP-подобный формат: заголовки и тело отделяются пустой строкой (\r\n\r\n)

// Split с параметром 2 гарантирует, что мы разделим только на две части:

// 1) заголовки (headersPart)

// 2) тело запроса (bodyPart)

var parts = rawResponse.Split(new[] { "\r\n\r\n" }, 2, StringSplitOptions.None);

// Берём первую часть — это все заголовки сервера

var headersPart = parts[0];

// Если есть вторая часть, то это тело, иначе пустая строка

var bodyPart = parts.Length > 1 ? parts[1] : string.Empty;

// Первая строка заголовков содержит статус ответа сервера (например "200 OK")

// Для этого разделяем headersPart по символам конца строки (\r и \n) и берём первый элемент

var statusLine = headersPart.Split('\r', '\n')[0];

return statusLine switch

{

var s when s.StartsWith("200") || s.StartsWith("201") => JsonSerializer.Deserialize<T>(bodyPart, \_jsonOptions),

var s when s.StartsWith("204") => default,

\_ => throw new Exception($"Error: {statusLine}")

};

}

}

}

ServerHelper.cs

using System.Net.Sockets;

using System.Text;

using System.Text.Json;

using VideothequeTcpApp.Models.Domain;

using VideothequeTcpApp.VideoService.Application.Services.Implementations;

using VideothequeTcpApp.VideoService.Infrastructure.Persistence;

namespace VideothequeTcpApp.VideoService.Presentation.Helpers

{

public static class ServerHelper

{

// Настройки сериализации JSON, игнорируем регистр имен свойств

private static readonly JsonSerializerOptions \_jsonOptions = new JsonSerializerOptions

{

PropertyNameCaseInsensitive = true

};

/// <summary>

/// Метод для обработки одного подключения клиента к серверу.

/// Разбирает запрос, выполняет CRUD-операцию через сервис и отправляет ответ.

/// </summary>

public static void HandleClient(TcpClient client)

{

Console.WriteLine("New connection!");

// Получаем поток данных TCP-соединения

using var stream = client.GetStream();

// Поток для чтения текстовых данных из клиента

using var reader = new StreamReader(stream, Encoding.UTF8);

// Поток для записи текстового ответа клиенту

using var writer = new StreamWriter(stream, Encoding.UTF8) { AutoFlush = true };

AppDbContext? ctx = null; // Контекст базы данных для этого запроса

try

{

// -------------------

// 1) Читаем стартовую строку запроса (например "GET /videos")

// -------------------

var requestLine = reader.ReadLine();

if (string.IsNullOrEmpty(requestLine)) return; // Если строка пустая — выходим

Console.WriteLine(requestLine);

// Разделяем метод (GET, POST и т.д.) и путь (/videos, /videos/{id})

var parts = requestLine.Split(' ', 2);

var method = parts[0];

var path = parts.Length > 1 ? parts[1] : "/";

// -------------------

// 2) Читаем заголовки запроса

// -------------------

var headers = new Dictionary<string, string>(StringComparer.OrdinalIgnoreCase);

string? line;

while (!string.IsNullOrEmpty(line = reader.ReadLine()))

{

var headerParts = line.Split(':', 2);

if (headerParts.Length == 2)

headers[headerParts[0].Trim()] = headerParts[1].Trim(); // Добавляем заголовок в словарь

}

// -------------------

// 3) Читаем тело запроса (если есть Content-Length)

// -------------------

string? body = null;

if (headers.TryGetValue("Content-Length", out var contentLengthValue) &&

int.TryParse(contentLengthValue, out var contentLength) && contentLength > 0)

{

var buffer = new char[contentLength];

var read = 0;

// Считываем ровно Content-Length символов из потока

while (read < contentLength)

{

var r = reader.ReadBlock(buffer, read, contentLength - read);

if (r == 0) break; // Конец потока

read += r;

}

body = new string(buffer, 0, read);

}

// -------------------

// 4) Создаём контекст базы данных и сервис для выполнения операций

// DbContext не потокобезопасен — создаём новый на каждый запрос

// имитируем SCOPED лайфтайм

// -------------------

ctx = new AppDbContextFactory().CreateDbContext(Array.Empty<string>());

var videosService = new VideosService(ctx);

string response;

// -------------------

// 5) Обрабатываем запрос в зависимости от метода и пути

// -------------------

// GET /videos — вернуть все видео

if (method == "GET" && path == "/videos")

{

var all = videosService.GetAll();

response = CreateResponse("200 OK", all);

}

// GET /videos/{id} — вернуть конкретное видео

else if (method == "GET" && path.StartsWith("/videos/"))

{

var idPart = path.Substring("/videos/".Length);

if (!Guid.TryParse(idPart, out var id))

{

response = CreateResponse("400 Bad Request");

}

else

{

var video = videosService.GetById(id);

response = video != null ? CreateResponse("200 OK", video) : CreateResponse("404 Not Found");

}

}

// POST /videos — создать новое видео

else if (method == "POST" && path == "/videos")

{

if (string.IsNullOrEmpty(body))

{

response = CreateResponse("400 Bad Request");

}

else

{

var dto = JsonSerializer.Deserialize<Video>(body, \_jsonOptions);

if (dto == null)

response = CreateResponse("400 Bad Request");

else

{

var created = videosService.Create(dto);

Console.WriteLine($"Video added: {created.Title}");

response = CreateResponse("201 Created", created);

}

}

}

// PUT /videos/{id} — обновить существующее видео

else if (method == "PUT" && path.StartsWith("/videos/"))

{

var idPart = path.Substring("/videos/".Length);

if (!Guid.TryParse(idPart, out var id))

{

response = CreateResponse("400 Bad Request");

}

else if (string.IsNullOrEmpty(body))

{

response = CreateResponse("400 Bad Request");

}

else

{

var dto = JsonSerializer.Deserialize<Video>(body, \_jsonOptions);

if (dto == null)

response = CreateResponse("400 Bad Request");

else

{

// Устанавливаем ID из URL и обновляем запись

dto.Id = id;

var ok = videosService.Update(dto);

if (ok)

{

var updated = videosService.GetById(id);

response = CreateResponse("200 OK", updated);

Console.WriteLine($"Video updated, ID: {id}");

}

else response = CreateResponse("404 Not Found");

}

}

}

// DELETE /videos/{id} — удалить видео

else if (method == "DELETE" && path.StartsWith("/videos/"))

{

var idPart = path.Substring("/videos/".Length);

if (!Guid.TryParse(idPart, out var id))

{

response = CreateResponse("400 Bad Request");

}

else

{

var success = videosService.Delete(id);

if (success)

{

Console.WriteLine($"Video deleted, ID: {id}");

response = CreateResponse("204 No Content");

}

else response = CreateResponse("404 Not Found");

}

}

else

{

// Некорректный метод или путь

response = CreateResponse("400 Bad Request");

}

// Отправляем сформированный ответ клиенту

writer.Write(response);

}

catch (Exception ex)

{

// Логируем ошибку и отправляем код 500

Console.WriteLine($"Error: {ex.Message}");

writer.Write(CreateResponse("500 Internal Server Error"));

}

finally

{

// Закрываем DbContext и соединение

ctx?.Dispose();

client.Close();

Console.WriteLine("Conntection closed.");

}

}

// Создаёт ответ с телом в формате JSON

private static string CreateResponse<T>(string status, T body)

{

var jsonBody = JsonSerializer.Serialize(body, \_jsonOptions);

return $"{status}\r\nContent-Type: application/json\r\n\r\n{jsonBody}";

}

// Создаёт ответ без тела (например 204 No Content)

private static string CreateResponse(string status) => $"{status}\r\n\r\n";

}

}

VideosService.cs

using VideothequeTcpApp.Models.Domain;

using VideothequeTcpApp.VideoService.Application.Services.Interfaces;

using VideothequeTcpApp.VideoService.Infrastructure.Persistence;

namespace VideothequeTcpApp.VideoService.Application.Services.Implementations

{

public class VideosService : IVideosService

{

private readonly AppDbContext \_context;

// Конструктор с внедрением зависимостей DbContext

public VideosService(AppDbContext context)

{

\_context = context;

}

// Параметрless конструктор, создающий новый DbContext через фабрику

// Полезен для ручного использования сервиса вне DI

public VideosService() : this(new AppDbContextFactory().CreateDbContext(Array.Empty<string>()))

{

}

// Получение всех видео

public IEnumerable<Video> GetAll()

{

return \_context.Videos.ToList(); // ToList() чтобы материализовать данные сразу

}

// Получение видео по ID

public Video? GetById(Guid id)

{

return \_context.Videos.FirstOrDefault(v => v.Id == id);

}

// Создание нового видео

public Video Create(Video video)

{

video.Id = Guid.NewGuid(); // Генерация уникального ID

\_context.Videos.Add(video); // Добавление в контекст

\_context.SaveChanges(); // Сохранение изменений в базе

return video;

}

// Обновление существующего видео

public bool Update(Video video)

{

var existing = \_context.Videos.FirstOrDefault(v => v.Id == video.Id);

if (existing == null) return false;

// Обновляем свойства

existing.Title = video.Title;

existing.Genre = video.Genre;

existing.Year = video.Year;

existing.Director = video.Director;

existing.Price = video.Price;

\_context.SaveChanges(); // Сохраняем изменения в базе

return true;

}

// Удаление видео по ID

public bool Delete(Guid id)

{

var existing = \_context.Videos.FirstOrDefault(v => v.Id == id);

if (existing == null) return false;

\_context.Videos.Remove(existing); // Удаление из контекста

\_context.SaveChanges(); // Сохраняем изменения в базе

return true;

}

}

}