三角形内切圆的面积

题目描述:

给出三角形三边的边长，求此三角形内切圆（如下图所示，三角形的内切圆是和三角形三边都相切的圆）的面积。
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输入:

三个正实数a、b、c（满足a+b>c，b+c>a，c+a>b）, 表示三角形三边的边长。

输出:

三角形内切圆的面积，结果四舍五入到小数点后面2位。

输入样例:

3 4 5

输出样例:

3.14

程序：

#include <stdio.h>

#include <math.h>

int main() {

float a,b,c,r,s,t;

scanf("%f %f %f",&a,&b,&c);

s = (a + b + c) / 2;

t = sqrt(s \* (s - a) \* (s - b) \* (s - c));

r = t / s;

printf("%0.2f", 3.1415927 \* r \* r);

return 0;

}

问题描述:工厂在每天的生产中,需要一定数量的零件,同时也可以知道每天生产一个零件的生产单价。在N天的生产中,当天生产的零件可以满足当天的需要,若当天用不完,可以放到下一天去使用,但要收取每个零件的保管费,不同的天收取的费用也不相同。

问题求解:求得一个N天的生产计划(即N天中每天应生产零件个数),使总的费用最少。

输入:N(天数N<=29)

每天的需求量(N个整数)

每天生产零件的单价(N个整数)

每天保管零件的单价(N个整数)

输出:每天的生产零件个数(N个整数)

例如:当N=3时,其需要量与费用如下:

|  |  |  |  |
| --- | --- | --- | --- |
|  | 第一天 | 第二天 | 第三天 |
| 需要量 | 25 | 15 | 30 |
| 生产单价 | 20 | 30 | 32 |
| 保管单价 | 5 | l0 | 0 |

生产计划的安排可以有许多方案,如下面的三种:

|  |  |  |  |
| --- | --- | --- | --- |
| 第一天 | 第二天 | 第三天 | 总的费用 |
| 25 | 15 | 30 | 25\*2O+15\*30+30\*32=1910 |
| 40 | 0 | 30 | 40\*20+15\*5+30\*32=1835 |
| 70 | 0 | 0 | 70\*20+45\*5+30\*10=1925 |

程序说明: （应该特别注意）

b[n]:存放每天的需求量

c[n]:每天生产零件的单价

d[n]:每天保管零件的单价

e[n]:生产计划

程序:

#include <stdio.h>

int main() {

int i,j,n,yu,j0,j1,s;

int b[31],c[31],d[31],e[31];

scanf("%d",&n);

for (i = 1;i <= n;i ++){

scanf("%d %d %d",b + i, c + i,d + i);

}

for (i = 1;i <= n;i ++){

e[i] = 0;

}

c[n + 1] = 10000;

c[n + 2] = 0;

b[n + 1] = 0;

j0 = 1;

while(j0 <= n) {

yu = c[j0];

j1 = j0;

s = b[j0];

while(yu + d[j1] < c[j1 + 1]) {

yu = yu + d[j1];

j1 = j1 + 1;

s = s + b[j1];

}

e[j0] = s;

j0 = j1 + 1;

}

for (i = 1;i <= n;i ++){

printf("%4d",e[i]);

}

return 0;

}

题目描述：

木材厂有一些原木，现在想把这些木头切割成一些长度相同的小段木头（木头有可能有

剩余），需要得到的小段的数目是给定的。当然，我们希望得到的小段越长越好，你的任务

是计算能够得到的小段木头的最大长度。木头长度的单位是cm。原木的长度都是正整数，

我们要求切割得到的小段木头的长度也是正整数。

输入:

第一行是两个正整数N和K(1 ≤ N ≤ 10000，1 ≤ K ≤ 10000)，N是原木的数目，

K是需要得到的小段的数目。

接下来的N行，每行有一个1到10000之间的正整数，表示一根原木的长度。

输出:

输出能够切割得到的小段的最大长度。如果连1cm长的小段都切不出来，输出”0”。

输入样例:

3 7

232

124

456

输出样例:

114

程序：

#include <stdio.h>

#include <stdbool.h>

int n,k;

int len[10001];

int i,left,right,mid;

bool isok(int t){

int num,i;

num = 0;

for(i = 1;i <= n;i ++){

if(num >= k){

break;

}

num = num + len[i] / t;

}

return num >= k;

}

int main(){

scanf("%d %d",&n,&k);

right = 0;

for(i = 1;i <= n;i ++){

scanf("%d",len + i);

if(right < len[i]){

right = len[i];

}

}

right ++;

left = 0;

while(left + 1 < right) {

mid = (left + right) / 2;

if (!isok(mid)) {

right = mid;

} else {

left = mid;

}

}

printf("%d",left);

return 0;

}

问题描述:有n种基本物质(n≤10),分别记为P1,P2,……,Pn,用n种基本物质构造一种物品,物品使用在k个不同地区(k≤20),每个地区对物品提出自己的要求,这些要求用一个n位的数表示:α1α2……αn,其中:

αi =1表示必须有第i种基本物质

=-1表示必须不能有第i种基本物质

=0无所谓

问题求解:当k个不同地区要求给出之后,给出一种方案,指出哪些物质被使用,哪些物质不被使用。

程序说明:数组b[1],b[2],...,b[n]表示某种物质是否需要

a[1..k,1..n]记录k个地区对物质的要求,其中:

a[I,j]=1表示第i个地区对第j种物质是需要的

a[i,j]=0表示第i个地区对第j种物质是无所谓的

a[i,j]=-1表示第i个地区对第j种物质是不需要的

程序:

#include <stdio.h>

#include <stdbool.h>

int main() {

int i,j,k,n;

bool p;

int a[21][11],b[21];

scanf("%d %d",&n,&k);

for(i = 1;i <= k;i ++){

for(j = 1;j <= n;j ++){

scanf("%d",&a[i][j]);

}

}

for(i = 0;i <= n;i ++){

b[i] = 0;

}

p = true;

while(p && b[0] == 0){

j = n;

while(b[j] == 1){

j --;

}

b[j] = 1;

p = false;

for(i = j + 1;i <= n;i ++) {

b[i] = 0;

}

for(i = 1;i <= k;i ++){

if((a[i][j] == 1 && b[j] == 0) || (a[i][j] == -1 && b[j] == 1)){

p = true;

}

}

}

if(p){

printf("找不到!");

} else {

for (i = 1;i <= n;i ++){

if(b[i] == 1){

printf("物质 %d 需要",i);

} else {

printf("物质 %d 不需要",i);

}

}

}

}

将2n个0和2n个1，排成一个圈。从任一个位置开始，每次按逆时针的方向以长度为n+1的单位进行数二进制数。要求给出一种排法，用上面的方法产生出来的2n+1个二进制数都不相同。

例如，当n=2时，即22个0和22个1排成如下一圈：
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比如，从A位置开始，逆时针方向取三个数000，然后再从B位置上开始取三个数001，接着从C开始取三个数010，…可以得到000，001，010，101，011，111，110，100共8个二进制数且都不相同。

程序说明{重要，可以先自己设计算法}

以N=4为例，即有16个0，16个1，数组A用以记录32个0，1的排法，数组B统计二进制数是否已出现过。

程序清单

#include <stdio.h>

int main() {

int a[37],b[32];

int i,j,k,s,p;

for(i = 1;i <= 36;i ++){

a[i] = 0;

}

for(i = 28;i <= 32;i ++){

a[i] = 1;

}

p = 1;

a[6] = 1;

while(p == 1){

j = 27;

while(a[j] == 1){

j --;

}

a[j] = 1;

for(i = j + 1;i <= 27;i ++){

a[i] = 0;

}

for(i = 0;i <= 31;i ++){

b[1] = 0;

}

for(i = 1;i <= 32;i ++){

s = 0;

for(k = i;k <= i + 4;k ++){

s = s\*2 + a[k];

}

b[s] = 1;

}

s = 0;

for(i = 0;i <= 31;i ++){

s = s + b[i];

}

if (s == 32){

p = 0;

}

}

for(i = 1;i <= 32;i ++){

for(j = i;j <= i + 4;j ++){

printf("%d",a[j]);

}

printf("\n");

}

return 0;

}

问题描述:将n个整数分成k组(k≤n,要求每组不能为空),显然这k个部分均可得到一个各自的和s1,s2,……sk,定义整数P为:

P=(S1-S2)2+(S1一S3)2+……+(S1-Sk)2+(s2-s3)2+……+(Sk-1-Sk)2

问题求解:求出一种分法,使P为最小(若有多种方案仅记一种〉

程序说明:

数组:a[1],a[2],...A[N]存放原数

s[1],s[2],...,s[K]存放每个部分的和

b[1],b[2],...,b[N]穷举用临时空间

d[1],d[2],...,d[N]存放最佳方案

程序:

#include <stdio.h>

int main() {

int cmin,sum,i,j,n,k,a[101],b[101],d[101],s[31];

scanf("%d %d",&n,&k);

for(i = 1;i <= n;i ++){

scanf("%d",a+i);

}

for(i = 0;i <= n;i ++){

b[i] = 1;

}

cmin = 1000000;

while(b[0] == 1){

for(i = 1;i <= k;i ++){

s[k] = 0;

}

for(i = 1;i <= n;i ++){

s[b[i]] = s[b[i]] + a[i];

}

sum = 0;

for(i = 1;i <= k - 1;i ++){

for(j = i + 1;j <= k;j ++){

sum = sum + (s[i] - s[j]) \* (s[i] - s[j]);

}

}

if(sum < cmin){

cmin = sum;

for(i = 1;i <= n;i ++){

d[i] = b[i];

}

}

j = n;

while(b[j] == k){

j --;

}

b[j] ++;

for(i = j + 1;i <= n;i ++){

b[i] = 1;

}

}

printf("%d\n",cmin);

for(i = 1;i <= n;i ++){

printf("%40d",d[i]);

}

}

在A，B两个城市之间设有N个路站(如下图中的S1，且N<100)，城市与路站之间、路站和路站之间各有若干条路段(各路段数≤20，且每条路段上的距离均为一个整数)。

  　A，B的一条通路是指：从A出发，可经过任一路段到达S1，再从S1出发经过任一路段，…最后到达B。通路上路段距离之和称为通路距离(最大距离≤1000)。当所有的路段距离给出之后，求出所有不同距离的通路个数(相同距离仅记一次)。

　例如：下图所示是当N=1时的情况：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAAB3AQAAAACROEBYAAAABGdBTUEAALGOfPtRkwAAAAlwSFlzAAAOwwAADsMBx2+oZAAAApRJREFUWMPtlj1u2zAUx2m4qLupN9DYY2jsNbrpCBnlIkOWALlAgR6iB4gMAdWWDD1AKCSoxlDwYBVhxPKbjwwZEAG6FCJgwzR/7/H9+R6fhFjOIGjFVmzF3oyRPGzMw+7zMAwncxKjcHLMw8Y8bMjDHpLYAU5+NynslIexN2Awc69gf1LYjMqUZ4BRhDYZGPdFKjvDaBfF5i13WJjYZ/QRRTEsDuCcfx5ENtsCunbYIveYOXvzmbsVs20EI1Il5d+33BsWntoIpvPJdx1G7YiWLzGtixcwGdlcwv8AZixpxZbaVDt+gYnYpZKS3dVSsFhtQmww1ufstl5KaxNgF0xLO7Cf/WxObBdgyu6b3t3G1IWYtH9WGuyqrTmDURmsKLGl0BFAYQabmMFY7yK3vxR2p7vHk9K8mHOwfhV2paeyH8ywe9x7GFXKTyoPk8MmiH0iqrpHFQ8oWy7t0WI1Vkoe5felqzNxUKJcJbbsMLxgLZxcFadrg521yInjlwVMLrcOO7bIG57NqdIYnTD68CWOEURMbJRgcI+vse/trLLJ8noECbDvdp2+8/ZhCQxkO1BKUA0wnlY7+vclxHAFsM6tlNAGb704XLp5fnqHdTsPo5VZ4BULSqTwVTkNk6ttc0eAeFv/HbTRBg4bIF9YoeFRmrsmPXWBMWiDeiPZNwh07SdGb3QAIQUX0K1reik8BRBTHVn35QtfF8BUj9aFhxsYiFc0Qp6+sLp5zmUEE/vZGpL9cs8iGN0wbG+yaHG0iGFsj1Bls8T3a5soxjaV+42afewpEw4MXL/2dE6/hyTHv8Se8rBjHua9DQ55WPr97Rec9EnsB5x0eVjyHYlt8jDvQJ7zsLQ3b3zNw8Y8jK3Yiv0f2F/Ow9YanHsMfwAAAABJRU5ErkJggg==)

　从A到B的通路条数为6，但因其中通路5+5=4+6，所以满足条件的不同距离的通路条数为5。

　算法说明：本题采用穷举算法。

　数据结构：N：记录A，B间路站的个数  
　　　　　　数组D[I，0]记录第I-1到第I路站间路段的个数  
　　　　　　　　D[I，1]，D[I，2]，…记录每个路段距离  
　　　　　　数组G记录可取到的距离

程序清单：

#include <stdio.h>

int main() {

int i,j,n,s;

int b[101],d[101][21];

int g[1001];

scanf("%d",&n);

for(i = 1;i <= n + 1;i ++){

scanf("%d",&d[i][0]);

for(j = 1;j <= d[i][0];j ++){

scanf("%d",&d[i][j]);

}

}

d[0][0] = 1;

for(i = 1;i <= n + 1;i ++){

b[i] = 1;

}

b[0] = 0;

for(i = 0;i <= 1000;i ++){

g[i] = 0;

}

while(b[0] == 0){

s = 0;

for(i = 1;i <= n + 1;i ++){

s = s + d[i][b[i]];

}

g[s] = 1;

j = n + 1;

while(b[j] == d[j][0]){

j --;

}

b[j] = b[j] + 1;

for(i = j + 1;i <= n + 1;i ++){

b[i] = 1;

}

}

s = 0;

for(i = 1;i <= 1000;i ++){

s = s + g[i];

}

printf("%d",s);

}

存储空间的回收算法。设在内存中已经存放了若干个作业A，B，C，D。其余的空间为可用的(如图一中(a))。
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　　此时，可用空间可用一个二维数组dk[1..100，1..2 ]表示，(如下表一中(a))，其中：dk[i，1]对应第i个可用空间首址，dk[i，2]对应第i个可用空间长度如上图中，dk：

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | 100 | 50 | | 300 | 100 | | 500 | 100 | | |  |  | | --- | --- | | 0 | 0 | | 100 | 50 | | 300 | 100 | | 500 | 100 | | 10000 | 0 | |
| 表一(a) | 表一(b) |

　　现某个作业释放一个区域，其首址为d，长度为L，此时将释放区域加入到可用空间表中。要求在加入时，若可用空间相邻时，则必须进行合并。因此出现下面的4种情况：

　(1)下靠，即回收区域和下面可用空间相邻，例如，d=80，L=20，此时成为表二中的(a)。

　(2)上靠，例如，d=600，L=50，此时表成为表二中的(b)。

　(3)上、下靠，例如，d=150，L=150，此时表成为表二中的(c)。

　(4)上、下不靠，例如，d=430，L=20，此时表成为表二中的(d)。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | 80 | 70 | | 300 | 100 | | 50 | 100 | | |  |  | | --- | --- | | 100 | 50 | | 300 | 100 | | 500 | 150 | | |  |  | | --- | --- | | 100 | 300 | | 500 | 100 | | |  |  | | --- | --- | | 100 | 50 | | 300 | 100 | | 430 | 20 | | 500 | 100 | |
| 表二(a)(下靠) | 表二(b)(上靠) | 表二(c)(上，下靠) | 表二(d)(上，下不靠) |

　程序说明：对数组dk预置2个标志，即头和尾标志，成为表一中(b)，这样可使算法简单，sp为dk表末地址。

程序清单：

#include <stdio.h>

int main(){

int i,j,k,sp,d,l;

int dk[101][3];

scanf("%d",&sp);

for(i = 1;i <= sp;i ++){

scanf("%d %d",&dk[i][1],&dk[i][2]);

}

dk[0][1] = dk[0][2] = 0;

sp ++;

dk[sp][1] = 10000;

dk[sp][2] = 0;

scanf("%d %d",&d,&l);

i = 1;

while(dk[i][1] < d){

i = i + 1;

}

i --;

if(dk[i][1] + dk[i][2] == d) {

if(d + l == dk[i + 1][1]){

dk[i][2] = dk[i][2] + l + dk[i + 1][2];

for(j = i + 1;j <= sp - 1;j ++){

for(k = 0;k <= 2;k ++){

dk[j][k] += dk[j + 1][k];

}

}

sp --;

} else {

dk[i][2] = dk[i][2] + l;

}

} else if(d + l == dk[i + 1][1]) {

dk[i + 1][1] = d;

dk[i + 1][2] = dk[i + 1][2] + l;

} else {

for(j = sp;j >= i + 1;j --){

for(k = 0;k <= 2;k ++){

dk[j + 1][k] = dk[j][k];

}

}

dk[i + 1][1] = d;

dk[i + 1][2] = l;

sp ++;

}

for(i = 1;i <= sp - 1;i ++){

printf("%4d %4d",dk[i][1],dk[i][2]);

}

}

题目描述:

原始的Joseph问题的描述如下：有n个人围坐在一个圆桌周围，把这n个人依次编号为1，…，n。从编号是1的人开始报数，数到第m个人出列，然后从出列的下一个人重新开始报数，数到第m个人又出列，…，如此反复直到所有的人全部出列为止。比如当n=6，m=5的时候，出列的顺序依次是5，4，6，2，3，1。

现在的问题是：假设有k个好人和k个坏人。好人的编号的1到k，坏人的编号是k+1到2k。我们希望求出m的最小值，使得最先出列的k个人都是坏人。

输入:

仅有的一个数字是k（0 < k <14）。

输出:

使得最先出列的k个人都是坏人的m的最小值。

输入样例:

4

输出样例:

30

程序：

#include <stdio.h>

#include <stdbool.h>

long i,k,m,start;

bool find;

bool check(int remain){

int result;

result = (start + m - 1) % remain;

if(result >= k){

start = result;

return true;

} else {

return false;

}

}

int main() {

find = false;

scanf("%ld",&k);

m = k;

while(!find) {

find = true;

start = 0;

for(i = 0;i <= k - 1;i ++){

if(!check(2 \* k - i)){

find = false;

break;

}

}

m ++;

}

printf("%ld",m - 1);

}

  　设有一个工程网络如下图表示(无环路的有向图)：

  　其中，顶点表示活动，①表示工程开始，⑤表示工程结束(可变，用N表示)，边上的数字表示活动延续的时间。
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  如上图中，活动①开始5天后活动②才能开始工作，而活动③则要等①、②完成之后才能开始，即最早也要7天后才能工作。

  　在工程网络中，延续时间最长的路径称为关键路径。上图中的关键路径为：①—②—③—④—⑤共18天完成。

　关键路径的算法如下：

1.数据结构：{重要定义}

　R[1..N，1..N]OF INTEGER；　　　表示活动的延续时间，若无连线，则用-1表示；

  　EET[1..N]　　　　　　　　　　　表示活动最早可以开始的时间

  　ET[1..N]　　　　　　　　　　 　表示活动最迟应该开始的时间

     关键路径通过点J，具有如下的性质：EET[J]=ET[J]

2.约定：

  　结点的排列已经过拓扑排序，即序号前面的结点会影响序号后面结点的活动。

程序清单：

#include <stdio.h>

int i,j,n,max,min,w,x,y;

int r[21][21];

int eet[21],et[21];

int main(){

scanf("%d",&n);

for(i = 1;i <= n;i ++){

for(j = 1;j <= n;j ++){

r[i][j] = -1;

}

}

scanf("%d %d %d",&x,&y,&w);

while(x != 0){

r[x][y] = w;

scanf("%d %d %d",&x,&y,&w);

}

eet[1] = 0;

for(i = 2;i <= n;i ++){

max = 0;

for(j = 1;j <= n;j ++){

if(r[j][i] != -1){

if(r[j][i] + eet[j] > max){

max = r[j][i] + eet[j];

}

}

}

}

et[n] = eet[n];

for(i = n - 1;i >= 1;i --){

min = 10000;

for(j = 1;j <= n;j ++){

if(r[i][j] != -1){

if(et[j] - r[i][j] < min){

min = et[j] - r[i][j];

}

}

}

}

printf("%d\n",eet[n]);

for(i = 1;i <= n - 1;i ++){

if(eet[i] == et[i]){

printf("%d ->",i);

}

}

printf("%d",n);

}

求出一棵树的深度和宽度。例如有如下的一棵树：

其树的深度为从根结点开始到叶结点结束的最大深度，树的宽度为同一层上结点数的最大值。在上图中树的深度为4，宽度为3。

![s1](data:image/jpeg;base64,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)

用邻接表来表示树，上图中的树的邻接表示如下：

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 1 | 2 | 3 | 4 | 0 | 0 |
| 2 | 0 | 0 | 0 | 0 | 0 |
| 3 | 5 | 0 | 0 | 0 | 0 |
| 4 | 6 | 0 | 0 | 0 | 0 |
| 5 | 0 | 0 | 0 | 0 | 0 |
| 6 | 7 | 0 | 0 | 0 | 0 |
| 7 | 0 | 0 | 0 | 0 | 0 |

程序清单

#include <stdio.h>

int i,j,sp1,sp2,l,max;

int tree[21][7];

int q[101][7];

int d[21];

int main(){

for(i = 1;i <= 14;i ++){

for(j = 1;j <= 6;j ++){

tree[i][j] = 0;

}

}

for(j = 1;j <= 14;j ++){

tree[j][i] = j;

}

tree[1][2] = 2;

tree[1][3] = 3;

tree[1][4] = 4;

tree[2][2] = 5;

tree[2][3] = 6;

tree[3][2] = 7;

tree[3][3] = 8;

tree[4][2] = 9;

tree[4][3] = 10;

tree[4][4] = 11;

tree[7][2] = 12;

tree[7][3] = 13;

tree[13][2] = 14;

sp1 = 1;

sp2 = 1;

for(i = 1;i <= 6;i ++){

q[1][i] = tree[1][i];

}

q[1][0] = 1;

while(sp1 <= sp2){

l = q[sp1][0] + 1;

j = 2;

while(q[sp1][j] != 0){

sp2 ++;

q[sp2][0] = l;

q[sp2][1] = q[sp1][j];

for(i = 2;i <= 6;i ++){

q[sp2][i] = tree[q[sp1][j]][i];

}

j ++;

}

sp1 ++;

}

printf("%d\n",q[sp2][0]);

for(i = 0;i <= 20;i ++){

d[i] = 0;

}

for(i = 1;i <= sp2;i ++){

d[q[i][0]] = d[q[i][0]] + 1;

}

max = d[1];

for(i = 2;i <= 20;i ++){

if(d[i] > max){

max = d[i];

}

}

printf("%d\n",max);

}

题目描述：

一摞硬币共有m枚，每一枚都是正面朝上。取下最上面的一枚硬币，将它翻面后放回原处。然后取下最上面的2枚硬币，将他们一起翻面后放回原处。在取3枚，取4枚……直至m枚。然后在从这摞硬币最上面的一枚开始，重复刚才的做法。这样一直做下去，直到这摞硬币中每一枚又是正面朝上为止。例如，m为1时，翻两次即可。

输    入：仅有的一个数字是这摞硬币的枚数m ，0< m <1000。

输    出：为了使这摞硬币中的每一枚都是朝正面朝上所必须翻的次数。

输入样例：30

输出样例：899

#include <stdio.h>

#include <stdbool.h>

int m;

int solve(int m){

int i,t,d;

bool flag;

int ret;

if(m == 1){

ret = 2;

} else {

d = 2 \* m + 1;

t = 2;

i = 1;

flag = false;

do{

if(t == 1){

ret = i \* m;

flag = true;

} else if(t == 2 \* m){

ret = i \* m - 1;

flag = true;

} else {

t = (t \* 2) % d;

}

i ++;

}while(!flag);

}

return ret;

}

int main() {

scanf("%d",&m);

if(m > 0 && m < 1000){

printf("%d",solve(m));

}

}

题目描述：

二维离散世界有一种地形叫OIM(OI Mountain)。这种山的坡度只能上升('/')或下降('\'),而且两边的山脚都与地平线等高,山上所有地方都不低于地平线.例如：

  /\           /\

 /  \/\ 是一座OIM；而 /   \    不是。

                            \/

这个世界的地理学家们为了方便纪录，给OIM所有可能的形状用正整数编好号，而且每个正整数恰好对应一种山形。他们规定，若两座山的宽度不同，则较宽的编号较大；若宽度相同，则比较从左边开始第1个坡度不同的地方，坡度上升的编号较大。以下三座OIM的编号有小到大递增：

 /\    /\     /\  /\

/  \/\  /  \/\/\  /  \/  \。显然/\的编号为1。但是地理学家在整理纪录是发觉，查找编号与山形的对应关系不是很方便。他们希望能快速地从编号得到山的形状。你自告奋勇答应他们写一个程序，输入编号，能马上输出山形。

输    入：一个编号（编号大小不超过600,000,000），

输    出：输入编号所对应的山形，1座山所占行数恰为它的高度，即山顶上不能有多余空行。

输入样例：15

输出样例：   /\  /\

       /  \/  \

程    序：

#include <stdio.h>

int L = 19;

int SZ = 50;

char UP = '/';

char DN = '\\';

int i,nth,x,y,h,e,f;

int m[2][39][20];

char pic[50][50];

void init(){

int k,s,a,b,c;

for(a = 0;a <= 1;a ++){

for(b = 0;b <= 2 \* L;b ++){

for(c = 0;c <= L;c ++){

m[a][b][c] = 0;

}

}

}

m[0][0][0] = 1;

for(k = 0;k <= 2 \* L - 1;k ++){

for(s = 1;s <= L;s ++){

m[0][k + 1][s] = m[0][k][s + 1] + m[1][k][s + 1];

m[1][k + 1][s] = m[0][k][s - 1] + m[1][k][s - 1];

}

m[0][k + 1][0] = m[0][k][1] + m[1][k][1];

}

}

void draw(int k,int s,int nth) {

printf("k = %d s = %d nth = %d\n",k,s,nth);

if(k == 0){

return;

}

if(nth - m[1][k][s] >= 0){

nth = nth - m[1][k][s];

if(y > h){

h = y;

}

printf("y = %d x = %d UP\n",y,x);

pic[y][x] = UP;

y ++;

x ++;

draw(k - 1,s + 1,nth);

} else {

y = y - 1;

printf("y = %d x = %d DOWN\n",y,x);

pic[y][x] = DN;

x ++;

draw(k - 1,s - 1,nth);

}

}

int main(){

init();

scanf("%d",&nth);

for(e = 0;e <= SZ -1;e ++){

for(f = 0;f <= SZ -1;f ++){

pic[e][f] = ' ';

}

}

x = y = h = i = 0;

while(nth - m[0][2 \* i][0] >= 0){

nth = nth - m[0][2 \* i][0];

i ++;

}

draw(2 \* i,0,nth);

printf("h = %d x = %d\n",h,x);

for(i = h;i >= y;i --){

for(e = 0;e <= x - 1;e ++){

printf("%c",pic[i][e]);

}

printf(" \n");

}

}