## C & C++

### C 和 C++的差别

* C是面向过程的，重点在于算法和数据结构，C++多了面向对象，支持继承、封装、多态
* C++是C的超集，多了string，布尔类型，STL
* C++有重载，模板实现静态多态，inline、extern函数
* C中其他可以调用main(), C++不可以

### struct 和 class 差别

* C++中两者的区别，成员默认访问权限和默认继承权限public和private的差别。模板中不能用struct

### 宏定义 和 inline 的区别

Inline和普通函数相比可以加快程序运行的速度，因为编译的时候内联函数直接镶嵌到目标代码当中，不需要中断调用。内联函数会做类型检查，宏不是函数，只是一个简单的替换。

### extern “C” 的作用

C++支持重载，编译后库中的名字于C不同，如：int foo(int x, int y) （\_foo \_foo\_int\_int）。

作用是告诉编译器按C语言的方式编译

## 指针& 引用

### 指针和引用的区别

## static

* 静态成员函数属于类而不是类对象，所以没有this指针，就是读写静态成员的，不能访问普通成员
* 内存中只有一份数据，所有的对象共享，必须初始化，不能再类的定义中初始化
* 想当于nomember 函数，有利于成为callback，方便作为线程函数

## 虚函数virtual

### virtual 介绍和使用规则

* 虚函数的作用主要是实现了多态的机制，也就是通过基类指针调用实际派生类的成员函数
* 非类的成员函数不能定义为虚函数，
* 类的成员函数中静态成员函数和构造函数也不能定义为虚函数，但可以将析构函数定义为虚函数

### 虚析构

Delete一个指向派生类对象的基类指针，子类和基类的虚构函数都会调用。非虚析构的话，只调用基类的析构函数

### 虚函数表

 为了保证正确取到虚函数的偏移量，编译器必需要保证虚函数表的指针存在于对象实例中最前面的位置

typedef void(\*Fun)(void);

Base b;

Fun pFun = NULL;

cout << "虚函数表地址：" << (int\*)(&b) <<endl; //虚表的地址

cout << "虚函数表 — 第一个函数地址：" << (int\*)\*(int\*)(&b) <<endl;

pFun = (Fun)\*((int\*)\*(int\*)(&b)); // 将地址转化成函数地址

pFun();

(Fun)\*((int\*)\*(int\*)(&b)+0); // Base::f()

(Fun)\*((int\*)\*(int\*)(&b)+1); // Base::g()

(Fun)\*((int\*)\*(int\*)(&b)+2); // Base::h()
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