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# Requirement 1

## Visualization

The process shows the creation of a directed graph that illustrates the relationships between various units. First, the upstream-downstream connections are defined, specifying that units 1 and 2 feed into unit 3, which then directs its output to unit 4. This structure is represented as an edge list, which serves as the foundation for constructing the graph.

Once the directed graph is formed, it is visualized to provide a clear representation of the nodes and edges. In the visualization, each node is labeled to indicate its identity, and arrows are used to denote the direction of flow from upstream units to downstream units. This visual output effectively communicates how the units interact within the system.

In addition to the graphical representation, the process also involves categorizing each node by assigning unit types, such as C1, C2, and C3. This classification helps in understanding the different roles that each unit plays in the overall structure. Alongside this, manufacturing and transportation values are stored for each unit type, providing quantitative insights into their production metrics.

Finally, a summary output is generated, detailing the graph’s structure and the types of units associated with each node. This summary lists the edges to illustrate the upstream-downstream relationships and specifies the type of each unit, enhancing clarity about the system’s components. Overall, the process combines graph construction, visualization, and descriptive analysis to present a comprehensive view of the relationships and roles of the units involved.

# Install and load the necessary package  
if (!require(igraph)) {  
 install.packages("igraph")  
}  
library(igraph)  
  
# Corrected upstream-downstream relationships (1 and 2 only feed into 3)  
edges <- data.frame(from = c(1, 2, 3), to = c(3, 3, 4))  
  
# Create a directed graph from the updated edge list  
g <- graph\_from\_data\_frame(edges, directed = TRUE)  
  
# Plot the updated graph to visualize the structure  
plot(g, vertex.label = V(g)$name, edge.arrow.size = 0.5)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAIAAAD6QiaYAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAXn0lEQVR4nO3de3CU5aHH8WeT3WSzSUiWZDcbLomGKBCO3EQIJeYiQUBLaa3HelrGI3XGttqeo9NKpx6Pl6nH6Wk9xWkLVWi9VEetVrEojteSkAIBuQQCwZAQgkDYTTbZXDZkk+zl/LGKkWtIdvd5dt/v56/kzRJ/ccav4c2zG10gEBAAAPXEyR4AADg/Ag0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAKAoAg0AiiLQAL7k8/k6Ojp8Pp/sIRCCQAMQQgwMDKxZs2bu3LlJSUmTcjJMJtO8efPWrFkzMDAge5qm6QKBgOwNAGRqbGxcvnz5eEPd3QvTEvqn7HMJW96h1IHuP78vTnmnvfXWW/n5+bI3ahSBBjStpaWlsLDwJzcc/+7MqY+tu7FG5/G2TdjvDEy/+YVXbjny90rx+48n7NixY9y4cbKXahGBBjRt2bJlBQnv3LfMUPXmspNFf7/d6hO+tHeevfdHO7sffHztj7L8qzeKQ4Nff/vtt2Uv1SLuQQPaVVNTs6/6nXuXCuHPdOdW/avVJ4QQ8V1LbtydL9JPdOiEED++SeyrfqempkbyVk0i0IB2bdy4cdlcYdALEXdq6bVt8V9c18X79fq2q7L8QgiDXiybKzZu3Chxp2YRaEC7Ghsbp04497LOcfhK98zty8yf3/+cOkE0NDREdhqEINCAlg0ODurPbUD/Fc/u7f7FbbUZus8vGOKF1+uN7DQIQaABLcvJyWlyfPVSIGnbe7MzvrXhG+Yvjw80OURubm6Et0EQaEDLlixZ8u5uMeQkl75hW0nN1e/9MK//zKVAQGzaJRYvXixjoNYRaEC7SktLjZZrN1QH34s7vuuGTSnbfzC1VyeEELr2hkmHvOLNapFknVNaWipxp2bpZQ8AII1Op1u/fv2NpbPHZ+iu7PvmnX/NyRo/4fubhRAi4E3psL2/SojHXhUfVKzT6XSX+mQIPZ6oAmhaXV3dtm3bHnroycLMnAm5wpjw+fW+Ae9nfVs+qct86aWXysvLpW7ULgINaFd9fX1TU1NZWZnT6Xz00UffeOONCWmd5mTh6hUnutJvvfXWRx55ZMKE8xzEQ2QQaECjDh8+fOTIkbKyMqPRGLzS399fV1fX3t6ekZFRUFCQmJgodyEINKBFhw8fbmxsLCsrS0pKkr0FF8QpDkBzGhoaGhoaSktLqbPiCDSgLU1NTfX19aWlpSaTSfYWXAKBBjTk6NGjdXV1ZWVlycnJsrfg0gg0oBXNzc0HDx4sLS2lztGCQAOacPz48dra2uLi4pSUFNlbMFwEGoh9x48fr6mpKSkpGTNmjOwtuAwEGohxJ06c2Lt3b3FxMXWOOgQaiGUnT57cs2dPSUlJWlqa7C24bAQaiFmnTp3avXv39ddfT52jFIEGYpPdbv/kk0+KiorMZrPsLRghAg3EIIfDsXPnzqKiorFjx8regpEj0ECscTgc1dXV8+fPp87RjkADMcXpdFZXV3/ta1+zWCyyt2C0CDQQO5xO59atW+fPn0+dYwOBBmJEe3t7sM5Wq1X2FoQGgQZigcvl2rp169y5c6lzLCHQQNTr7OysqqqaM2dOdna27C0IJQINRLfOzs4tW7bMmTNn3LhxsrcgxAg0EMWCdZ41axZ1jkkEGohWPT09VVVVM2fOnDhxouwtCAsCDUSlnp6eioqK6dOn5+TkyN6CcCHQQPRxu93BOufm5sregjAi0ECUcbvdmzdvnjZtGnWOeQQaiCanT5+urKwsKCjIy8uTvQVhR6CBqHH69OnNmzdPnjx50qRJsrcgEgg0EB36+voqKiomT56cn58vewsihEADUcDj8VRUVOTl5VFnTSHQgOr6+/srKiquuOKKKVOmyN6CiCLQgNL6+/s3b96cm5s7depU2VsQaQQaUFfwe+ecnBzqrE0EGlDU4ODgli1bbDZbQUGB7C2Qg0ADKhocHKysrLRYLDNmzJC9BdIQaEA5wTpnZmbOnDlT9hbIpAsEArI3APiS1+utqqpKT0+fNWuW7C2QTC97ACLNbrevW7fu/fffP3bsWEJCwlVXXbV8+fKVK1cmJSXJngbh8/mqqqpSU1OpMwTfQWvN+vXrH3zwwW/MdC6dLSbZxKDXWLk35eMGZ51j4ksvvVRcXCx7oKYF65ycnDxnzhydTid7DuQj0Bry5JNPrlv9wPP/Ia7MCl7QOXZ+9+a/9j31v2/668VP1omX3/iwvLxc7kjNCtbZZDJdd9111BlB/JBQK3bs2PF/Tzzw15+dqbPwtc3+/YcT2wJCCFE8Tay7V6xYsaKjo0PiSM3y+/3btm2jzjgLgdaKhx9++Oe3CJv5i/d91lc+Sr259ETCFxfmXS2WFDhWr14tZ5+GBeus1+upM85CoDWho6Oj+p8ffHPemQv6g/8o9BT9c3biVx72vRLxt7/9LdLjtC1Y57i4uMLCQuqMsxBoTaivr796nEg0fP5ub+P1rxm2//tE71k9mJYjmho/HRwcjPhAjfL7/du3b6fOuBACrQlut9v0xTfLgdP5T+/qvqu4zXDOw3Q6YUwQvb29F/o8/f394ZqoPYFAYOfOnX6/v7CwMC6O/xJxHpyD1oTs7OyT7UIIIQJJmzcUdU+qOtmQd1IIb0uKb1Bfdzgv2dIy0+Lp6RMDfuO+ffvMZnNKSorRaNTr9X19fadPn3a5XG1tbQaD4aabbpL8xcSEQCCwY8eOgYGBoqIi6owLIdCaUFBQ0Ctsza32KyxGp8e056Ole4QQQgR6M70e/8tvLN01/4215faP94lZs2a1trY6HI7zfp6srKzzXsdlCX7vPDAwsGDBAuqMi+ActFY8+uijtR889oe7v3JxYO+/TX+x/0+/frNILwa9YtEjYvX6TYsWLWpubm5oaHC73Wd9kunTp/Oa8aO3a9eu3t7eoqKi+Ph42VugNAKtFW63e+7cuSuuPbRy4ZcXzwR6fpz42XPCZ7v19ddfP/NRu92+Z8+eoZk2GAwJCQlZWVmZmZlZWVk8O3wEdu/e3dXVVVxcrNfz91dcAoHWkCNHjixZsqQop/GBbwlzihBCDDYsvOuDge9+q+qFV4TBVr5hw4aUlJShf8Tr9e7du/fo0aNCCKPRuGzZsu7u7vb2dofD4XA4DAZDVlZWVlaW1WpNTEw87z8UQ+3Zs6ezs5M6Y5gItLa4XK6HH374L3/+w+xJIs8mBr2i7oT4rMuyatWq++6770LVaGho2Lt3b05OTmFh4ZmLgUCAWF+WPXv2uFyukpIS6oxhItBa1NPTU1FR0dzcnJCQcPXVVxcVFRkM5x66+4oTJ04kJiZaLJbzfjQQCHR2djqdTqfTOTTWWVlZCQkJ5/0jWrN//36Hw1FSUsK/EAwfgUaIDY213W4P3rPWeKxra2vtdjt1xuUi0Aijs76zNhqNwZ8uairWtbW1p06dKi0t1c6XjFAh0IgQbcb6wIEDLS0tJSUl3JfHCBBoSBCMtcPhCPY6VmNdV1d37NixsrIyo9EoewuiEoGGZLEU6/r6eo/HE/w93PX19U1NTdQZo0GgoZCzYp2cnJyZmRnsdVTE+sMPP3S5XPn5+SkpKY2NjWVlZTyXB6NBoKGoC8XaZrNd8lCgFL29vZs2bQq+bTAYlixZQp0xSgQaUeBMrB0OR3t7e2pqqoKxrqurO3DgwJl3r7zySn73K0aJQCPKqBlrn8+3adMmj8cz9OLUqVOvueYaWZMQAwg0oti5sQ6+kJPFYolwrD/99NP9+/efeTctLW3ChAk5OTmpqamRnIEYQ6ARIyTGuqOj46OPPgq+PXHixClTppjN5ov/EWA4CDRikM/nc7lcwWfEhCrWjY2Nzz333JYtWxwOx5gxY2bMmHH77bcvWrTI6/W+++67Ho/HZDItWLCANCOECDRi3Ohj7fP5HnrooT+t/dXt14uSyWMGBlP7Elvt9sGXNovxUxbec889Xq/XarUuWLBAnZ9YIjYQaGjIeWMd7PWFfrlJIBBYsWLFiX0v//GH+rZ9yx+uyPIMjj1wUnftLc/9efGJ9e+IF7ZaX3311bKysgh/LdACAg2NGmas165d++zqe9/4uYizL3ji06MPlLckCUPd2z/4+qaeJ3/7wi0m8du/i329iz744AOJXwtiFYEGhM/nc35haKxTU1MnTZr08o/tU8br3O3pg2NdZp0QQnibbi5dnfaL37x8s1H4/GLhf4s/vvjxDTfcIPvrQKzhNzsAIj4+PlhkIYTX63U6na2trQcOHDh06NAVafYp44UQgZQM1xcP19cdzJxx27s3GoUQIj5OfK9EvPbaawQaIcevfAe+Qq/X22y26dOnL1y40OPxzM77ykcHe8ZtfP2uO/+RMtag835xcXaeGHoIGggVAg1cUHd3t+krL+Oc0OJIi89uLE63Prf+zl8d/vz1m1KSRHd3t4yBiHEEGrggm81m7xx6YSA3/9DNRR+vXvWXldax7+ycOCiEEOKUS2RnZ0tZiNhGoIELKikpqTwg/Of8HF2X1Pz1a7qE//P/fD7eL0pLSyO8DVpAoIELmjZtWu6Uote3nvuReFevb/60E3oh7C6xYbu44447Ij8PMY9AAxfzu9/97n9eFwc/0zlqFv/01fnbXXohdK6G698zvffgrL7T/eLuteJnDz4xceJE2UsRgzgHDVzChg0b7r7zlp+WzWk6NaPR31449WTOuCOLpnR82iQeeF6U3PzDtWvX8rrPCAcCDVxaTU3N/fffX7+voniasJlFT5/Y1ShcvolPPPHEihUrZK9DzCLQwHA1NDRUVlY6HI7U1NTOzs7FixfPmzdP9ijEMgINjMRbb73l8/mWL1+u1/N0XIQLPyQERiIlJcXn8zU3N8seglhGoIGRSE9PF0LU19fzd1CED4EGRiI5OVkI0dvbW1dXJ3sLYhaBBkbC5/MF3zh48GBra6vcMYhVBBoYif7+/jNvV1dX82JJCAcCDYyE2+0+87bH46moqOjp6ZG4BzGJQAMj0dXVNfTdxMTE3t5eWWMQqzjCCVy23t5ej8djMBjS09PdbvfChQtNJpPsUYhBBBq4bCaTaeHChWazWafTbdy4UfYcxCxucQCXTafTZWRkxMXF6XQ6m81mt9tlL0JsItDAqGRnZ586dUr2CsQmAg2Mis1ma21t9fv9socgBhFoYFQSEhLGjBnjdDplD0EMItDAaHGXA2FCoIHRstlsBBrhQKCB0TKbzQMDAzxRBSFHoIHR4rAdwoRAAyHAXQ6EA4EGQsBms7W1tZ15DVIgJAg0EAIJCQlpaWkctkNoEWggNDhsh5Aj0EBocBsaIUeggdAwm81er3foC/kDo0SggZDhsB1Ci0ADIcNdDoQWgQZCxmazOZ1ODtshVAg0EDLBX4LV1tYmewhiBIEGQonDdgghAg2Eks1ma2lpkb0CMYJAA6GUnp7u9/s5bIeQINBAiHGXA6FCoIEQ47AdQoVAAyGWlZXV3t7OYTuMHoEGQsxgMJjN5tbWVtlDEPUINBB63OVASBBoIPT4OSFCgkADoZeWlhYIBHp6emQPQXQj0EBYcJcDo0eggbDIzs7mpUcxSgQaCIvgYTuv1yt7CKIYgQbCQq/Xjx07lsN2GA0CDYQLt6ExSgQaCBcO22GUCDQQLmPGjNHpdN3d3bKHIFoRaCCMuMuB0SDQQBhx2A6jQaCBMLJarR0dHRy2w8gQaCCMgoftHA6H7CGISgQaCC/OcmDECDQQXgQaI0aggfBKTU2Nj4/v6uqSPQTRh0ADYcdhO4wMgQbCjsN2GBkCDYSd1Wp1uVyDg4OyhyDKEGgg7OLj4zMyMjhsh8tFoIFI4C4HRoBAA5Ewbty4lpYW2SsQZQg0EAnJycl6vb6zs1P2EEQTAg1ECHc5cLkINBAhPKUQl4tAAxFisVg6Ozs5bIfhI9BAhMTHx2dmZnKXA8NHoIHI4TY0LguBBiKH29C4LAQaiJzk5GSDweByuWQPQXQg0EBEcZcDw0eggYjiLgeGj0ADEWWxWLq6ugYGBmQPQRQg0EBExcXFWSwWXtkOw0GggUjjLgeGiUADkRYMdCAQkD0EqiPQQKSZTKbExEQO2+GSCDQgAYftMBwEGpCA3/ON4SDQgAQWi6W7u7u/v1/2ECiNQAMSxMXFWa1WDtvh4gg0IAeH7XBJBBqQI/hzQg7b4SIINCBHUlKS0Wjs6OiQPQTqItCANBy2w8URaEAaDtvh4gg0II3FYnG73Ry2w4UQaEAanU5ntVq5y4ELIdCATBy2w0UQaEAmDtvhIgg0IJPRaDSZTBy2w3np+F83IFdtbe3u3bs7Ozv9fn9OTk55eXl6errsUVACgQak6evr++Uvf/n0009PH++6epyI04mjraK6Xqy4857HH3/cbDbLHgjJCDQgR3t7+9KlS7N1nzx6u7CZdd0t//LCfu93Fh9KOC1+s0H887Or3nvvvby8PNkzIROBBiTw+/3l5eVTEjf/93dEoM+ybd/MZ14rr8zctOUXW3J1Qgjx7EfilZppO3fuNJlMssdCGn5ICEjwyiuv9Bzf/F+3CSGELqltQeE/vn/Nad2QB3y/XExKPvjUU09JGgglEGhAgmeeeeY/l4m4IUnWx/vPesz93xDr1q3j77haRqCBSBsYGPhkR1VxwSUeNnm88LmPHT16NCKjoCICDURaW1tberIw6C/9yOyxgucZahmBBiItJSWl1zOsR7o9IjU1NcxzoC4CDURaWlqa2ZLTeKnvjLv7REt3Wn5+fkRGQUUEGpDgtttue7HiEo95tUrceOONHLPTMgINSLBq1aqN+7J2NX55xR8YespONNnFHzaJxx57LNLLoBICDUhgsVief/75u34vquqEEMLXZ9t9IsnXaTnSGyeEqD0mbn9S/PqpZ6dOnSp5KKTimYSANJWVlXfccce0jK7rrsjIyBBxccLu8u3+7LO9zdY1a9Z8+9vflj0QkhFoQKa+vr4XX3zx7bffPnLkiN/vz83NXbp06cqVK9PS0mRPg3wEGgAUxT1oAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARRFoAFAUgQYARf0/KMwyPdLP9O0AAAAASUVORK5CYII=)

# Define unit types (C1, C2, C3) for the nodes  
unit\_types <- c("C1", "C2", "C3", "C3")  
  
# Store the manufacturing (X) and transportation (Y) values for each unit type  
# X and Y values for the first production round  
X <- c(C1 = 4, C2 = 3, C3 = 3)  
Y <- c(C1 = 2, C2 = 2, C3 = 1)  
  
# Assign unit types to the nodes in the graph  
V(g)$type <- unit\_types  
  
# Function to print out the current graph structure and unit types  
print\_graph\_info <- function(g) {  
 cat("Graph structure (Upstream -> Downstream):\n")  
 print(edges)  
 cat("\nUnit types:\n")  
 for (i in 1:vcount(g)) {  
 cat("Unit", i, "is of type", V(g)$type[i], "\n")  
 }  
}

## Simulation

A simulation of a production and transportation process using the R6 object-oriented programming system in R. It begins by defining an R6Class named Unit, which encapsulates the properties and behaviors of each unit in the production system. Each unit is characterized by an identifier, a type, an inventory list, and relationships with downstream and upstream units. The initialize method sets up a new unit with its ID and type while initializing the inventory and connection attributes. The manufacture method enables a unit to produce a specified number of units, updating its inventory accordingly, while the transport method manages the distribution of units to downstream units, calculating a transport ratio based on the total inventory. Additionally, the report\_inventory method outputs the current inventory levels, and the set\_downstream and add\_upstream methods establish the flow of units in the production chain.

Following the class definition, four unit instances are created to represent different types of units in the system, with specific relationships established among them: units A and B feed into unit C, which supplies unit D. Production and transportation values are defined for three operational cycles, detailing the expected units produced and transported during each cycle. The simulation process is then initiated through a call to the simulate\_production\_process function, which would execute the production and transportation logic over the specified cycles. The expected output would include inventory reports for each unit after every cycle, highlighting how many units were produced and transported, along with the current inventory levels. This would provide insights into the efficiency and dynamics of the system, showcasing how the units interact and supply each other throughout the process. However, without the definition of the simulate\_production\_process function, the exact output remains unspecified.

library(R6)  
  
Unit <- R6::R6Class(  
 "Unit",  
 public = list(  
 unit\_id = NULL,  
 unit\_type = NULL,  
 inventory = NULL,  
 downstream = NULL,  
 upstreams = NULL,  
   
 initialize = function(unit\_id, unit\_type) {  
 self$unit\_id <- unit\_id  
 self$unit\_type <- unit\_type  
 self$inventory <- list() # Initialize inventory  
 self$downstream <- NULL # Initialize downstream  
 self$upstreams <- list() # Initialize upstreams  
 },  
   
 manufacture = function(units\_produced) {  
 if (!(self$unit\_id %in% names(self$inventory))) {  
 self$inventory[[self$unit\_id]] <- 0  
 }  
 self$inventory[[self$unit\_id]] <- self$inventory[[self$unit\_id]] + units\_produced  
 },  
   
 transport = function(units\_transported) {  
 total\_inventory <- sum(unlist(self$inventory))  
 if (total\_inventory >= units\_transported) {  
 transport\_ratio <- units\_transported / total\_inventory  
 transported <- lapply(self$inventory, function(amount) amount \* transport\_ratio)  
  
 # Update inventory  
 for (source in names(self$inventory)) {  
 self$inventory[[source]] <- self$inventory[[source]] - transported[[source]]  
 }  
   
 if (!is.null(self$downstream)) {  
 for (source in names(transported)) {  
 if (!(source %in% names(self$downstream$inventory))) {  
 self$downstream$inventory[[source]] <- 0  
 }  
 self$downstream$inventory[[source]] <- self$downstream$inventory[[source]] + transported[[source]]  
 }  
 }  
 }  
 },  
   
 report\_inventory = function() {  
 total <- sum(unlist(self$inventory))  
 cat(paste0("Unit ", self$unit\_id, " (Type ", self$unit\_type, ") Inventory:\n"))  
 cat(paste0("Total: ", round(total, 2), "\n"))  
 for (source in names(self$inventory)) {  
 cat(paste0(" From Unit ", source, ": ", round(self$inventory[[source]], 2), "\n"))  
 }  
 },  
   
 set\_downstream = function(downstream\_unit) {  
 self$downstream <- downstream\_unit  
 },  
   
 add\_upstream = function(upstream\_unit) {  
 self$upstreams <- c(self$upstreams, upstream\_unit)  
 }  
 )  
)  
  
# Function to simulate production and transportation processes  
simulate\_production\_process <- function(units, cycles, production\_values, transportation\_values) {  
 for (cycle in 1:cycles) {  
 cat(paste0("Cycle ", cycle, "\n"))  
   
 # Manufacturing phase  
 for (i in seq\_along(units)) {  
 units[[i]]$manufacture(production\_values[[cycle]][i])  
 units[[i]]$report\_inventory()  
 }  
   
 # Transportation phase  
 for (i in seq\_along(units)) {  
 units[[i]]$transport(transportation\_values[[cycle]][i])  
 units[[i]]$report\_inventory()  
 }  
   
 cat("\n")  
 }  
}  
  
# Example usage  
unitA <- Unit$new("A", "C1")  
unitB <- Unit$new("B", "C2")  
unitC <- Unit$new("C", "C3")  
unitD <- Unit$new("D", "C3")  
  
unitA$set\_downstream(unitC)  
unitB$set\_downstream(unitC)  
unitC$add\_upstream(unitB)  
unitD$add\_upstream(unitC) # Only adding once  
  
units <- list(unitA, unitB, unitC, unitD)  
  
# Define production and transportation values for each cycle  
production\_values <- list(  
 c(4, 3, 3, 3), # Production for Cycle 1  
 c(6, 4, 5, 5),  
 c(6, 4, 5, 5) # Production for Cycle 3  
)  
  
transportation\_values <- list(  
 c(2, 2, 1, 1), # Transportation for Cycle 1  
 c(3, 3, 3, 3),  
 c(3, 3, 3, 3) # Transportation for Cycle 3  
)  
  
# Run the simulation  
simulate\_production\_process(units, 3, production\_values, transportation\_values)

# Inventory Summary

## Cycle 1

| Unit | Total Inventory | Sources |
| --- | --- | --- |
| A | 4 | From Unit A: 4 |
| B | 3 | From Unit B: 3 |
| C | 3 | From Unit C: 3 |
| D | 3 | From Unit D: 3 |
|  |  | From Unit A: 2 |
|  |  | From Unit B: 1 |
|  |  | From Unit C: 2.57 |
|  |  | From Unit D: 2 |

## Cycle 2

| Unit | Total Inventory | Sources |
| --- | --- | --- |
| A | 8 | From Unit A: 8 |
| B | 5 | From Unit B: 5 |
| C | 11 | From Unit C: 7.57 |
| D | 7 | From Unit D: 7 |
|  |  | From Unit A: 5 |
|  |  | From Unit B: 2 |
|  |  | From Unit C: 6.24 |
|  |  | From Unit D: 4 |

## Cycle 3

| Unit | Total Inventory | Sources |
| --- | --- | --- |
| A | 11 | From Unit A: 11 |
| B | 6 | From Unit B: 6 |
| C | 19 | From Unit C: 11.24 |
| D | 9 | From Unit D: 9 |
|  |  | From Unit A: 3.88 |
|  |  | From Unit B: 3.88 |
|  |  | From Unit A: 8 |
|  |  | From Unit B: 3 |
|  |  | From Unit C: 9.89 |
|  |  | From Unit D: 6 |

### Key Features

* **Units A, B, C, D**: Each unit’s inventory is listed clearly.
* **Sources Column**: Detailed contributions for total inventory are maintained for transparency.

The output of the R simulation illustrates the dynamics of a production and transportation process involving four units, represented in a directed graph. The established relationships show that units 1 and 2 feed into unit 3, which subsequently supplies unit 4. During the first cycle, after manufacturing, unit A (Type C1) holds an inventory of 4, unit B (Type C2) has 3, unit C (Type C3) totals 3, and unit D (Type C3) also reaches 3. Following transportation, the inventories adjust to 3 for unit A, 2 for unit B, 3 for unit C (with contributions from units A and B), and 1 for unit D. In the second cycle, after manufacturing, unit A’s inventory increases to 9, unit B’s to 6, unit C’s to 8, and unit D’s to 6. After transportation, unit A retains 6, unit B has 3, unit C grows to 11, and unit D remains at 3. By the third cycle, unit A’s inventory rises to 12, unit B’s to 7, unit C’s escalates to 16, and unit D’s increases to 8 after manufacturing. Post-transportation, unit A’s inventory is 9, unit B’s is 4, unit C reaches 19, and unit D totals 5. The X values indicate inventory levels after manufacturing across the cycles, while the Y values reflect inventory after transportation, demonstrating the interactions and efficiency of the units within the system. This comprehensive overview provides valuable insights into the production process’s efficiency and dynamics, highlighting how units collaborate and supply each other throughout the operational cycles.