**Python Assignment**

**1) Types of Applications**

Applications can generally be classified into several types based on their function, platform, or intended user. Here are a few key types:

* **Web Applications**: These run in a web browser and are accessed over the internet. Examples include Gmail, Facebook, and online banking systems.
* **Mobile Applications**: These are apps specifically designed for mobile devices like smartphones and tablets. Examples include Instagram, WhatsApp, and Uber.
* **Desktop Applications**: These are programs that run on personal computers or laptops. Examples include Microsoft Word, Adobe Photoshop, and VLC Media Player.
* **System Software**: These include operating systems (like Windows, macOS, Linux) and utility programs (such as antivirus software and system maintenance tools).
* **Gaming Applications**: Software designed for interactive gaming experiences. Examples include mobile games like Angry Birds and console games like Fortnite.

**2) What is Programming?**

Programming, also called coding or software development, is the process of creating software applications by writing instructions in a programming language. These instructions allow a computer or other devices to perform specific tasks or functions.

Programming involves:

* **Writing code**: Using programming languages (e.g., Python, Java, C++) to create software that solves problems or performs tasks.
* **Debugging**: Identifying and fixing issues in the code.
* **Testing**: Ensuring that the program works as expected under various conditions.
* **Maintaining**: Updating and improving code after it's been deployed.

Programming requires logical thinking, problem-solving, and an understanding of the specific programming languages, algorithms, and data structures.

**3) What is Python?**

Python is a high-level, interpreted programming language known for its readability and simplicity. It's one of the most popular programming languages today due to its easy-to-understand syntax and versatility.

**Key features of Python**:

* **Readable syntax**: Python code is easy to read and understand, even for beginners.
* **Versatile**: It can be used for web development (e.g., Django, Flask), data analysis (e.g., Pandas, NumPy), artificial intelligence (e.g., TensorFlow, PyTorch), automation, and much more.
* **Interpreted**: Python is an interpreted language, meaning the code is executed line-by-line, which makes it easier to test and debug.
* **Extensive Libraries**: Python has a rich ecosystem of libraries and frameworks, which means you don't have to build everything from scratch.
* **Cross-platform**: Python works on various operating systems like Windows, macOS, and Linux without requiring modification.

**7) How Memory is Managed in Python?**

Python has an automatic memory management system, which simplifies memory handling for developers. Here’s how memory is managed in Python:

1. **Memory Allocation**:
   * When you create variables or objects in Python, memory is allocated dynamically. The memory management system handles allocating and deallocating memory as needed.
2. **Reference Counting**:
   * Python uses reference counting to keep track of how many references (or pointers) are pointing to an object. Each object in memory has an associated reference count.
   * When the reference count of an object drops to zero (i.e., no references are pointing to it), the memory for that object can be deallocated.
3. **Garbage Collection**:
   * **Garbage Collection** is a mechanism in Python that automatically cleans up unused objects. In addition to reference counting, Python uses a cyclic garbage collector to identify and remove objects involved in circular references (when objects reference each other in a cycle).
   * The garbage collector runs periodically to free up memory from objects that are no longer in use.
4. **Memory Pools (Python’s Private Heap)**:
   * Python uses an internal memory management system known as the "private heap" to store objects. The private heap is a memory area where all Python objects and data structures are stored.
   * The memory management system handles allocating and deallocating memory within this private heap.
5. **Memory Optimization**:
   * Python uses memory pools for small objects (like integers and small strings) to reduce memory fragmentation and improve performance.
   * For example, Python caches small integers and small strings, so the same small integer or string is reused in different parts of the program.

In summary, Python uses automatic memory management with reference counting, garbage collection, and its private heap for efficient memory handling, reducing the burden on developers to manually manage memory.

**8) What is the Purpose of the continue Statement in Python?**

The continue statement in Python is used within loops (e.g., for or while loops) to **skip the rest of the current iteration** and move to the next iteration of the loop.

When Python encounters a continue statement:

* It **skips the remaining code** inside the loop for the current iteration.
* It **jumps to the next iteration**, continuing the loop from the top.

**Example:**

for i in range(1, 6):

if i == 3:

continue # Skip printing the number 3

print(i)

**Output**:

1

2

4

5

In this example, when i == 3, the continue statement is executed, causing the loop to skip the print(i) statement for that iteration, and the loop moves on to the next iteration (i == 4).

**Purpose:**

* **Control loop flow**: The continue statement is useful when you want to skip specific iterations of a loop based on a condition (like skipping even numbers or excluding certain values).
* **Enhance readability**: It allows you to handle specific cases within the loop more clearly and concisely, improving readability of your code.

**17) What are Negative Indexes and Why Are They Used?**

In Python, **negative indexes** are a convenient way to access elements from the **end of a list, tuple, string, or other sequence types** without needing to know the exact length of the sequence.

**What Are Negative Indexes?**

Negative indexes refer to positions that are counted from the **end** of the sequence rather than from the beginning.

* **Positive indexes**: Start from 0 at the beginning of the sequence. For example, the first element is accessed with index 0, the second with 1, and so on.
* **Negative indexes**: Start from -1 for the **last element** of the sequence, -2 for the second-to-last element, -3 for the third-to-last element, and so on.

**25) What is a List? How will you reverse a List?**

**What is a List?**

In Python, a **list** is a **mutable** (can be modified) **ordered collection** of elements, which can contain items of different data types (e.g., integers, strings, or other lists). Lists are one of the most versatile data structures in Python.

**Syntax for creating a list**:

my\_list = [1, 2, 3, 'a', 'hello']

**How to Reverse a List?**

There are several ways to reverse a list in Python:

1. **Using the reverse() method**: This method reverses the list **in place**, meaning it changes the original list.
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my\_list = [1, 2, 3, 4]

my\_list.reverse()

print(my\_list) # Output: [4, 3, 2, 1]

1. **Using slicing**: You can use list slicing to get a reversed version of the list.

my\_list = [1, 2, 3, 4]

reversed\_list = my\_list[::-1]

print(reversed\_list) # Output: [4, 3, 2, 1]

1. **Using the reversed() function**: The reversed() function returns an iterator that can be converted to a list.

my\_list = [1, 2, 3, 4]

reversed\_list = list(reversed(my\_list))

print(reversed\_list) # Output: [4, 3, 2, 1]

**26) How Will You Remove the Last Object from a List?**

To remove the last object from a list, you can use the pop() method. This method removes and returns the last element of the list.

my\_list = [1, 2, 3, 4]

last\_item = my\_list.pop()

print(last\_item) # Output: 4

print(my\_list) # Output: [1, 2, 3]

* The pop() method **modifies** the original list and returns the removed element.
* If you want to just remove the last item without using the returned value, you can call pop() without assigning it to a variable.

**27) Suppose list1 is [2, 33, 222, 14, 25], what is list1[-1]?**

In this case, list1[-1] accesses the **last element** of the list. Negative indexes count from the end of the list, with -1 being the last element.

list1 = [2, 33, 222, 14, 25]

print(list1[-1]) # Output: 25

Thus, list1[-1] will return **25**, the last element of the list.

**28) Differentiate Between append() and extend() Methods**

Both append() and extend() are methods used to add elements to a list, but they function differently:

**append()**

* The append() method **adds a single element to the end of the list**. The element could be an individual value or another object (e.g., another list).
* If you append another list, it will be added as a single element (a nested list).

**Example**:

my\_list = [1, 2, 3]

my\_list.append(4) # Adds a single value (4)

print(my\_list) # Output: [1, 2, 3, 4]

my\_list.append([5, 6]) # Adds a list as a single element

print(my\_list) # Output: [1, 2, 3, 4, [5, 6]]

**extend()**

* The extend() method **adds each element of an iterable (like a list, tuple, or string) to the end of the list**. It "unpacks" the iterable and appends its elements individually to the original list.

**Example**:

my\_list = [1, 2, 3]

my\_list.extend([4, 5]) # Adds each element of the iterable [4, 5]

print(my\_list) # Output: [1, 2, 3, 4, 5]

**Key Difference:**

* append() adds **one element** to the list (which could be a list or any other object).
* extend() adds **multiple elements** to the list by unpacking an iterable and adding its individual elements.

**30) How Will You Compare Two Lists in Python?**

In Python, you can compare two lists in several ways depending on what kind of comparison you want to perform (e.g., checking if they are equal, checking if one list is a subset of another, etc.).

**1. Checking if Two Lists Are Equal**

You can compare two lists directly using the == operator. This checks if the lists are identical, meaning they have the same elements in the same order.

**Example**:

list1 = [1, 2, 3]

list2 = [1, 2, 3]

list3 = [3, 2, 1]

print(list1 == list2) # Output: True (since both lists are identical)

print(list1 == list3) # Output: False (the order is different)

* **Equality** comparison (==): This checks whether both lists contain the same elements in the exact same order.

**2. Checking if Two Lists Are Identical (Same Object in Memory)**

If you want to check if two lists point to the same object in memory, you can use the is operator. This checks whether both lists are the same object in memory, not just having the same contents.

**Example**:

list1 = [1, 2, 3]

list2 = list1

list3 = [1, 2, 3]

print(list1 is list2) # Output: True (they are the same object)

print(list1 is list3) # Output: False (they are two different objects with same content)

* **Identity** comparison (is): This checks whether the two lists refer to the same object in memory.

**3. Checking if Lists Have the Same Elements (Ignoring Order)**

If you want to check whether two lists have the same elements, regardless of their order, you can convert them to sets and then compare the sets. **Note**: Using sets removes duplicates and ignores order.

**Example**:

list1 = [1, 2, 3, 3]

list2 = [3, 2, 1]

print(set(list1) == set(list2)) # Output: True (same elements, order doesn't matter)

* **Set comparison**: If order doesn't matter and duplicates can be ignored, converting to sets allows you to check if both lists have the same unique elements.

**4. Checking if One List is a Sublist of Another**

If you want to check if one list is contained within another (i.e., whether the first list is a subset of the second), you can use the in operator or check for sublist inclusion.

**Example**:

list1 = [1, 2]

list2 = [1, 2, 3, 4]

print(all(item in list2 for item in list1)) # Output: True (list1 is a subset of list2)

* **Sublist comparison**: This checks if all elements of one list exist in another list, regardless of order.

**5. Element-wise Comparison**

If you want to compare the lists element by element and return a list of True or False for each comparison, you can use a list comprehension or zip().

**Example**:

list1 = [1, 2, 3]

list2 = [1, 2, 4]

comparison = [a == b for a, b in zip(list1, list2)]

print(comparison) # Output: [True, True, False] (compares elements pairwise)

* **Element-wise comparison**: This compares each pair of elements from two lists and returns a list of boolean values based on whether the elements are equal.

43) What is tuple? Difference between list and tuple.

**What is a Tuple?**

A **tuple** is an immutable (unchangeable) collection of ordered elements in Python. Tuples can store elements of different data types, and they are defined by placing the elements inside parentheses ().

**Difference Between List and Tuple**

|  |  |  |
| --- | --- | --- |
| Feature | List | Tuple |
| Syntax | Defined using square brackets [] | Defined using parentheses () |
| Mutability | Mutable (can be changed) | Immutable (cannot be changed) |
| Methods | Supports methods like append(), remove(), pop(), etc. | Limited methods like count() and index() |
| Performance | Slightly slower (due to mutability) | Faster (due to immutability) |
| Use Case | Ideal for collections that might need modification | Ideal for fixed collections that should not change |
| Memory Consumption | Consumes more memory | Consumes less memory |
| Example | my\_list = [1, 2, 3] | my\_tuple = (1, 2, 3) |

In summary, use **lists** when you need a collection of items that might change, and use **tuples** when you need a fixed collection that will not change over time, offering better performance and lower memory usage.

47) How will you create a dictionary using tuples in python?

* You can create a **dictionary** using **tuples** in Python by using tuples as key-value pairs. Each tuple should contain two elements: the first element being the key and the second element being the value.

**Example 1: Using a List of Tuples to Create a Dictionary**
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# List of tuples

tuple\_list = [("apple", 1), ("banana", 2), ("cherry", 3)]

# Creating dictionary using the list of tuples

my\_dict = dict(tuple\_list)

print(my\_dict)

**Output:**
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{'apple': 1, 'banana': 2, 'cherry': 3}

**Example 2: Using Tuple of Tuples to Create a Dictionary**
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# Tuple of tuples

tuple\_of\_tuples = (("apple", 1), ("banana", 2), ("cherry", 3))

# Creating dictionary using the tuple of tuples

my\_dict = dict(tuple\_of\_tuples)

print(my\_dict)

**Output:**
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{'apple': 1, 'banana': 2, 'cherry': 3}

**Explanation:**

* A **tuple** is used to hold key-value pairs, where each tuple contains two elements: the first element is the key, and the second is the value.
* You can convert a list or tuple of tuples into a dictionary by passing it to the dict() function.

This is an efficient way to create dictionaries from tuples.

51) How Do You Traverse Through a Dictionary Object in Python?

You can traverse through a dictionary in Python using several methods such as:

1. **Using a for loop to iterate over keys**:
   * This will give you the keys of the dictionary, and you can access their corresponding values.
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my\_dict = {'apple': 1, 'banana': 2, 'cherry': 3}

# Traversing through the keys

for key in my\_dict:

print(key, ":", my\_dict[key])

**Output:**
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apple : 1

banana : 2

cherry : 3

1. **Using items() method to iterate over key-value pairs**:
   * This returns a list of key-value tuples, and you can unpack them during iteration.
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for key, value in my\_dict.items():

print(key, ":", value)

**Output:**

python

CopyEdit

apple : 1

banana : 2

cherry : 3

1. **Using keys() method to iterate over keys**:
   * This returns all the keys in the dictionary.
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for key in my\_dict.keys():

print(key)

**Output:**
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apple

banana

cherry

1. **Using values() method to iterate over values**:
   * This returns all the values in the dictionary.
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for value in my\_dict.values():

print(value)

**Output:**
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1

2

3

52) How Do You Check the Presence of a Key in A Dictionary?

There are a few ways to check if a key exists in a dictionary:

1. **Using the in keyword**:
   * You can directly check if the key is in the dictionary.

python

CopyEdit

my\_dict = {'apple': 1, 'banana': 2, 'cherry': 3}

if 'apple' in my\_dict:

print("Apple is in the dictionary!")

else:

print("Apple is not in the dictionary!")

**Output:**
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CopyEdit

Apple is in the dictionary!

1. **Using the get() method**:
   * The get() method returns None if the key is not found, so you can check if the returned value is None.
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if my\_dict.get('banana') is not None:

print("Banana is in the dictionary!")

else:

print("Banana is not in the dictionary!")

**Output:**
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Banana is in the dictionary!

1. **Using keys() method**:
   * You can also use the keys() method, although it’s less common than using in.
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if 'cherry' in my\_dict.keys():

print("Cherry is in the dictionary!")

else:

print("Cherry is not in the dictionary!")

**Output:**
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Cherry is in the dictionary!

The most common and preferred method is using the **in** keyword, as it is straightforward and efficient.

Top of Form

Bottom of Form

65) How Many Basic Types of Functions Are Available in Python?

In Python, there are **two basic types of functions**:

1. **Built-in functions**: These are functions that are already defined in Python and can be used without needing to be created. Some common built-in functions include:
   * print()
   * len()
   * type()
   * input()
   * max()
   * min()
2. **User-defined functions**: These are functions that are defined by the user to perform specific tasks. You define them using the def keyword.

Example:

python
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def greet(name):

return f"Hello, {name}!"

66) How can you pick a random item from a list or tuple?

To pick a random item from a **list** or **tuple**, you can use the random.choice() function from the random module.
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import random

# List or Tuple

my\_list = [1, 2, 3, 4, 5]

my\_tuple = ('a', 'b', 'c', 'd')

# Picking a random item from a list

random\_item\_list = random.choice(my\_list)

# Picking a random item from a tuple

random\_item\_tuple = random.choice(my\_tuple)

print(random\_item\_list)

print(random\_item\_tuple)

**Output (Example)**:
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3

b

67) How can you pick a random item from a range?

You can pick a random item from a **range** using the random.choice() function, but first, you need to convert the range to a list (or tuple). Here's an example:
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import random

# Picking a random item from a range

random\_item = random.choice(range(10)) # Range from 0 to 9

print(random\_item)

**Output (Example)**:
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7

68) How can you get a random number in python?

You can generate random numbers in Python using the random module.

1. **Random float between 0 and 1**:
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import random

random\_float = random.random()

print(random\_float)

**Output (Example)**:
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0.7681248327

1. **Random integer in a given range**:
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random\_int = random.randint(1, 100) # Random integer between 1 and 100 (inclusive)

print(random\_int)

**Output (Example)**:
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42

1. **Random float within a range**:
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random\_float\_range = random.uniform(1.0, 10.0) # Random float between 1.0 and 10.0

print(random\_float\_range)

**Output (Example)**:
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6.2389281

69) How will you set the starting value in generating random numbers?

You can set the starting value (or **seed**) for generating random numbers using the random.seed() function. This allows you to generate the same sequence of random numbers for reproducibility.
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import random

# Set the seed for reproducibility

random.seed(42)

# Generate random numbers

random\_number1 = random.randint(1, 100)

random\_number2 = random.randint(1, 100)

print(random\_number1)

print(random\_number2)

**Output (Example)**:
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81
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If you run the code multiple times with the same seed, it will always generate the same sequence of random numbers.

By setting the seed, you can ensure that the sequence of random numbers is predictable, which is useful for debugging or testing.

70) How will you randomize the items of a list in place?

To **randomize the items of a list in place** (i.e., shuffle the list without creating a new one), you can use the random.shuffle() function from the random module.

**Example:**
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import random

# Original list

my\_list = [1, 2, 3, 4, 5]

# Randomize the list in place

random.shuffle(my\_list)

print(my\_list)

**Output (Example)**:
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[3, 1, 5, 2, 4]

**Explanation:**

* random.shuffle(my\_list) modifies the original list by shuffling its elements randomly.
* The list is **modified in place**, meaning it doesn't return a new list but changes the order of the elements within the existing list.