![ipbeja.png](data:image/png;base64,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)![estig.png](data:image/png;base64,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)

INSTITUTO POLITECNICO DE BEJA

Escola superior de Tecnologia e Gestão

Licenciatura de Engenharia Informática

Sistemas Operativos

Trabalho Prático

Relatório Técnico do

Jogo “***Hunter Hallow***”

Rute Figueiredo, nº 15408

Tiago Campos, nº 13953

25 de Novembro de 2017

***Índice***

[Introdução 3](#_Toc499570081)

[Mecânica do Jogo 4](#_Toc499570082)

[Desenvolvimento do Jogo 5](#_Toc499570083)

[Conclusão 10](#_Toc499570084)

[Referencias 11](#_Toc499570085)

[Anexos 12](#_Toc499570086)

# ***Introdução***

O jogo “Hunter Hallow” é desenvolvido no âmbito da disciplina de Sistemas Operativos, o professor da disciplina propôs desenvolver um jogo em C em que o tema do jogo fica a cargo dos grupos.

O jogo é inspirado na série Monster Hunters, este trabalho tem vários monstros pré-definidos, vários itens sendo estes carregados de um ficheiro binário e só podendo ser apanhados nas salas depois de derrotar o monstro que esta nessas salas assim como os tesouros também só podem ser apanhados depois de derrotar os monstros.

Para derrotar o monstro final o jogador terá de derrotar todos os monstros antes de chegar à arena final pois sem apanhar os itens não vai ter a força necessária para derrotar o rei dos monstros.

# ***Mecânica do Jogo***

* 1. ***História do Jogo***

O jogo trata-se de um jogo de aventura e ação, o jogo é inspirado em alguns jogos do género, o jogo trata-se de um Soldado que anda em busca de glória, reputação e ser o melhor.

Este Soldado pertence a uma organização chamada Hunter Hallow esta organização tem como objetivo salvar a humanidade dos monstros e caçar esses monstros para impedir que estes se espalhem pelo planeta.

* 1. ***Mapa do jogo***

O mapa do jogo representa uma pequena vila que tem uma armadura e uma espada lendárias, esta vila foi tomada por monstros selvagens sendo um deles o rei dos monstros.

* 1. ***Objetivos do jogo***

Os objetivos que o jogador vai ter de alcançar são eliminar os quatro monstros de elite, derrotar o rei dos monstros para poder recuperar os itens lendários e salvar a vila dos monstros.

* 1. ***Super User***

O super user é um utilizador especial que tem todos os status ao máximo e não perde com nenhum dos monstros, este só pode ser ativado por um dos seguintes comandos “SU”, “su”, “Super User” ou “super user”.

***Desenvolvimento do Jogo***

* + 1. *Definição das Estruturas*

**Player**

struct Player {

char namePlayer[MAX\_NAME];

int energyPlayer;

int damage;

int critic;

int cellPlayer;

int itemPlayer;

int treasurePlayer;

};

**Monster**

struct Monster {

char nameMosnter[MAX\_NAME];

int lifeMonster;

int damageMonster;

int criticMonster;

int cellMonster;

int itemMonster;

int treasureMonster;

int nMonsters;

};

**Item**

struct Item {

int CodItem;

char NameItem[MAX\_NAME];

int DamageItem;

int CriticItem;

int PositionItem;

int LifeItem;

};

**Treasure**

struct Tresure {

int CodTresure;

char NameTreasure[MAX\_NAME];

int Gold;

int PositionTresure;

};

**Cell**

struct Cell {

int north;

int south;

int east;

int west;

int up;

int down;

int treasureCell;

int itemCell;

char descriptionCell[MAX\_DESCRIPTION\_CELL];

};

**Map**

struct Map

{

struct Cell cell[MAX\_CELLS];

struct Item item[MAX\_ITEMS];

struct Tresure treasure[MAX\_TREASURE];

int nCells;

};

**SaveGame**

struct SaveGame {

struct Monster saveMonster;

};

* + 1. *Inicialização do Jogador e do Monstro*
* A inicialização do Jogador é feita através do método *InsertPlayer*, que pede o nome do jogador e inicializa-o com esse nome e as características que estão pré-definidas para o início do jogo (Energy=100, Damage=50, Critic=10). No caso do jogador inserir um dos comandos de SuperUser em vez do seu nome, o jogador recebe valores muito mais generosos que vão facilitar bastante o jogo (Energy=10000, Damage=1000, Critic=200, Item=Gold Armor + Sword, Treasure=Cofre Grande).
* A inicialização do Monstro é feita através da função InicializeMonster. São inicializados 5 monstros que permanecem sempre nas mesmas salas e outros 5 que se movimentam de forma aleatória pelo mapa. Um dos monstros é o que vai definir se o jogo é ganho ou não, porque é apenas depois deste ser derrotado que o jogador ganha.
  + 1. *Inicialização do Mapa no código*

Para a inicialização do Mapa inicialmente foi criada uma função (*InitMap*) que inicializasse o mapa estando o mesmo definido nessa mesma função.

* + 1. *Inicialização dos Itens e dos Tesouros no código*
* Inicialmente foi criada uma função que inicializa os itens e os tesouros a partir do código – *InitItemPlusTreasure*
  1. ***Segunda Fase do Desenvolvimento***
     1. *Inicialização do Mapa através da leitura do Ficheiro*

Foi criada uma função (*LoadMapFromFile*) que vai descarregar as características do mapa a um ficheiro com o nome “map.txt” com a seguinte estrutura:

*north south west east up down item treasure*

*descriptionCell*

* + 1. *Inicialização dos Itens e dos Tesouros a partir de um Ficheiro*

Foram criadas duas funções para carregarem os itens e os tesouros a partir de ficheiros “.txt” – *InitObejectItem* e *InitObejectTreasure*

Após isso ainda foi criada outra função para carregar os itens a partir de um ficheiro binário com o nome “objectos.dat” - *InitObejectItemBin*

* + 1. *Desenvolvimento da Função para fazer o Jogador andar no Mapa*

A função criada para definir o movimento do jogador no mapa é a função *PlayerWalk.* Esta função apresenta ao jogador uma lista de opções:

1 – Norte

2 – Sul

3 – Oeste

4 – Este

5 – Subir

6 – Descer

7 – Save

8 – Menu Principal

Consoante o que o jogador escolher pode-se movimentar pelo mapa (caso exista uma forma de passagem na direção escolhida), gravar o jogo ou ir para o menu principal.

* + 1. *Desenvolvimento da Função para fazer os Monstros andarem no Mapa*

Para este objetivo foi criada a função *MonstersWalk,* que escolhe um dos monstros, que se movimentam pelas salas, aleatoriamente e escolhe uma direção aleatória também para este se movimentar. Após isso, é verificado se o monstro se pode movimentar nessa direção, e caso o player seja super user ainda escreve na consola onde se encontra o monstro.

* + 1. *Desenvolvimento da Função para a Batalha*

Para a batalha entre o player e qualquer um dos monstros foi desenvolvida a função *Battle* que vai sortear valores para o ataque crítico do Player e do Monstro que vai depois modificar o valor de ataque de cada um deles. É ainda sorteado se o Player e o Monster atacam ou falham os seus ataques. O Player vai sendo informado sobre todos os momentos de ataque, e quando a energia do Monstro for menor ou igual a zero a luta acaba e o jogador recolhe o item e o tesouro que estejam nessa sala.

* 1. ***Terceira Fase do Desenvolvimento***
     1. *Permitir o Jogador apanhar os Itens e os Tesouros*

Para permitir que o jogador consiga apanhar os itens que estão na sala depois de derrotar um dos monstros, para isso é usado um if que vê se o monstro tem vida se não o jogador apanha o item que esta na sala assim como o tesouro.

if (monster[i].lifeMonster > 0) printf("Para tua sorte Soldado o Monstro %s", monster[i].nameMosnter);

printf(" acabou de falhar o ataque\n");

}

else {

int itemSelect = pMap->cell[pPlayer->cellPlayer].itemCell;

int treasureSelected = pMap->cell[pPlayer->cellPlayer].treasureCell;

if (itemSelect != -1) {

pPlayer->damage = pPlayer->damage + pMap->item[itemSelect].DamageItem;

pPlayer->critic = pPlayer->critic + pMap->item[itemSelect].CriticItem;

pPlayer->energyPlayer = pPlayer->energyPlayer + pMap->item[itemSelect].LifeItem;

printf("Item Adicionado: %s", pMap->item[itemSelect].NameItem);

printf("Dano Adicionado: %d", pMap->item[itemSelect].DamageItem);

printf("Dano critico Adicionado: %d", pMap->item[itemSelect].CriticItem);

printf("HP Adicionado: %d", pMap->item[itemSelect].LifeItem);

}

if (treasureSelected != -1) {

pPlayer->treasurePlayer = pPlayer->treasurePlayer + pMap->treasure[treasureSelected].Gold;

printf("\n");

printf("Tesouro encontrado: %s\n", pMap->treasure[treasureSelected].NameTreasure);

printf("Gold Adicionado: %d\n", pMap->treasure[treasureSelected].Gold);

}

}

* + 1. *Implementar o Save e o Load*

O save e o load são duas funções que usam o mesmo ficheiro binário, o nome deste ficheiro é atribuído pelo utilizador.

No save os dados são carregados para uma estrutura SaveGame que guarda os dados do jogador e dos monstros para depois os escrever no ficheiro binária através da instrução:

fwrite(pPlayer, sizeof(struct Player), 1, f);

fwrite(&save, sizeof(struct SaveGame), 1, f);

Para fazer o load do jogo o utilizador tem de inserir o nome do save que pretende carregar, depois do utilizador inserir o nome do ficheiro o ficheiro é lido e carrega os dados para a as estruturas do jogador e do monstro através dos seguintes comandos:

fread(pPlayer, sizeof(struct Player), 1, f);

fread(&save, sizeof(struct SaveGame), 1, f);

* + 1. *Revisão do Código e Correção de Bugs*

Depois de colocar todas as funções base a funcionar, o jogo foi testado e identificado os bugs para poderem ser corrigidos, tais como problemas com algumas condições na função da batalha e na função de carregar os itens do ficheiro, assim como correções ortográficas dos prints e ainda havia algumas instruções que estavam mal colocadas.

* + 1. *Inicialização dos Itens através de um ficheiro binário*

Tal como pedido no enunciado do trabalho é necessário carregar os itens de um ficheiro binário para isso foi criada uma função que lê um ficheiro txt e o converte para binário, que por sua vez através de uma função que lê o ficheiro binário e carrega para a estrutura os dados dos itens.

void InitObejectItem(struct Map \*pMap);

void InitObejectItemBin(struct Map \*pMap);

* + 1. *Melhorias da API*

Para a API apenas foi utilizado a função de limpar o ecrã que foi dada na aula pelo professor e ainda foram inseridos alguns prints que ajudam o utilizador a ter melhor jogabilidade.

# ***Conclusão***

Ao realizar este jogo foi necessário dividir a sua realização por fazes para facilitar a criação de métodos assim com a gestão de tempo e para facilitar a correção de erros que foram aparecendo ao longo do desenvolvimento do jogo.

Um dos objetivos que se pretendia era poder inserir diferentes mapas e diferentes ficheiros com diferentes tesouros e itens ou apenas adicionar mas salas ou itens e tesouros nos ficheiros. Para isso o código foi construído para ser o mais flexível possível suportando assim diferentes mapas ou itens e tesouros.

Alguns dos problemas e ou bugs surgiram durante a criação da função batalha, da inicialização dos monstros, a função também teve alguns destes problemas pois devido ao grande numero de monstros e ainda o facto de ter de pegar um ficheiro txt e ter de o converter para binário e depois ter de carregar os itens a partir desse ficheiro binário dai ter surgido alguns bugs.

# ***Referencias***

# ***Anexos***

#include "stdafx.h"

#include <stdio.h>

#include <stdlib.h>

#include <locale.h>

#include <string.h>

#include "windows.h"

#define MAX\_NAME 20

#define MAX\_MOSNTERS 100

#define MAX\_ITEMS 1000

#define MAX\_TREASURE 1000

#define MAX\_CELLS 200

#define MAX\_DESCRIPTION\_CELL 1000

#define NCELLS 200

#define MAX\_LINE 1000

#define MAX\_FILENAME 30

#define EMPTY \_T( ' ' )

/\*

Estruturas begin

\*/

struct Player {

char namePlayer[MAX\_NAME];

int energyPlayer;

int damage;

int critic;

int cellPlayer;

int itemPlayer;

int treasurePlayer;

};

struct Monster {

char nameMosnter[MAX\_NAME];

int lifeMonster;

int damageMonster;

int criticMonster;

int cellMonster;

int itemMonster;

int treasureMonster;

int nMonsters;

};

struct Item {

int CodItem;

char NameItem[MAX\_NAME];

int DamageItem;

int CriticItem;

int PositionItem;

int LifeItem;

};

struct Tresure {

int CodTresure;

char NameTreasure[MAX\_NAME];

int Gold;

int PositionTresure;

};

struct Cell {

int north;

int south;

int east;

int west;

int up;

int down;

int treasureCell;

int itemCell;

char descriptionCell[MAX\_DESCRIPTION\_CELL];

};

struct Map

{

struct Cell cell[MAX\_CELLS];

struct Item item[MAX\_ITEMS];

struct Tresure treasure[MAX\_TREASURE];

int nCells;

};

struct SaveGame {

struct Monster saveMonster;

};

/\*

Struct END

\*/

void FunctionClear(); // esta função limpa o ecrã

void InsertPlayer(Player \*pPlayer);/\*Funça que permite o utilizador inserir o seu avatar\*/

void PrintPlayer(Player \*pPlayer);/\*mostra os status do avatar no ecrâ\*/

void InicializeMonster(Monster monster[]);// inicializa varios monstros no jogo

void PrintMonster(Monster monster[]);/\*mostra os status do monstro no ecrâ\*/

int InitMap(Cell cells[]);// inicia o mapa do jogo atraves de variáveis fixas

void LoadMapFromFile(Map \*pMap); // carrega o mapa do jogo de um ficheiro txt

void PrintMapFromFile(Map \*pMap); // faz o print de todas as salas do jogo

void InitItemPlusTreasure(Map \*pMap);//inicia os objectos de forma fixa

void InitObejectItem(Map \*pMap); // carrega os objectos de um ficheiro txt e transforma os em ficheiro bin

void InitObejectItemBin(Map \*pMap); // carrega os objectos de um ficheiro bin

void InitObejectTreasure( Map \*pMap); //carrega os tesouros de ficheiro em txt

void PlayerWalk(Player \*pPlayer, Map \*pMap, Monster monster[]);/\*~Função que cria o mapa do jogo\*/

void MonstersWalk(Player \*pPlayer,Map \*pMap, Monster monster[]);/\*Função que permite o monstro se mover pelo mapa sozinho\*/

void Battle(Player \*pPlayer, Map \*pMap, Monster monster[]);// Batalha entre os monstros e o jogador

void EndGame( Player \*pPlayer, Monster monster[], Map \*pMap);/\*Função que determina quando o jogo acaba\*/

void SaveGame(Player \*pPlayer, Monster monster[]); // garda o jogo num ficheiro em binário

void LoadGame(Player \*pPlayer, Monster monster[]); // carrega o jogo de um ficheiro em binário

/\*

---------- Hunter Hallow --------

O main é onde as funções principais são chamados

\*/

int main()

{

struct Player player;

struct Monster monster[MAX\_MOSNTERS];

struct Cell cells[MAX\_CELLS];

struct Map map;

int nCells;

printf("--------------------------------\n");

printf(" HUNTER HALLOW \n");

printf(" First Episode \n");

printf("--------------------------------\n");

printf("\n");

int option = 0;

printf("Pretende iniciar um novo desafio soldado? \n");

printf(" 1 - Novo Jogo 2 - Continuar Jogo 3 - Sair do Jogo\n");

scanf("%d", &option);

switch (option) {

case 1:

InsertPlayer(&player);

PrintPlayer(&player);

InicializeMonster(monster);

//PrintMonster(monster);

break;

case 2:

LoadGame(&player, monster);

PrintPlayer(&player);

break;

case 3:

exit(0);

break;

default:

printf("Soldado estas a dormir e não percebeste as instruções vou explicar de uma maneira mais facil se for possivel\n apenas pode iserir numeros de 1 a 3\n");

break;

}

LoadMapFromFile(&map);

//PrintMapFromFile(&map);

//map.nCells = InitMap(cells);

//InitItemPlusTreasure(&map);

//InitObejectItem(&map);

InitObejectItemBin(&map);

InitObejectTreasure(&map);

while (player.cellPlayer != (map.nCells + 1)) {

PlayerWalk(&player, &map, monster);

MonstersWalk(&player, &map, monster);

Battle(&player, &map, monster);

EndGame(&player, monster, &map);

}

return 0;

}

/\*

Função que tem como objetivo limpar a consola com se fosse um "System("cls")"

esta função foi retirado de um dos documentos de apoio do Professor Luis Garcia

\*/

void FunctionClear() {

\_tsetlocale(LC\_ALL, \_T("Portuguese"));

HANDLE hStdout = GetStdHandle(STD\_OUTPUT\_HANDLE);

CONSOLE\_SCREEN\_BUFFER\_INFO strConsoleInfo;

GetConsoleScreenBufferInfo(hStdout, &strConsoleInfo);

COORD Home = { 0, 0 };

DWORD hWrittenChars;

/\*limpa os caracteres\*/

FillConsoleOutputCharacter(hStdout, EMPTY, strConsoleInfo.dwSize.X \* strConsoleInfo.dwSize.Y,

Home, &hWrittenChars);

/\*limpa a formatação\*/

FillConsoleOutputAttribute(hStdout, strConsoleInfo.wAttributes,

strConsoleInfo.dwSize.X \* strConsoleInfo.dwSize.Y, Home, &hWrittenChars);

SetConsoleCursorPosition(hStdout, Home);

}

/\*

Esta função inicializa o avatar do jogador no jogo,

pondendo tambem definir o modo de jogo e a dificuldade do jogo

\*/

void InsertPlayer(Player \*pPlayer) {

printf("\n");

printf("Soldado insere o teu nome! \n");

scanf("%s", pPlayer->namePlayer);

if ((strcmp(pPlayer->namePlayer, "SU") == 0) || (strcmp(pPlayer->namePlayer, "su") == 0) ||

(strcmp(pPlayer->namePlayer, "super user") == 0) || (strcmp(pPlayer->namePlayer, "Super User") == 0)) {

// selecionar modo de jogo / dificuldade

pPlayer->energyPlayer = 10000;

pPlayer->damage = 1000;

pPlayer->critic = 200;

pPlayer->itemPlayer = 5;

pPlayer->cellPlayer = 0;

pPlayer->treasurePlayer = 5;

}

else {

// selecionar modo de jogo / dificuldade

pPlayer->energyPlayer = 100;

pPlayer->damage = 50;

pPlayer->critic = 10;

pPlayer->itemPlayer = 0;

pPlayer->cellPlayer = 0;

pPlayer->treasurePlayer = 0;

}

}

/\* Mostrar Jogador

Esta funçao tem como função principal mostrar os status do jogador no ecrã

\*/

void PrintPlayer(Player \*pPlayer) {

printf("\n");

printf("Bem vindo Hunter: %s \n", pPlayer->namePlayer);

printf("A tua Vida: %d \n", pPlayer->energyPlayer);

printf("Os teus Items: %d \n", pPlayer->itemPlayer);

printf("A tua localisação: %d \n", pPlayer->cellPlayer);

printf("Dinheiro: %d \n", pPlayer->treasurePlayer);

printf("Estas pronto para o desafio Soldado !!!\n");

}

/\*

Nesta função são inicializados os monstros do jogo

\*/

void InicializeMonster(Monster monster[]) {

int count = 0;

//Monstro Principal - só depois de ser derrotado é que o jogador ganha

monster[0].cellMonster = 13;

strcpy(monster[0].nameMosnter, "LUCIFER");

monster[0].damageMonster = 60;

monster[0].lifeMonster = 1000;

monster[0].criticMonster = 70;

monster[0].itemMonster = 5;

monster[0].treasureMonster = 5;

count++;

//Monstro da cell 2

monster[1].cellMonster = 2;

strcpy(monster[1].nameMosnter, "AZREL");

monster[1].damageMonster = 10;

monster[1].lifeMonster = 100;

monster[1].criticMonster = 10;

monster[1].itemMonster = 1;

monster[1].treasureMonster = 1;

count++;

//Monstro da cell 3

monster[2].cellMonster = 3;

strcpy(monster[2].nameMosnter, "HERCULES");

monster[2].damageMonster = 20;

monster[2].lifeMonster = 200;

monster[2].criticMonster = 20;

monster[2].itemMonster = 2;

monster[2].treasureMonster = 2;

count++;

//Monstro da cell 8

monster[3].cellMonster = 8;

strcpy(monster[3].nameMosnter, "JACLINE");

monster[3].damageMonster = 30;

monster[3].lifeMonster = 300;

monster[3].criticMonster = 30;

monster[3].itemMonster = 3;

monster[3].treasureMonster = 3;

count++;

//Monstro da cell 9

monster[4].cellMonster = 9;

strcpy(monster[4].nameMosnter, "HADES");

monster[4].damageMonster = 40;

monster[4].lifeMonster = 500;

monster[4].criticMonster = 4;

monster[4].itemMonster = 4;

monster[4].treasureMonster = 4;

count++;

//Monstros lv1

monster[5].cellMonster = 10;

strcpy(monster[5].nameMosnter, "ESCLETO 1");

monster[5].damageMonster = 10;

monster[5].lifeMonster = 100;

monster[5].criticMonster = 10;

monster[5].itemMonster = 0;

monster[5].treasureMonster = 1;

count++;

//Monstros lv1

monster[6].cellMonster = 10;

strcpy(monster[6].nameMosnter, "ESCLETO 2");

monster[6].damageMonster = 10;

monster[6].lifeMonster = 100;

monster[6].criticMonster = 10;

monster[6].itemMonster = 0;

monster[6].treasureMonster = 1;

count++;

//Monstros lv1

monster[7].cellMonster = 10;

strcpy(monster[7].nameMosnter, "ESCLETO 3");

monster[7].damageMonster = 10;

monster[7].lifeMonster = 100;

monster[7].criticMonster = 10;

monster[7].itemMonster = 0;

monster[7].treasureMonster = 1;

count++;

//Monstros lv1

monster[8].cellMonster = 10;

strcpy(monster[8].nameMosnter, "ESCLETO 4");

monster[8].damageMonster = 10;

monster[8].lifeMonster = 100;

monster[8].criticMonster = 10;

monster[8].itemMonster = 0;

monster[8].treasureMonster = 1;

count++;

monster[0].nMonsters = count;

}

/\*

Este função vai fazer o print de todos os monstros no jogo

\*/

void PrintMonster(Monster monster[]) {

for (int i = 0; i < monster[0].nMonsters; i++) {

printf("\n");

printf("Monstro %s\n", monster[i].nameMosnter);

printf("Monstro HP: %d\n", monster[i].lifeMonster);

printf("Monstro ATK: %d\n", monster[i].damageMonster);

printf("Monstro CTRITIC: %d\n", monster[i].criticMonster);

printf("Monstro ROOM: %d\n", monster[i].cellMonster);

printf("Monstro ITEM: %d\n", monster[i].itemMonster);

printf("Monstro TREASURE: %d\n", monster[i].treasureMonster);

}

}

/\*

Função que inicializa os items e os tesouros no jogo

\*/

void InitItemPlusTreasure(struct Map \*pMap) {

//item 1

pMap->item[0].CodItem = 1;

pMap->item[0].PositionItem = 2;

strcpy(pMap->item[0].NameItem, "Wood Armor");

pMap->item[0].CriticItem = 0;

pMap->item[0].DamageItem = 0;

pMap->item[0].LifeItem = 0;

//item 2

pMap->item[1].CodItem = 2;

pMap->item[1].PositionItem = 3;

strcpy(pMap->item[1].NameItem, "Wood Sword");

pMap->item[1].CriticItem = 0;

pMap->item[1].DamageItem = 0;

pMap->item[1].LifeItem = 0;

//item 3

pMap->item[2].CodItem = 3;

pMap->item[2].PositionItem = 8;

strcpy(pMap->item[2].NameItem, "Steel Armor");

pMap->item[2].CriticItem = 0;

pMap->item[2].DamageItem = 0;

pMap->item[2].LifeItem = 100;

//item 4

pMap->item[3].CodItem = 4;

pMap->item[3].PositionItem = 9;

strcpy(pMap->item[3].NameItem, "Steel Sword");

pMap->item[3].CriticItem = 0;

pMap->item[3].DamageItem = 0;

pMap->item[3].LifeItem = 0;

//item 5

pMap->item[4].CodItem = 5;

pMap->item[4].PositionItem = 13;

strcpy(pMap->item[4].NameItem, "Gold Armor + Sword");

pMap->item[4].CriticItem = 0;

pMap->item[4].DamageItem = 0;

pMap->item[4].LifeItem = 0;

//Tesouro 1

pMap->treasure[0].CodTresure = 1;

pMap->treasure[0].PositionTresure = 2;

strcpy(pMap->treasure[0].NameTreasure, "Bolsa de Moedas");

pMap->treasure[0].Gold = 500;

//Tesouro 2

pMap->treasure[1].CodTresure = 2;

pMap->treasure[1].PositionTresure = 3;

strcpy(pMap->treasure[1].NameTreasure, "Bau Pequeno");

pMap->treasure[1].Gold = 500;

//Tesouro 3

pMap->treasure[2].CodTresure = 3;

pMap->treasure[2].PositionTresure = 8;

strcpy(pMap->treasure[2].NameTreasure, "Bau Médio");

pMap->treasure[2].Gold = 500;

//Tesouro 4

pMap->treasure[3].CodTresure = 4;

pMap->treasure[3].PositionTresure = 9;

strcpy(pMap->treasure[3].NameTreasure, "Bau Grande");

pMap->treasure[3].Gold = 500;

//Tesouro 5

pMap->treasure[4].CodTresure = 5;

pMap->treasure[4].PositionTresure = 13;

strcpy(pMap->treasure[4].NameTreasure, "Cofre Grande");

pMap->treasure[4].Gold = 500;

}

/\*

Nesta função inicializa os objectos do ficheiro txt e transforma os num ficheiro bin

\*/

void InitObejectItem(struct Map \*pMap) {

FILE \*f, \*f2;

char l[MAX\_LINE];

int line = 1;

int i = 0;

int count = 0;

int id, position, damage, critic, hp;

f = fopen("items.txt", "r");

f2 = fopen("objectos.dat", "w");

while (fgets(l, MAX\_LINE, f) != NULL) {

if (line == 1 && strcmp(l, "\n") != 0) {

sscanf(l, "%d %d %d %d %d", &id, &position, &damage, &critic, &hp);

pMap->item[i].CodItem = id;

pMap->item[i].PositionItem = position;

pMap->item[i].DamageItem = damage;

pMap->item[i].CriticItem = critic;

pMap->item[i].LifeItem = hp;

line++;

}

else if (strcmp(l, "\n") != 0 && l != " ") {

strcpy(pMap->item[i].NameItem, l);

line = 1;

i++;

count++;

}

else {

//do Nothing

}

}

for (int i = 0; i < count; i++) { // escrever fich bin

fwrite(&pMap->item[i], sizeof(struct Item), 1, f2);

}

fclose(f);

fclose(f2);

}

/\*

Nesta função incializa-se os itens de um ficheiro binario

\*/

void InitObejectItemBin(struct Map \*pMap) {

struct Item item;

FILE \*f;

char l[MAX\_LINE];

int i = 0;

f = fopen("objectos.dat", "r");

while (((fread(&item, sizeof(struct Item), 1, f)) > 0) != NULL) {

pMap->item[i].CodItem = item.CodItem;

pMap->item[i].PositionItem = item.PositionItem;

pMap->item[i].DamageItem = item.DamageItem;

pMap->item[i].CriticItem = item.CriticItem;

pMap->item[i].LifeItem = item.LifeItem;

strcpy(pMap->item[i].NameItem, item.NameItem);

i++;

}

fclose(f);

}

/\*

Esta função lê os tesouros existentes no mapa do ficheiro txt

\*/

void InitObejectTreasure(Map \*pMap){

FILE \*f;

char l[MAX\_LINE];

int line = 1;

int i = 0;

int count = 0;

int id, position, gold;

f = fopen("treasures.txt", "r");

while (fgets(l, MAX\_LINE, f) != NULL) {

if (line == 1 && strcmp(l, "\n") != 0) {

sscanf(l, "%d %d %d", &id, &position, &gold);

pMap->treasure[i].CodTresure = id;

pMap->treasure[i].PositionTresure = position;

pMap->treasure[i].Gold = gold;

line++;

}

else if (strcmp(l, "\n") != 0 && l != " ") {

strcpy(pMap->treasure[i].NameTreasure, l);

line = 1;

i++;

count++;

}

else {

//do Nothing

}

}

fclose(f);

}

/\*

Esta função serve inicia o mapa numa primeira versão antes de implementar a leitura do mapa apartir de um ficheiro

\*/

int InitMap(Cell cells[]) {

//cell 0

cells[0].north = 1;

cells[0].south = -1;

cells[0].west = 20;

cells[0].east = 19;

cells[0].up = -1;

cells[0].down = -1;

strcpy(cells[0].descriptionCell, "Bem vido à Vila Sunshine, desejamos lhe a maior sorte para a sua missão!");

cells[0].treasureCell = -1;

cells[0].itemCell = -1;

//cell 1

cells[1].north = 4;

cells[1].south = 0;

cells[1].west = 3;

cells[1].east = -1;

cells[1].up = 2;

cells[1].down = -1;

strcpy(cells[1].descriptionCell, "Neste mumento soldado encontraste entre duas arenas, entra lá e descobre o que se passa!");

cells[1].treasureCell = -1;

cells[1].itemCell = -1;

//cell 2

cells[2].north = -1;

cells[2].south = -1;

cells[2].west = -1;

cells[2].east = 1;

cells[2].up = -1;

cells[2].down = 1;

strcpy(cells[2].descriptionCell, "Nesta arena podes encontrar uma armadura que te vai dar mais HP");

cells[2].treasureCell = 1;

cells[2].itemCell = 1;

//cell 3

cells[3].north = -1;

cells[3].south = -1;

cells[3].west = -1;

cells[3].east = 1;

cells[3].up = -1;

cells[3].down = -1;

strcpy(cells[3].descriptionCell, "Nesta arena podes encontrar uma armadura que te vai dar mais DANO");

cells[3].treasureCell = 2;

cells[3].itemCell = 2;

//cell 4

cells[4].north = 7;

cells[4].south = 1;

cells[4].west = 5;

cells[4].east = 6;

cells[4].up = -1;

cells[4].down = -1;

strcpy(cells[4].descriptionCell, "Chegaste a um crusamento podes continar em frente para chegar a arena PRINCIPAL ou ir por um caminho maior");

cells[4].treasureCell = -1;

cells[4].itemCell = -1;

//cell 5

cells[5].north = -1;

cells[5].south = -1;

cells[5].west = 22;

cells[5].east = 5;

cells[5].up = -1;

cells[5].down = -1;

strcpy(cells[5].descriptionCell, "Por este caminho vais pela direita");

cells[5].treasureCell = -1;

cells[5].itemCell = -1;

//cell 6

cells[6].north = -1;

cells[6].south = -1;

cells[6].west = 4;

cells[6].east = 17;

cells[6].up = -1;

cells[6].down = -1;

strcpy(cells[6].descriptionCell, "Por este caminho vais pela esquerda");

cells[6].treasureCell = -1;

cells[6].itemCell = -1;

//cell 7

cells[7].north = 10;

cells[7].south = 4;

cells[7].west = 9;

cells[7].east = 8;

cells[7].up = -1;

cells[7].down = -1;

strcpy(cells[7].descriptionCell, "Neste mumento soldado encontraste entre duas arenas, entra lá e descobre o que se passa!");

cells[7].treasureCell = -1;

cells[7].itemCell = -1;

//cell 8

cells[8].north = -1;

cells[8].south = -1;

cells[8].west = 7;

cells[8].east = 1;

cells[8].up = -1;

cells[8].down = -1;

strcpy(cells[8].descriptionCell, "Nesta arena exite uma besta feroz que tens de eliminar!!!");

cells[8].treasureCell = 3;

cells[8].itemCell = 3;

//cell 9

cells[9].north = -1;

cells[9].south = -1;

cells[9].west = -1;

cells[9].east = 7;

cells[9].up = -1;

cells[9].down = -1;

strcpy(cells[9].descriptionCell, "Nesta arena vais poder sentir o poder de uma criatura quase tão poderoza como o rei dos monstros");

cells[9].treasureCell = 4;

cells[9].itemCell = 4;

//cell 10

cells[10].north = -1;

cells[10].south = 7;

cells[10].west = 11;

cells[10].east = 12;

cells[10].up = 13;

cells[10].down = -1;

strcpy(cells[10].descriptionCell, "Neste mumento soldado ou sobes as escadas e entras na arena principal ou desistes, a escolha é tua");

cells[10].treasureCell = -1;

cells[10].itemCell = -1;

//cell 11

cells[11].north = -1;

cells[11].south = -1;

cells[11].west = 14;

cells[11].east = 10;

cells[11].up = -1;

cells[11].down = -1;

strcpy(cells[11].descriptionCell, "Por este caminho vais pela direita");

cells[11].treasureCell = -1;

cells[11].itemCell = -1;

//cell 12

cells[12].north = -1;

cells[12].south = -1;

cells[12].west = 10;

cells[12].east = 15;

cells[12].up = -1;

cells[12].down = -1;

strcpy(cells[12].descriptionCell, "Por este caminho vais pela esquerda");

cells[12].treasureCell = -1;

cells[12].itemCell = -1;

//cell 13

cells[13].north = -1;

cells[13].south = -1;

cells[13].west = -1;

cells[13].east = -1;

cells[13].up = -1;

cells[13].down = 10;

strcpy(cells[13].descriptionCell, "Muitos parabens pela tua CORAGEM !!! E boa sorte para o teu desafio soldado");

cells[13].treasureCell = 5;

cells[13].itemCell = 5;

//cell 14

cells[14].north = -1;

cells[14].south = 23;

cells[14].west = -1;

cells[14].east = 11;

cells[14].up = -1;

cells[14].down = -1;

strcpy(cells[14].descriptionCell, "Estas num beco ou vias em direção há saida da vila ou voltas para tras");

cells[14].treasureCell = -1;

cells[14].itemCell = -1;

//cell 15

cells[15].north = -1;

cells[15].south = 16;

cells[15].west = 12;

cells[15].east = -1;

cells[15].up = -1;

cells[15].down = -1;

strcpy(cells[15].descriptionCell, "Estas num beco ou vias em direção há saida da vila ou voltas para tras");

cells[15].treasureCell = -1;

cells[15].itemCell = -1;

//cell 16

cells[16].north = 15;

cells[16].south = 17;

cells[16].west = -1;

cells[16].east = -1;

cells[16].up = -1;

cells[16].down = -1;

strcpy(cells[16].descriptionCell, "Nesta rua ou voltas para tras ou continuas em direção saida da vila");

cells[16].treasureCell = -1;

cells[16].itemCell = -1;

//cell 17

cells[17].north = 16;

cells[17].south = 18;

cells[17].west = 6;

cells[17].east = -1;

cells[17].up = -1;

cells[17].down = -1;

strcpy(cells[17].descriptionCell, "Chegaste a meio da cidade do lado este");

cells[17].treasureCell = -1;

cells[17].itemCell = -1;

//cell 18

cells[18].north = 17;

cells[18].south = 19;

cells[18].west = -1;

cells[18].east = -1;

cells[18].up = -1;

cells[18].down = -1;

strcpy(cells[18].descriptionCell, "Ou voltas para a saida da vila ou vias em direção ao rei do montro");

cells[18].treasureCell = -1;

cells[18].itemCell = -1;

//cell 19

cells[19].north = 18;

cells[19].south = -1;

cells[19].west = 0;

cells[19].east = -1;

cells[19].up = -1;

cells[19].down = -1;

strcpy(cells[19].descriptionCell, "Tem coraje e vai em frente teras grandes reconpensas");

cells[19].treasureCell = -1;

cells[19].itemCell = -1;

//cell 20

cells[20].north = 21;

cells[20].south = -1;

cells[20].west = -1;

cells[20].east = 0;

cells[20].up = -1;

cells[20].down = -1;

strcpy(cells[20].descriptionCell, "Tem coraje e vai em frente teras grandes reconpensas");

cells[20].treasureCell = -1;

cells[20].itemCell = -1;

//cell 21

cells[21].north = 22;

cells[21].south = 20;

cells[21].west = -1;

cells[21].east = -1;

cells[21].up = -1;

cells[21].down = -1;

strcpy(cells[21].descriptionCell, "Ou voltas para a saida da vila ou vias em direção ao rei do montro");

cells[21].treasureCell = -1;

cells[21].itemCell = -1;

//cell 22

cells[22].north = 23;

cells[22].south = 22;

cells[22].west = -1;

cells[22].east = 5;

cells[22].up = -1;

cells[22].down = -1;

strcpy(cells[22].descriptionCell, "Chegaste a meio da cidade do lado oeste");

cells[22].treasureCell = -1;

cells[22].itemCell = -1;

//cell 23

cells[23].north = 14;

cells[23].south = 22;

cells[23].west = -1;

cells[23].east = -1;

cells[23].up = -1;

cells[23].down = -1;

strcpy(cells[23].descriptionCell, "Estas num beco ou vias em direção há saida da vila ou voltas para tras");

cells[23].treasureCell = -1;

cells[23].itemCell = -1;

return 24;

}

/\*

Esta função carrega o mapa do jogo de um ficheiro com o nome "map.txt"

\*/

void LoadMapFromFile(struct Map \*pMap) {

FILE \*f;

char l[MAX\_LINE];

int line = 1;

int i = 0;

int count = 0;

int north;

int south;

int west;

int east;

int up;

int down;

int item;

int treasure;

f = fopen("map.txt", "r");

while (fgets(l, MAX\_LINE, f) != NULL) {

if (line == 1 && strcmp(l, "\n") != 0) {

sscanf(l, "%d %d %d %d %d %d %d %d", &north, &south, &west,

&east, &up, &down, &item, &treasure);

pMap->cell[i].north = north;

pMap->cell[i].south = south;

pMap->cell[i].west = west;

pMap->cell[i].east = east;

pMap->cell[i].up = up;

pMap->cell[i].down = down;

pMap->cell[i].itemCell = item;

pMap->cell[i].treasureCell = treasure;

line++;

}

else if (strcmp(l, "\n") != 0 && l != " ") {

strcpy(pMap->cell[i].descriptionCell, l);

line = 1;

i++;

count++;

}

else {

//do Nothing

}

}

pMap->nCells = count;

fclose(f);

}

/\*

Esta função mostra todas as salas do jogo no ecrã

\*/

void PrintMapFromFile(Map \*pMap) {

for (int i = 0; i < pMap->nCells; i++) {

printf("\n");

printf("Norte: %d \n", pMap->cell[i].north);

printf("Sul: %d \n", pMap->cell[i].south);

printf("Oeste: %d \n", pMap->cell[i].west);

printf("Este: %d \n", pMap->cell[i].east);

printf("Cima: %d \n", pMap->cell[i].up);

printf("Baixo: %d \n", pMap->cell[i].down);

printf("Item: %d \n", pMap->cell[i].itemCell);

printf("Tesouro: %d \n", pMap->cell[i].treasureCell);

printf("Descrição: %s \n", pMap->cell[i].descriptionCell);

}

}

/\*

Esta função é o que permite o jogador navegar no mapa e usar algumas das funçoes implementadas

\*/

void PlayerWalk(struct Player \*pPlayer, struct Map \*pMap, struct Monster monster[]) {

int option;

//FunctionClear();

printf("\n");

printf(" --------------------------------------------------------------------\n");

printf(" Para andar na aldeia seleciona uma das opções abaixo Soldado\n");

printf("1 - Norte 2 - Sul 3 - Oeste 4 - Este 5 - Subir 6 - Descer 7 - Save 8 - Menu Principal\n");

printf(" --------------------------------------------------------------------\n");

printf("\n");

printf("Posiçao atual: %d\n", pPlayer->cellPlayer);

printf("\n");

printf("%s", pMap->cell[pPlayer->cellPlayer].descriptionCell);

printf("\n");

printf("Escolhe a direção que queres soldado: \n");

scanf("%d", &option);

FunctionClear();

switch (option)

{

case 1:

if (pMap->cell[pPlayer->cellPlayer].north == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else {

pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].north;

}

break;

case 2:

if (pMap->cell[pPlayer->cellPlayer].south == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else { pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].south; }

break;

case 3:

if (pMap->cell[pPlayer->cellPlayer].west == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else { pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].west; }

break;

case 4:

if (pMap->cell[pPlayer->cellPlayer].east == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else { pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].east; }

break;

case 5:

if (pMap->cell[pPlayer->cellPlayer].up == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else { pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].up; }

break;

case 6:

if (pMap->cell[pPlayer->cellPlayer].down == -1) {

printf("Lamento mas nao podes atravesar paredes !!!");

}

else { pPlayer->cellPlayer = pMap->cell[pPlayer->cellPlayer].down; }

break;

case 7:

SaveGame( pPlayer, monster);

printf("-----------------------------------\n");

printf("O Jogo foi guardado com sucesso\n");

break;

case 8:

main();

break;

default:

printf("O valor introduzido é invalido!!! \n Insira novamente um numero de 1 a 8 \n");

break;

}

}

/\*

Esta Função faz com que os monstros do indice 5 a 7 andem pelo mapa de forma aleatória e sendo estes escolhidos de forma aleatória

\*/

void MonstersWalk(struct Player \*pPlayer, struct Map \*pMap, Monster monster[]) {

int randMoveMonster = rand() % 6 + 1;

int randMonster = 0;

while (randMonster < 5 && randMonster > 8) {

randMonster = rand() % 8 + 5;

}

if ((strcmp(pPlayer->namePlayer, "SU") == 0) || (strcmp(pPlayer->namePlayer, "su") == 0) ||

(strcmp(pPlayer->namePlayer, "super user") == 0) || (strcmp(pPlayer->namePlayer, "Super User") == 0)) {

switch (randMoveMonster)

{

case 1:

if (pMap->cell[monster[randMonster].cellMonster].north == -1) {

printf("Monstro não se moveu!\n");

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].north;

printf("\n");

printf("Monstro: %s\n", monster[randMonster].nameMosnter);

printf("Monstro foi para a sala: %d\n", monster[randMonster].cellMonster);

}

break;

case 2:

if (pMap->cell[monster[randMonster].cellMonster].south == -1) {

printf("Monstro não se moveu!\n");

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].south;

printf("\n");

printf("Monstro: %s\n", monster[randMonster].nameMosnter);

printf("Monstro foi para a sala: %d\n", monster[randMonster].cellMonster);

}

break;

case 3:

if (pMap->cell[monster[randMonster].cellMonster].west == -1) {

printf("Monstro não se moveu!\n");

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].west;

printf("\n");

printf("Monstro: %s\n", monster[randMonster].nameMosnter);

printf("Monstro foi para a sala: %d\n", monster[randMonster].cellMonster);

}

break;

case 4:

if (pMap->cell[monster[randMonster].cellMonster].east == -1) {

printf("Monstro não se moveu!\n");

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].east;

printf("\n");

printf("Monstro: %s\n", monster[randMonster].nameMosnter);

printf("Monstro foi para a sala: %d\n", monster[randMonster].cellMonster);

}

break;

case 5:

if (pMap->cell[monster[randMonster].cellMonster].up == -1) {

printf("Monstro não se moveu!\n");

}

else {

printf("Monstro não se moveu!\n");

}

break;

case 6:

if (pMap->cell[monster[randMonster].cellMonster].down == -1) {

printf("Monstro não se moveu!\n");

}

else

{

printf("Monstro não se moveu!\n");

}

break;

default:

break;

}

}

else {

switch (randMoveMonster)

{

case 1:

if (pMap->cell[monster[randMonster].cellMonster].north == -1) {

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].north;

}

break;

case 2:

if (pMap->cell[monster[randMonster].cellMonster].south == -1) {

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].south;

}

break;

case 3:

if (pMap->cell[monster[randMonster].cellMonster].west == -1) {

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].west;

}

break;

case 4:

if (pMap->cell[monster[randMonster].cellMonster].east == -1) {

}

else {

monster[randMonster].cellMonster = pMap->cell[monster[randMonster].cellMonster].east;

}

break;

case 5:

if (pMap->cell[monster[randMonster].cellMonster].up == -1) {

}

else {

}

break;

case 6:

if (pMap->cell[monster[randMonster].cellMonster].down == -1) {

}

else

{

}

break;

default:

break;

}

}

}

/\*

Nesta Função o jogador batalha com um monstro ou varios caso exista algum monstro na sua cela

\*/

void Battle(struct Player \*pPlayer, struct Map \*pMap, Monster monster[]) {

int randCriticPlayer = 0; // é sorteado um valor de ataque critico

int randAtkPlayer = 0; //O Player acerta o ataque ou falha

int newatkPlayer = 0; //Novo valor de ataque do jogador

int randCriticMonster = 0; // é sorteado um valor de ataque critico

int randAtkMonster = 0; //O Player acerta o ataque ou falha

int newatkMonster = 0; //Novo valor de ataque do monstro

for (int i = 0; i < monster[0].nMonsters; i++) {// enquanto houver monstros na sala o jodador vai lutando contra eles

while (pPlayer->cellPlayer == monster[i].cellMonster && pPlayer->energyPlayer > 0 && monster[i].lifeMonster > 0) {

randAtkPlayer = rand() % 6;

randCriticPlayer = rand() % pPlayer->critic;

newatkPlayer = ((pPlayer->damage \* randCriticPlayer) / 100);

newatkPlayer = newatkPlayer + pPlayer->damage;

if (randAtkPlayer > 3 && pPlayer->energyPlayer > 0) {// o jogador ataca

monster[i].lifeMonster = monster[i].lifeMonster - newatkPlayer;

printf("\n");

printf("Monstro: %s\n", monster[i].nameMosnter);//o jogador falha o ataque

printf("Dano tirado ao Monstro: %d\n", newatkPlayer);

printf("HP atual do Monstro: %d\n", monster[i].lifeMonster);

}

else {

if (pPlayer->energyPlayer > 0) {

printf("Parabens acabaste de falar completamente o ATAQUE!!!\n");

}

else {

//do nothing

}

}

randAtkMonster = rand() % 6;

randCriticMonster = rand() % monster[i].criticMonster;

newatkMonster = ((monster[i].damageMonster \* randCriticMonster) / 100);

newatkMonster += monster[i].damageMonster;

if (randAtkMonster > 3 && monster[i].lifeMonster > 0) { // o mosntro ataca

pPlayer->energyPlayer -= newatkMonster;

printf("\n");

printf("Soldado: %s\n", pPlayer->namePlayer);

printf("Dano tirado pelo Monstro: %d\n", newatkMonster);

printf("HP: %d\n", pPlayer->energyPlayer);

}

else {

if (monster[i].lifeMonster > 0) {// o monstro falhou o ataque

printf("Para tua sorte Soldado o Monstro %s", monster[i].nameMosnter);

printf(" acabou de falhar o ataque\n");

}

else { //Quando a vida do monstro for menor que 0 o jogador podera receber os items que estão na sala

int itemSelect = pMap->cell[pPlayer->cellPlayer].itemCell; // esta variavel guarda o valor do item que se encontra na mesma sala do jogador

int treasureSelected = pMap->cell[pPlayer->cellPlayer].treasureCell; //esta variaver guarda o valor do tesouro que se encontra na mesma sala do jogador

if (itemSelect != -1) { // jogador apanha item

pPlayer->damage = pPlayer->damage + pMap->item[itemSelect].DamageItem;

pPlayer->critic = pPlayer->critic + pMap->item[itemSelect].CriticItem;

pPlayer->energyPlayer = pPlayer->energyPlayer + pMap->item[itemSelect].LifeItem;

printf("Item Adicionado: %s", pMap->item[itemSelect].NameItem);

printf("Dano Adicionado: %d", pMap->item[itemSelect].DamageItem);

printf("Dano critico Adicionado: %d", pMap->item[itemSelect].CriticItem);

printf("HP Adicionado: %d", pMap->item[itemSelect].LifeItem);

}

if (treasureSelected != -1) {// jogador apanha tesouro

pPlayer->treasurePlayer = pPlayer->treasurePlayer + pMap->treasure[treasureSelected].Gold;

printf("\n");

printf("Tesouro encontrado: %s\n", pMap->treasure[treasureSelected].NameTreasure);

printf("Gold Adicionado: %d\n", pMap->treasure[treasureSelected].Gold);

}

}

}

} // end while

} // end for

}

/\*

Esta função guarda o jogo num ficheiro binário em que o nume é atribuido pelo utilizador

\*/

void SaveGame(struct Player \*pPlayer, struct Monster monster[]) {

struct SaveGame save;

FILE \*f;

char fileName[MAX\_FILENAME];

printf("Insere um nome para o ficheiro: \n");

scanf("%s", fileName);

//fgets(fileName, MAX\_NAME, stdin);

fileName[strlen(fileName) - 1] = '\0';

strcat(fileName, ".bin");

f = fopen(fileName, "wb");

fwrite(pPlayer, sizeof(struct Player), 1, f);

for (int i = 0; i < monster[0].nMonsters; i++) {

save.saveMonster.cellMonster = monster[i].cellMonster;

save.saveMonster.criticMonster = monster[i].criticMonster;

save.saveMonster.damageMonster = monster[i].damageMonster;

save.saveMonster.itemMonster = monster[i].itemMonster;

save.saveMonster.lifeMonster = monster[i].lifeMonster;

strcpy(save.saveMonster.nameMosnter, monster[i].nameMosnter);

save.saveMonster.treasureMonster = monster[i].treasureMonster;

fwrite(&save, sizeof(struct SaveGame), 1, f);

}

fclose(f);

}

/\*

Esta função carrega o jogo de um ficheiro binário, o utilizador pode escolher qual é o save que quer carregar

\*/

void LoadGame(struct Player \*pPlayer, struct Monster monster[]) {

struct SaveGame save;

FILE \*f;

char fileName[MAX\_FILENAME];

printf("Insere o nome do savefile que pretendes continuar: \n");

//fgets(fileName, MAX\_NAME, stdin);

scanf("%s", fileName);

strcat(fileName, ".bin");

f = fopen(fileName, "rb");

if (f == NULL) {

printf("Não existe nenhum jogo com esse nome!");

LoadGame(pPlayer, monster);

}

else {

fread(pPlayer, sizeof(struct Player), 1, f);

for (int i = 0; i < monster[0].nMonsters; i++) {

fread(&save, sizeof(struct SaveGame), 1, f);

monster[i].cellMonster = save.saveMonster.cellMonster;

monster[i].criticMonster = save.saveMonster.criticMonster;

monster[i].damageMonster = save.saveMonster.damageMonster;

monster[i].itemMonster = save.saveMonster.itemMonster;

monster[i].lifeMonster = save.saveMonster.lifeMonster;

strcpy(monster[i].nameMosnter, save.saveMonster.nameMosnter);

monster[i].treasureMonster = save.saveMonster.treasureMonster;

}

fclose(f);

}

}

/\*

Esta função verifica se o jogador ganha o jogo o se o jodador morre e mostra as mensagens correspondentes

\*/

void EndGame(struct Player \*pPlayer, struct Monster monster[], struct Map \*pMap) {

for (int i = 0; i < monster[0].nMonsters; i++) {

if(strcmp(monster[i].nameMosnter, "LUCIFER") == 0 && pPlayer->energyPlayer > 0 && monster[i].lifeMonster <= 0) {

FunctionClear();

printf("Muitos Parabens soldado acabaste de derrotar rei dos monstros e salvaste a vila da destruição\n");

printf("Agora que recuperaste a lendaria armadura mais a lendaria espada das maos do %s\n", monster[i].nameMosnter);

printf("Por este feito decidimos-te prover a Class B soldado %s\n",pPlayer->namePlayer);

printf("Aconselho-te a não tirar muito tempo de ferias, estou com sentimento que em breve vamos precisar de ti ... \n");

printf("\n");

printf("---------------------------------------------------------------------------------------------------------------------\n");

printf("\n");

printf("Jogo desenvolvido por: \n");

printf("Rute Figeiredo\n");

printf("Tiago Campos\n");

printf("\n");

}

if(pPlayer->energyPlayer < 0){

FunctionClear();

printf("O Soldado %s", pPlayer->namePlayer);

printf(" foi um soldado exemplar, mas ficou demasiado convencido e acabou por se descuidar\n");

printf("e isso foi o seu fim -\_-\n");

printf("R.I.P : &s", pPlayer->namePlayer);

main();

}

}

}