GameRank Vignette

# Introduction

This vignette describes how to perform wrapper-based feature selection using the GameRank package. In feature selection scenario the likely following individual steps will be performed

1. Feature screening - Evaluating how much information each feature contains about the outcome
2. Feature construction - If the data doesn’t comprise good features, try to construct better ones
3. Feature selection - Apply variable selection methods to determine best combination, here: we’ll use wrappers
4. Model evaluation - Check performance of final model on hold-out data
5. Model exploitation - Using the model [not discussed here]

Within this vignette, we’ll use the following toy dataset

summary( toy\_data )

## USUBJID dys srv resp pi reg the\_normal the\_squared the\_cubed   
## Length:360 Min. : 0.0 Min. : 0.000 Mode :logical Min. :0.01522 Min. :-4.1698 Min. :-2.3946 Min. :0.001092 Min. :-0.002901   
## Class :character 1st Qu.: 60.5 1st Qu.: 2.000 FALSE:191 1st Qu.:0.28603 1st Qu.:-0.9148 1st Qu.: 0.1939 1st Qu.:0.115413 1st Qu.: 0.050081   
## Mode :character Median :121.0 Median : 4.000 TRUE :169 Median :0.46064 Median :-0.1578 Median : 0.9770 Median :0.233741 Median : 0.133504   
## Mean :148.6 Mean : 4.911 Mean :0.47470 Mean :-0.1320 Mean : 0.9292 Mean :0.294656 Mean : 0.198087   
## 3rd Qu.:211.8 3rd Qu.: 7.000 3rd Qu.:0.66193 3rd Qu.: 0.6719 3rd Qu.: 1.6482 3rd Qu.:0.432043 3rd Qu.: 0.255979   
## Max. :453.8 Max. :15.000 Max. :0.97135 Max. : 3.5234 Max. : 4.1593 Max. :1.078916 Max. : 1.507784   
## the\_exped the\_multi the\_power rnd01 rnd02 rnd03 rnd04 rnd05   
## Min. :0.5757 Min. :-0.1031 Min. :-1.376e-03 Min. :-0.88971 Min. :-0.81383 Min. :-0.8850087 Min. :-0.89564 Min. :-0.9322173   
## 1st Qu.:0.9779 1st Qu.: 0.1800 1st Qu.: 0.000e+00 1st Qu.:-0.25048 1st Qu.:-0.25494 1st Qu.:-0.2303074 1st Qu.:-0.21463 1st Qu.:-0.2060636   
## Median :1.1206 Median : 0.2907 Median : 1.084e-05 Median : 0.03073 Median :-0.02027 Median :-0.0007376 Median : 0.01041 Median : 0.0000143   
## Mean :1.1409 Mean : 0.4042 Mean : 1.037e-03 Mean : 0.00000 Mean : 0.00000 Mean : 0.0000000 Mean : 0.00000 Mean : 0.0000000   
## 3rd Qu.:1.2700 3rd Qu.: 0.6501 3rd Qu.: 4.243e-04 3rd Qu.: 0.23761 3rd Qu.: 0.22836 3rd Qu.: 0.2622294 3rd Qu.: 0.21514 3rd Qu.: 0.1930317   
## Max. :1.9995 Max. : 1.0621 Max. : 6.005e-02 Max. : 0.92190 Max. : 0.96105 Max. : 0.8657564 Max. : 0.83439 Max. : 0.9655277   
## rnd06 rnd07 rnd08 rnd09 rnd10 rnd11 rnd12 rnd13   
## Min. :-0.844021 Min. :-0.72838 Min. :-0.8440281 Min. :-0.85236 Min. :-0.69962 Min. :-0.861195 Min. :-0.7320347 Min. :-0.6957611   
## 1st Qu.:-0.214873 1st Qu.:-0.20140 1st Qu.:-0.1997045 1st Qu.:-0.21348 1st Qu.:-0.21359 1st Qu.:-0.193076 1st Qu.:-0.2108078 1st Qu.:-0.1630727   
## Median : 0.003165 Median :-0.00881 Median :-0.0006736 Median : 0.02299 Median : 0.01174 Median : 0.006763 Median :-0.0000712 Median : 0.0009211   
## Mean : 0.000000 Mean : 0.00000 Mean : 0.0000000 Mean : 0.00000 Mean : 0.00000 Mean : 0.000000 Mean : 0.0000000 Mean : 0.0000000   
## 3rd Qu.: 0.194128 3rd Qu.: 0.19739 3rd Qu.: 0.2039938 3rd Qu.: 0.19767 3rd Qu.: 0.21289 3rd Qu.: 0.198465 3rd Qu.: 0.1879815 3rd Qu.: 0.1554372   
## Max. : 0.974983 Max. : 1.00194 Max. : 0.7683129 Max. : 0.69115 Max. : 0.66944 Max. : 0.689377 Max. : 0.7994306 Max. : 0.7716363   
## rnd14 rnd15 rnd16 rnd17 rnd18 rnd19 rnd20   
## Min. :-0.75280 Min. :-0.84600 Min. :-0.69143 Min. :-0.673724 Min. :-0.760062 Min. :-0.595305 Min. :-0.6708420   
## 1st Qu.:-0.18224 1st Qu.:-0.17793 1st Qu.:-0.17509 1st Qu.:-0.146922 1st Qu.:-0.163002 1st Qu.:-0.147615 1st Qu.:-0.1360165   
## Median : 0.01635 Median :-0.02168 Median :-0.01638 Median :-0.001742 Median : 0.005179 Median : 0.002264 Median :-0.0008737   
## Mean : 0.00000 Mean : 0.00000 Mean : 0.00000 Mean : 0.000000 Mean : 0.000000 Mean : 0.000000 Mean : 0.0000000   
## 3rd Qu.: 0.18124 3rd Qu.: 0.16506 3rd Qu.: 0.17579 3rd Qu.: 0.160155 3rd Qu.: 0.168311 3rd Qu.: 0.168549 3rd Qu.: 0.1515780   
## Max. : 0.68423 Max. : 0.75145 Max. : 0.85242 Max. : 0.729226 Max. : 0.719546 Max. : 0.724555 Max. : 0.6211881

vars <- grep( "the\_|rnd", colnames(toy\_data), value=TRUE )  
resp <- "resp"

# 1. Feature screening

Let’s start with variable screening. This is to check for missing data, outliers and evaluate how much information the variables bear about the response variable.

GameRank provides a one-stop function for that: check\_variables function.

vck <- check\_variables( toy\_data, resp, vars )

## Evaluating variable resp   
## Evaluating variable the\_normal   
## Evaluating variable the\_squared   
## Evaluating variable the\_cubed   
## Evaluating variable the\_exped   
## Evaluating variable the\_multi   
## Evaluating variable the\_power

## Warning in KL.plugin(freqs2d, freqs.null, unit = unit): Vanishing value(s) in argument freqs2!

## Evaluating variable rnd01   
## Evaluating variable rnd02   
## Evaluating variable rnd03   
## Evaluating variable rnd04   
## Evaluating variable rnd05   
## Evaluating variable rnd06   
## Evaluating variable rnd07   
## Evaluating variable rnd08   
## Evaluating variable rnd09   
## Evaluating variable rnd10   
## Evaluating variable rnd11   
## Evaluating variable rnd12   
## Evaluating variable rnd13   
## Evaluating variable rnd14   
## Evaluating variable rnd15   
## Evaluating variable rnd16   
## Evaluating variable rnd17   
## Evaluating variable rnd18   
## Evaluating variable rnd19   
## Evaluating variable rnd20

vck %>% summary

## variable N n nmiss p check\_missing type entropy mutual\_information check\_entropy  
## Length:27 Min. :360 Min. :360 Min. :0 Min. :100 Drop : 0 Entropy not done: 0 Min. :0.6978 Min. :0.0004686 Entropy too low: 0   
## Class :character 1st Qu.:360 1st Qu.:360 1st Qu.:0 1st Qu.:100 Bad : 0 real :26 1st Qu.:1.2821 1st Qu.:0.0045804 Entropy ok :27   
## Mode :character Median :360 Median :360 Median :0 Median :100 Try : 0 integer : 0 Median :1.3613 Median :0.0086891   
## Mean :360 Mean :360 Mean :0 Mean :100 Good : 0 categorical : 0 Mean :1.4364 Mean :0.0154120   
## 3rd Qu.:360 3rd Qu.:360 3rd Qu.:0 3rd Qu.:100 Perfect:27 binary : 1 3rd Qu.:1.4941 3rd Qu.:0.0137805   
## Max. :360 Max. :360 Max. :0 Max. :100 Max. :3.1036 Max. :0.1579696   
## NA's :1   
## is\_response rot.nmin rot.nmax rot.p rng\_sd   
## Mode :logical Min. :0.000 Min. : 0.000 Min. : 0.0000 Min. : 4.145   
## FALSE:26 1st Qu.:0.000 1st Qu.: 0.000 1st Qu.: 0.2778 1st Qu.: 5.318   
## TRUE :1 Median :1.000 Median : 1.000 Median : 0.8333 Median : 5.586   
## Mean :1.154 Mean : 5.115 Mean : 1.7415 Mean : 5.840   
## 3rd Qu.:2.000 3rd Qu.: 2.750 3rd Qu.: 1.5278 3rd Qu.: 6.004   
## Max. :4.000 Max. :61.000 Max. :18.0556 Max. :12.880   
## NA's :1 NA's :1 NA's :1 NA's :1

vck %>% filter( !is\_response ) %>% arrange( desc(entropy) )

## # A tibble: 26 × 15  
## variable N n nmiss p check\_missing type entropy mutual\_information check\_entropy is\_response rot.nmin rot.nmax rot.p rng\_sd  
## <chr> <int> <int> <int> <dbl> <fct> <fct> <dbl> <dbl> <fct> <lgl> <int> <int> <dbl> <dbl>  
## 1 the\_normal 360 360 0 100 Perfect real 3.10 0.158 Entropy ok FALSE 2 2 1.11 6.18  
## 2 rnd20 360 360 0 100 Perfect real 2.29 0.0235 Entropy ok FALSE 4 2 1.67 5.67  
## 3 rnd01 360 360 0 100 Perfect real 1.63 0.00212 Entropy ok FALSE 0 0 0 5.21  
## 4 rnd02 360 360 0 100 Perfect real 1.58 0.00971 Entropy ok FALSE 0 1 0.278 5.21  
## 5 rnd04 360 360 0 100 Perfect real 1.53 0.00811 Entropy ok FALSE 3 0 0.833 5.39  
## 6 the\_cubed 360 360 0 100 Perfect real 1.51 0.0342 Entropy ok FALSE 0 28 7.78 6.78  
## 7 rnd03 360 360 0 100 Perfect real 1.50 0.00248 Entropy ok FALSE 0 0 0 5.29  
## 8 rnd08 360 360 0 100 Perfect real 1.49 0.00672 Entropy ok FALSE 1 0 0.278 5.46  
## 9 rnd06 360 360 0 100 Perfect real 1.49 0.00875 Entropy ok FALSE 2 1 0.833 5.94  
## 10 rnd10 360 360 0 100 Perfect real 1.48 0.00873 Entropy ok FALSE 0 0 0 4.75  
## # … with 16 more rows

A look into the variable entropy and mutual information with respect to the response is a good idea to identify variables that are constant or bear low information

vck %>%   
 mutate( flg = grepl( "the\_", variable )) %>%  
 ggplot(aes(x=entropy, y=mutual\_information, color=flg ) ) +  
 geom\_point()

## Warning: Removed 1 rows containing missing values (geom\_point).
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vck %>% arrange( desc(mutual\_information), desc(entropy) )

## # A tibble: 27 × 15  
## variable N n nmiss p check\_missing type entropy mutual\_information check\_entropy is\_response rot.nmin rot.nmax rot.p rng\_sd  
## <chr> <int> <int> <int> <dbl> <fct> <fct> <dbl> <dbl> <fct> <lgl> <int> <int> <dbl> <dbl>  
## 1 the\_normal 360 360 0 100 Perfect real 3.10 0.158 Entropy ok FALSE 2 2 1.11 6.18  
## 2 the\_cubed 360 360 0 100 Perfect real 1.51 0.0342 Entropy ok FALSE 0 28 7.78 6.78  
## 3 rnd20 360 360 0 100 Perfect real 2.29 0.0235 Entropy ok FALSE 4 2 1.67 5.67  
## 4 rnd11 360 360 0 100 Perfect real 1.36 0.0213 Entropy ok FALSE 2 0 0.556 5.54  
## 5 the\_power 360 360 0 100 Perfect real 1.06 0.0162 Entropy ok FALSE 4 61 18.1 12.9   
## 6 rnd05 360 360 0 100 Perfect real 1.47 0.0148 Entropy ok FALSE 3 1 1.11 6.11  
## 7 rnd07 360 360 0 100 Perfect real 1.45 0.0142 Entropy ok FALSE 0 3 0.833 5.75  
## 8 rnd18 360 360 0 100 Perfect real 1.18 0.0126 Entropy ok FALSE 1 2 0.833 6.13  
## 9 rnd13 360 360 0 100 Perfect real 1.36 0.0101 Entropy ok FALSE 2 5 1.94 5.48  
## 10 the\_squared 360 360 0 100 Perfect real 0.698 0.0100 Entropy ok FALSE 0 8 2.22 4.61  
## # … with 17 more rows

Sometimes variable distributions may be multi-modal. GameRank provides a function for this task: check\_multimodality.

GameRank determines multi-modal variables as follows: Let k be the number of mixture components ranging from 1 to k. The algorithm fits first m\_fits GMM models with k components using flexmix. Only models that converge are retained. For each k the minimum AIC is determined together with the number of converging models. All k with less than min\_fits\_converged models are removed. The k for which the minimum AIC is attained is then chosen. In case of ties for this AIC the minimum number of components are chosen. The first model obtaining these k and AIC is then used to determine cut-points if it has more than one component.

Cut-points are determined by the standard root finding algorithm, determining the points where the adjacent component distributions, scaled by their priors, are equal.

The chance for detecting multi-modal distributions depends on the available data and hence distributions reported may not be multi-modal or multi-modal distributions may go undetected. Thus a additional visual review of distributions is certainly a good idea, and the results from multi\_modal may be used as a starting point.

toy\_data %>%  
 ggplot( aes( x=the\_multi, y=..density.. ) ) +  
 geom\_histogram( bins = 100, alpha=0.5 ) +  
 geom\_density( bw = "ucv" )
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mumo <- check\_multimodality( dat = toy\_data, resp = resp, vars = vars[1:9],n\_comp = 3, m\_fits = 25, min\_fits\_converged = 20 )

## Processing the\_normal   
## Processing the\_squared   
## Variable the\_squared is multi-modal with 2 Normal components. Determining cut-points.   
## Processing the\_cubed   
## Variable the\_cubed is multi-modal with 2 Normal components. Determining cut-points.   
## Processing the\_exped   
## Processing the\_multi   
## Variable the\_multi is multi-modal with 2 Normal components. Determining cut-points.   
## Processing the\_power   
## Variable the\_power is multi-modal with 3 Normal components. Determining cut-points.   
## Processing rnd01   
## Processing rnd02   
## Processing rnd03

mumo\_vars <- mumo$transforms %>% keep( function(x) !is.null( pluck( x, "transformed\_var" ) ) ) %>% map( "transformed\_var" ) %>% as.character  
mumo$data[,mumo\_vars]

## # A tibble: 360 × 4  
## the\_squared\_grp the\_cubed\_grp the\_multi\_grp the\_power\_grp  
## <chr> <chr> <chr> <chr>   
## 1 group[1] group[2] group[1] group[1]   
## 2 group[1] group[1] group[2] group[3]   
## 3 group[1] group[1] group[2] group[1]   
## 4 group[1] group[1] group[1] group[3]   
## 5 group[1] group[2] group[2] group[3]   
## 6 group[2] group[1] group[1] group[2]   
## 7 group[1] group[1] group[2] group[1]   
## 8 group[1] group[1] group[1] group[2]   
## 9 group[1] group[1] group[1] group[3]   
## 10 group[2] group[2] group[1] group[1]   
## # … with 350 more rows

mumo$transforms$the\_multi$aic\_aggregate

## # A tibble: 3 × 3  
## k min\_aic sum\_converged  
## <int> <dbl> <int>  
## 1 1 111. 25  
## 2 2 -34.8 25  
## 3 3 -28.8 2

mumo$transforms$the\_multi$best\_model

##   
## Call:  
## flexmix::flexmix(formula = stats::formula(sprintf("%s ~ 1", var)), data = dat[idx, ], k = k)  
##   
## Cluster sizes:  
## 1 2   
## 149 211   
##   
## convergence after 45 iterations

flexmix::parameters(mumo$transforms$the\_multi$best\_model)

## Comp.1 Comp.2  
## coef.(Intercept) 0.6967862 0.1932101  
## sigma 0.1630002 0.1014292

flexmix::prior(mumo$transforms$the\_multi$best\_model)

## [1] 0.4189274 0.5810726

pcuts <- mumo$transforms$the\_multi$cut\_points  
mumo$transforms$the\_multi$transformed\_var

## [1] "the\_multi\_grp"

Lets create categorical variable for the\_multi and add it to the set:

toy\_data <- toy\_data %>% bind\_cols( mumo$data[,mumo$transforms$the\_multi$transformed\_var] )  
vars <- c(vars, mumo$transforms$the\_multi$transformed\_var )

# 2. Feature construction

Another task may be to see if standard transforms improve Normality of the features. The one-stop function in GameRank tries square root, cube root, log and z-score transformations. Those that increase the Shapiro-Wilk W-statistics are retrained and added to the dataset.

smp <- simple\_transforms( toy\_data, vars = vars )

## Adding simple transformed variables if they are better by Shapiro-Wilk statistic W (larger is better)   
## Evaluating the\_normal with W = 0.9963

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating the\_squared with W = 0.8973   
## Evaluating the\_cubed with W = 0.7652

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating the\_exped with W = 0.9673   
## Evaluating the\_multi with W = 0.9272

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating the\_power with W = 0.2100

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd01 with W = 0.9930

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd02 with W = 0.9944

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd03 with W = 0.9902

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd04 with W = 0.9961

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd05 with W = 0.9972

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd06 with W = 0.9978

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd07 with W = 0.9958

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd08 with W = 0.9974

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd09 with W = 0.9943

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd10 with W = 0.9928

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd11 with W = 0.9960

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd12 with W = 0.9966

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd13 with W = 0.9945

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd14 with W = 0.9959

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd15 with W = 0.9938

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd16 with W = 0.9966

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd17 with W = 0.9952

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd18 with W = 0.9977

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd19 with W = 0.9959

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

## Evaluating rnd20 with W = 0.9964

## Warning in FUN(X[[i]], ...): NaNs produced  
  
## Warning in FUN(X[[i]], ...): NaNs produced

tfs <- smp$transformations %>% Reduce( bind\_rows, ., NULL )  
tfs %>% group\_by( variable ) %>% filter( max(W)==W )

## # A tibble: 26 × 5  
## # Groups: variable [26]  
## variable transformed\_var term W transform  
## <chr> <chr> <chr> <dbl> <chr>   
## 1 the\_normal "" "( the\_normal )" 0.996 identity   
## 2 the\_squared "the\_squared\_cubert" "( the\_squared )^(1/3)" 0.993 cube root  
## 3 the\_cubed "the\_cubed\_cubert" "( the\_cubed )^(1/3)" 0.994 cube root  
## 4 the\_exped "the\_exped\_log" " log( the\_exped ) " 0.995 log   
## 5 the\_multi "the\_multi\_cubert" "( the\_multi )^(1/3)" 0.963 cube root  
## 6 the\_power "the\_power\_log" " log( the\_power ) " 0.886 log   
## 7 rnd01 "" "( rnd01 )" 0.993 identity   
## 8 rnd02 "" "( rnd02 )" 0.994 identity   
## 9 rnd03 "" "( rnd03 )" 0.990 identity   
## 10 rnd04 "" "( rnd04 )" 0.996 identity   
## # … with 16 more rows

tfs %>% pull( transform ) %>% table

## .  
## cube root identity log sqrt zscore   
## 5 26 4 5 3

Lets add some transformed variables.

svars <- tfs %>% group\_by( variable ) %>% filter( max(W)==W ) %>% filter( "identity"!=transform )  
svars

## # A tibble: 5 × 5  
## # Groups: variable [5]  
## variable transformed\_var term W transform  
## <chr> <chr> <chr> <dbl> <chr>   
## 1 the\_squared the\_squared\_cubert "( the\_squared )^(1/3)" 0.993 cube root  
## 2 the\_cubed the\_cubed\_cubert "( the\_cubed )^(1/3)" 0.994 cube root  
## 3 the\_exped the\_exped\_log " log( the\_exped ) " 0.995 log   
## 4 the\_multi the\_multi\_cubert "( the\_multi )^(1/3)" 0.963 cube root  
## 5 the\_power the\_power\_log " log( the\_power ) " 0.886 log

toy\_data <- toy\_data %>% bind\_cols( smp$data[,svars$transformed\_var] )  
vars <- c(vars, svars$transformed\_var )

Another feature construction approach that can be tried in a second round is searching for Power-Transformations via the Box-Cox transformation. However we will skip this here. Please take a look at the example code for box\_cox\_normal and box\_cox\_binomial.

# 3. Feature selection

Now, let’s run two feature selection algorithms, the bidirectional search that applies forward and backward selection and the GameRank algorithm. First, we’ll split the dataset into thirds: one for training the model, one for validating it and one final hold-out dataset.

rr <- rep\_len( c(1L,2L,3L), length.out = nrow(toy\_data) )   
rr <- rr[ order( runif( length(rr) ) )]  
df\_test <- toy\_data[which(3==rr),]  
df\_sel <- toy\_data[which(rr %in% c(1L,2L)),]  
ds <- prepare\_splits( ds = 1L, dat = df\_sel, resp = resp, vars = vars, fn\_train = fn\_train\_binomial, fn\_eval = fn\_eval\_binomial\_auroc )

## Generating 1 splits

Wrapper selection algorithms are slow combinatorial searches that are not guaranteed to find more than a local optimum. Their performance also depends - in some cases - on the ordering of input variables. Therefore it is a good idea to rerun each algorithm with varying ordering of features to obtain a varying selections that can be used to choose from.

Here we’ll sort variables by their the mutual information with regards to the response:

vck <- check\_variables( df\_sel, resp, vars )

## Evaluating variable resp   
## Evaluating variable the\_normal   
## Evaluating variable the\_squared   
## Evaluating variable the\_cubed   
## Evaluating variable the\_exped   
## Evaluating variable the\_multi   
## Evaluating variable the\_power

## Warning in KL.plugin(freqs2d, freqs.null, unit = unit): Vanishing value(s) in argument freqs2!

## Evaluating variable rnd01   
## Evaluating variable rnd02   
## Evaluating variable rnd03   
## Evaluating variable rnd04   
## Evaluating variable rnd05   
## Evaluating variable rnd06   
## Evaluating variable rnd07   
## Evaluating variable rnd08   
## Evaluating variable rnd09   
## Evaluating variable rnd10   
## Evaluating variable rnd11   
## Evaluating variable rnd12   
## Evaluating variable rnd13   
## Evaluating variable rnd14   
## Evaluating variable rnd15   
## Evaluating variable rnd16   
## Evaluating variable rnd17   
## Evaluating variable rnd18   
## Evaluating variable rnd19   
## Evaluating variable rnd20   
## Evaluating variable the\_multi\_grp   
## Evaluating variable the\_squared\_cubert   
## Evaluating variable the\_cubed\_cubert   
## Evaluating variable the\_exped\_log   
## Evaluating variable the\_multi\_cubert   
## Evaluating variable the\_power\_log

## Warning in KL.plugin(freqs2d, freqs.null, unit = unit): Vanishing value(s) in argument freqs2!

vars <- vck %>% filter( !is\_response) %>% arrange( desc(mutual\_information) ) %>% pull( variable )

Let’s run the first wrapper: bidirectional search, an algorithm that performs a forward and backward selection step per iteration and ensures that it converges to the same partition by constraining the search variables for the forward and backward steps.

bds <- bidirectional( dat = df\_sel, resp = resp, vars = vars, fn\_train = fn\_train\_binomial, fn\_eval = fn\_eval\_binomial\_auroc, m = 6L, ds = ds, maximize = TRUE )

## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf  
  
## Warning in max(.data$mean\_validation, na.rm = TRUE): no non-missing arguments to max; returning -Inf

bds$variable\_selections

## [[1]]  
## [1] "1" "rnd02" "rnd04" "rnd11" "rnd16" "the\_cubed" "the\_exped" "the\_normal"  
##   
## [[2]]  
## [1] "1" "rnd03" "rnd04" "rnd11" "rnd16" "the\_cubed" "the\_exped" "the\_normal"

bds$agg\_results %>% arrange( desc(mean\_validation) )

## # A tibble: 399 × 10  
## ch\_selection added selection m mean\_train mean\_validation mean\_bias opt k removed  
## <chr> <chr> <list> <int> <dbl> <dbl> <dbl> <lgl> <dbl> <chr>   
## 1 1,rnd02,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd02 <chr [8]> 8 0.778 0.768 0.0101 TRUE 7 <NA>   
## 2 1,rnd03,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd03 <chr [8]> 8 0.776 0.768 0.00797 TRUE 7 <NA>   
## 3 1,rnd04,rnd05,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd05 <chr [8]> 8 0.776 0.768 0.00782 FALSE 7 <NA>   
## 4 1,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal,the\_power the\_power <chr [8]> 8 0.777 0.767 0.0105 FALSE 7 <NA>   
## 5 1,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd16 <chr [7]> 7 0.777 0.766 0.0106 TRUE 6 <NA>   
## 6 1,rnd04,rnd06,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd06 <chr [8]> 8 0.779 0.766 0.0124 FALSE 7 <NA>   
## 7 1,rnd04,rnd11,rnd12,rnd16,the\_cubed,the\_exped,the\_normal rnd12 <chr [8]> 8 0.777 0.766 0.0117 FALSE 7 <NA>   
## 8 1,rnd04,rnd11,rnd13,rnd16,the\_cubed,the\_exped,the\_normal rnd13 <chr [8]> 8 0.774 0.766 0.00825 FALSE 7 <NA>   
## 9 1,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_multi\_grp,the\_normal the\_multi\_grp <chr [8]> 8 0.776 0.766 0.0102 FALSE 7 <NA>   
## 10 1,rnd04,rnd11,rnd16,rnd20,the\_cubed,the\_exped,the\_normal rnd20 <chr [8]> 8 0.790 0.765 0.0253 FALSE 7 <NA>   
## # … with 389 more rows

bds$agg\_results %>% arrange( desc(mean\_validation) ) %>% filter( opt )

## # A tibble: 8 × 10  
## ch\_selection added selection m mean\_train mean\_validation mean\_bias opt k removed  
## <chr> <chr> <list> <int> <dbl> <dbl> <dbl> <lgl> <dbl> <chr>   
## 1 1,rnd02,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd02 <chr [8]> 8 0.778 0.768 0.0101 TRUE 7 <NA>   
## 2 1,rnd03,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd03 <chr [8]> 8 0.776 0.768 0.00797 TRUE 7 <NA>   
## 3 1,rnd04,rnd11,rnd16,the\_cubed,the\_exped,the\_normal rnd16 <chr [7]> 7 0.777 0.766 0.0106 TRUE 6 <NA>   
## 4 1,rnd04,rnd11,the\_cubed,the\_exped,the\_normal the\_exped <chr [6]> 6 0.768 0.757 0.0113 TRUE 5 <NA>   
## 5 1,rnd04,rnd11,the\_cubed,the\_normal rnd04 <chr [5]> 5 0.764 0.747 0.0171 TRUE 4 <NA>   
## 6 1,rnd11,the\_cubed,the\_normal rnd11 <chr [4]> 4 0.762 0.730 0.0319 TRUE 3 <NA>   
## 7 1,the\_cubed,the\_normal the\_cubed <chr [3]> 3 0.750 0.705 0.0449 TRUE 2 <NA>   
## 8 1,the\_normal the\_normal <chr [2]> 2 0.733 0.670 0.0637 TRUE 1 <NA>

Now let’s run GameRank. Since GameRank doesn’t use a validation set, the dsi parameter receives an index vector of 1s and 2s that is then repeated to the length of the dataset and thereby defines the relative proportions of training to validation split per round. In small sample feature selection scenarios it contains just 2s such that all data are put into the validation split where the fn\_eval function performs a bootstrap or cross-validation (see small sample example code for details).

gmr <- game\_rank( dat = df\_sel, resp = resp, vars = vars, fn\_train = fn\_train\_binomial, fn\_eval = fn\_eval\_binomial\_auroc, m = 6L, dsi = c(1L,2L), maximize = TRUE,   
 team\_size = 3L, rounds = 10L, min\_matches\_per\_var = 5L )

## Comparing variable selections (# matches 40)---   
## Iteration 1 of 40 -- (+) : (-) scored 9 : 1   
## Iteration 2 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 3 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 4 of 40 -- (+) : (-) scored 3 : 7   
## Iteration 5 of 40 -- (+) : (-) scored 2 : 8   
## Iteration 6 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 7 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 8 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 9 of 40 -- (+) : (-) scored 0 : 0   
## Iteration 10 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 11 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 12 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 13 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 14 of 40 -- (+) : (-) scored 3 : 0   
## Iteration 15 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 16 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 17 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 18 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 19 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 20 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 21 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 22 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 23 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 24 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 25 of 40 -- (+) : (-) scored 9 : 1   
## Iteration 26 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 27 of 40 -- (+) : (-) scored 6 : 4   
## Iteration 28 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 29 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 30 of 40 -- (+) : (-) scored 9 : 1   
## Iteration 31 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 32 of 40 -- (+) : (-) scored 7 : 3   
## Iteration 33 of 40 -- (+) : (-) scored 0 : 10   
## Iteration 34 of 40 -- (+) : (-) scored 9 : 1   
## Iteration 35 of 40 -- (+) : (-) scored 8 : 2   
## Iteration 36 of 40 -- (+) : (-) scored 3 : 7   
## Iteration 37 of 40 -- (+) : (-) scored 1 : 9   
## Iteration 38 of 40 -- (+) : (-) scored 0 : 0   
## Iteration 39 of 40 -- (+) : (-) scored 10 : 0   
## Iteration 40 of 40 -- (+) : (-) scored 3 : 7   
## Optimizing maximum likelihood   
## Calculating score vector   
## Calculating Hessian matrix   
## Compiling results

gmr$variable\_ranking %>% as.data.frame

## variable vs vs.var selected  
## 1 rnd16 1.668822594 2.958341e+03 TRUE  
## 2 rnd13 1.627152785 9.763520e+00 TRUE  
## 3 rnd08 1.387426662 1.335122e+03 TRUE  
## 4 rnd20 0.845005722 1.172076e+03 TRUE  
## 5 rnd09 0.841516182 7.495884e+01 TRUE  
## 6 the\_exped 0.826636937 3.097945e+01 TRUE  
## 7 rnd18 0.817756325 3.738408e+01 TRUE  
## 8 rnd04 0.783210452 1.084863e+01 TRUE  
## 9 the\_power\_log 0.594172748 5.602270e+00 TRUE  
## 10 rnd06 0.593515940 2.395008e+00 TRUE  
## 11 the\_exped\_log 0.569442260 4.259314e+03 TRUE  
## 12 the\_normal 0.569385887 6.392469e+03 TRUE  
## 13 rnd15 0.566875638 5.300191e+03 TRUE  
## 14 the\_power 0.564888300 6.907764e+02 TRUE  
## 15 rnd11 0.557548077 1.936503e+05 TRUE  
## 16 the\_squared\_cubert 0.549151213 2.219706e+03 TRUE  
## 17 rnd02 0.514391649 1.515098e+01 TRUE  
## 18 rnd05 0.503078604 1.965952e+01 TRUE  
## 19 the\_multi 0.498676121 7.831461e+02 TRUE  
## 20 rnd07 0.254751232 6.281291e+01 TRUE  
## 21 the\_cubed 0.008825978 6.420595e+03 TRUE  
## 22 rnd19 0.008526130 1.434653e+03 TRUE  
## 23 rnd10 0.008512025 4.546871e+02 TRUE  
## 24 the\_multi\_grp 0.006437998 1.336266e+02 TRUE  
## 25 rnd12 0.006036619 1.155678e+02 TRUE  
## 26 rnd01 -0.001281864 3.238858e+04 FALSE  
## 27 rnd03 -0.010134998 7.988526e+02 FALSE  
## 28 the\_cubed\_cubert -0.049212075 4.762528e+01 FALSE  
## 29 the\_squared -0.055515254 9.718121e+00 FALSE  
## 30 rnd17 -0.325289901 1.368980e+01 FALSE  
## 31 the\_multi\_cubert -0.580917222 4.400903e+00 FALSE  
## 32 rnd14 -1.122919840 3.487007e+02 FALSE

gmr$game\_rank\_selection

## [1] "rnd16" "rnd13" "rnd08" "rnd20" "rnd09" "the\_exped"

# 4. Model evaluation

Having obtained a potential variable selection, the model needs to assessed for calibration, that is whether it’s predictions correlate with the observed outcome. This may be easy for regression problems, for probability predictions or survival predictions it involves estimating the observed distribution.

bds\_fsel <- bds %>% purrr::pluck( "variable\_selections" ) %>% purrr::pluck( 1L)  
mod\_bds <- fn\_train\_binomial( dat = df\_sel, resp = resp, selection = bds\_fsel )  
mod\_bds

##   
## Call: stats::glm(formula = fo, family = stats::binomial, data = dat)  
##   
## Coefficients:  
## (Intercept) rnd02 rnd04 rnd11 rnd16 the\_cubed the\_exped the\_normal   
## -2.6953 0.5421 0.7128 1.5355 -0.5153 2.2518 0.9866 0.9302   
##   
## Degrees of Freedom: 239 Total (i.e. Null); 232 Residual  
## Null Deviance: 331.6   
## Residual Deviance: 270 AIC: 286

gplot\_predictions\_binomial( dat = df\_sel, resp = resp, selection = bds\_fsel, mod = mod\_bds )

## `geom\_smooth()` using formula 'y ~ x'  
## `geom\_smooth()` using formula 'y ~ x'

## Warning: Removed 1 rows containing missing values (geom\_smooth).
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gmr\_fsel <- gmr %>% purrr::pluck( "game\_rank\_selection" )   
mod\_gmr <- fn\_train\_binomial( dat = df\_sel, resp = resp, selection = gmr\_fsel )  
mod\_gmr

##   
## Call: stats::glm(formula = fo, family = stats::binomial, data = dat)  
##   
## Coefficients:  
## (Intercept) rnd16 rnd13 rnd08 rnd20 rnd09 the\_exped   
## -0.96671 -0.07875 0.42836 0.09130 0.87538 0.42684 0.71406   
##   
## Degrees of Freedom: 239 Total (i.e. Null); 233 Residual  
## Null Deviance: 331.6   
## Residual Deviance: 326.3 AIC: 340.3

gplot\_predictions\_binomial( dat = df\_sel, resp = resp, selection = bds\_fsel, mod = mod\_gmr )

## `geom\_smooth()` using formula 'y ~ x'  
## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

To finally understand the model, it is a good idea to also identify influential observations that impact the model fit. With influential\_observations we can generate a list of observations that, if they are removed, reduce or increase a model parameter by more than Q1 - 1.5 x IQR and Q3 + 1.5 x IQR of the distribution of difference to the reference model.

ifo <- influential\_observations( df\_sel, resp, gmr\_fsel, fn\_train\_binomial, fn\_eval\_binomial\_auroc, fn\_infl\_coefficients, fn\_predict\_glm )  
ifo

## # A tibble: 241 × 14  
## row is\_influential is\_influential\_co ei deval yi dffit `(Intercept)\_dfbe… rnd16\_dfbeta rnd13\_dfbeta rnd08\_dfbeta rnd20\_dfbeta rnd09\_dfbeta  
## <int> <lgl> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 NA NA <NA> 0.582 NA NA NA -0.967 -0.0788 0.428 0.0913 0.875 0.427   
## 2 1 TRUE "(Intercept)\_dfbeta the\_expe… 0.582 0.000349 0.559 -0.0296 0.106 0.0640 -0.0160 0.0125 0.0463 0.0173   
## 3 2 FALSE "" 0.585 -0.00216 0.624 0.0138 -0.0214 -0.0209 0.0510 0.00685 0.0529 0.00561   
## 4 3 TRUE "rnd20\_dfbeta" 0.581 0.00133 0.488 -0.0391 0.0663 -0.0199 -0.0238 0.0464 0.111 -0.0144   
## 5 4 FALSE "" 0.584 -0.00202 0.532 -0.00950 0.0363 0.0468 0.0166 0.000935 -0.0158 0.00207   
## 6 5 FALSE "" 0.582 0.000558 0.522 0.00497 -0.0169 0.00862 0.000738 0.00549 0.0364 -0.00766   
## 7 6 FALSE "" 0.578 0.00439 0.425 -0.0194 -0.0401 -0.0425 -0.0594 -0.0215 0.0459 -0.000858  
## 8 7 FALSE "" 0.582 0.000419 0.601 0.0252 -0.0150 0.0200 0.0404 -0.0516 0.0255 0.0497   
## 9 8 TRUE "(Intercept)\_dfbeta the\_expe… 0.585 -0.00230 0.591 -0.0244 0.100 -0.0252 0.0111 -0.00534 0.0305 -0.0472   
## 10 9 FALSE "" 0.583 -0.000698 0.620 0.0173 -0.0342 -0.0299 0.0293 0.0457 0.0396 0.0211   
## # … with 231 more rows, and 1 more variable: the\_exped\_dfbeta <dbl>

ifo %>% filter( is\_influential )

## # A tibble: 29 × 14  
## row is\_influential is\_influential\_co ei deval yi dffit `(Intercept)\_df… rnd16\_dfbeta rnd13\_dfbeta rnd08\_dfbeta rnd20\_dfbeta rnd09\_dfbeta the\_exped\_dfbeta  
## <int> <lgl> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 TRUE (Intercept)\_dfbe… 0.582 3.49e-4 0.559 -0.0296 0.106 0.0640 -0.0160 0.0125 0.0463 0.0173 -0.0996   
## 2 3 TRUE rnd20\_dfbeta 0.581 1.33e-3 0.488 -0.0391 0.0663 -0.0199 -0.0238 0.0464 0.111 -0.0144 -0.0661   
## 3 8 TRUE (Intercept)\_dfbe… 0.585 -2.30e-3 0.591 -0.0244 0.100 -0.0252 0.0111 -0.00534 0.0305 -0.0472 -0.0954   
## 4 20 TRUE the\_exped\_dfbeta 0.583 -8.37e-4 0.580 -0.0222 0.0937 -0.0263 -0.0445 -0.0254 -0.00999 0.0344 -0.0891   
## 5 30 TRUE rnd09\_dfbeta 0.584 -1.74e-3 0.363 0.0161 0.0144 -0.0183 -0.000783 0.0193 -0.0279 -0.0783 -0.00359  
## 6 32 TRUE rnd20\_dfbeta 0.585 -2.16e-3 0.384 0.0310 0.0160 -0.0343 0.0851 0.0321 -0.117 0.00917 -0.00258  
## 7 38 TRUE rnd20\_dfbeta 0.579 3.07e-3 0.595 -0.0307 -0.0308 -0.0305 -0.0432 0.0734 -0.0951 -0.00610 0.0177   
## 8 54 TRUE (Intercept)\_dfbe… 0.581 1.26e-3 0.647 -0.0394 0.104 0.00883 -0.0447 -0.103 0.0137 -0.0513 -0.0995   
## 9 61 TRUE rnd09\_dfbeta 0.581 1.40e-3 0.370 0.0251 -0.0446 -0.00501 -0.0286 0.0451 -0.0406 -0.0813 0.0468   
## 10 68 TRUE rnd20\_dfbeta 0.584 -2.02e-3 0.309 0.0272 0.0329 0.0473 0.0178 0.0582 -0.0907 -0.0668 -0.0173   
## # … with 19 more rows