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**Постановка задачи**

**Вариант 16.**

Составить программу на языке Си, обрабатывающую данные в многопоточном режиме. При обработки использовать стандартные средства создания потоков операционной системы (Windows/Unix). Ограничение максимального количества потоков, работающих в один момент времени, должно быть задано ключом запуска вашей программы.

Задаётся радиус окружности. Необходимо с помощью метода Монте-Карло рассчитать её площадь

**Общий метод и алгоритм решения**

Использованные системные вызовы:

* pthread\_create(pthread\_t \*thread, const pthread\_attr\_t \*attr, void \*(\*start\_routine) (void \*), void \*arg); – Создает новый поток, возвращает 0 при успехе
* pthread\_join(pthread\_t thread, void \*\*retval); - Ожидает завершения указанного потока. Блокирует вызывающий поток до завершения целевого потока
* pthread\_mutex\_lock(pthread\_mutex\_t \*mutex); - Блокирует мьютекс. Если мьютекс уже заблокирован, поток блокируется до освобождения
* pthread\_mutex\_unlock(pthread\_mutex\_t \*mutex); - Разблокирует мьютекс. Позволяет другим потокам захватить мьютекс
* pthread\_mutex\_destroy(&mutex); - удаление мьютекса
* pthread\_exit(NULL); - завершение работы потока
* pthread\_mutex\_init(&mutex, NULL); - создание мьютекса

Программа выполняет вычисление площади круга методом Монте-Карло. Он заключается в том, что окружность вписывается в квадрат, затем по квадрату случайным образом распределяются точки и подсчитывается количество точек попавших в круг. Для вычисления площади круга количество точек попавших в круг делится на общее число точек (в программе общее число точек равно 10^9).

Таким образом, программа принимает на вход радиус окружности количество потоков. Общее количество точек равномерно распределяется по потокам. Случайным образом генерируются координаты точки (x, y), проверяется находится ли точка внутри окружности. Количество точек, попавшее в окружность, суммируется. Вычисляется площадь окружности.

**Код программы**

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <string.h>

#include <pthread.h>

#include <time.h>

#include <iostream>

struct Thread\_Data{

    double radius;

    int points\_per\_thread;

};

int total\_points\_in\_circle = 0;

pthread\_mutex\_t mutex;

void\* monte\_carlo(void\* arg) {

    struct Thread\_Data\* data = (struct Thread\_Data\*)arg;

    int inside\_circle = 0;

    // unsigned int seed = time(NULL) ^ pthread\_self();

    unsigned int seed = rand(); // Уникальный seed для каждого потока

    for (int i = 0; i < data->points\_per\_thread; ++i) {

        double x = (double)rand\_r(&seed) / RAND\_MAX;

        double y = (double)rand\_r(&seed) / RAND\_MAX;

        if (x \* x + y \* y <= 1.0) {

            inside\_circle++;

        }

    }

    pthread\_mutex\_lock(&mutex);

    total\_points\_in\_circle += inside\_circle;

    pthread\_mutex\_unlock(&mutex);

    pthread\_exit(NULL);

}

int main(int argc, char\* argv[]) {

    struct timespec start, end;

    clock\_gettime(CLOCK\_MONOTONIC, &start);

    if (argc != 3) {

        std::cerr << "Usage: " << argv[0] << " <radius> <max\_threads>" << std::endl;

        return EXIT\_FAILURE;

    }

    double radius = atof(argv[1]);

    int threads\_number = atoi(argv[2]);

    if (radius <= 0 || threads\_number <= 0) {

        std::cerr << "Radius and threads\_number must be positive numbers." << std::endl;

        return EXIT\_FAILURE;

    }

    int total\_points = 1000000;

    pthread\_t threads[threads\_number];

    int points\_per\_thread = 1000000 / threads\_number;

    struct Thread\_Data data;

    data.radius = radius;

    data.points\_per\_thread = points\_per\_thread;

    pthread\_mutex\_init(&mutex, nullptr);

    for (int i = 0; i < threads\_number; ++i) {

        pthread\_create(&threads[i], NULL, monte\_carlo, &data);

    }

    for (int i = 0; i < threads\_number; ++i) {

        pthread\_join(threads[i], NULL);

    }

    pthread\_mutex\_destroy(&mutex);

    double area = ((double)total\_points\_in\_circle / total\_points) \* (radius \* radius \* 4);

    std::cout << "Estimated area of the circle with radius " << radius << ": " << area << std::endl;

    // Display the number of threads used

    std::cout << "Number of threads used: " << threads\_number << std::endl;

    clock\_gettime(CLOCK\_MONOTONIC, &end);

    double elapsed\_time = (end.tv\_sec - start.tv\_sec) +

                          (end.tv\_nsec - start.tv\_nsec) / 1e9;

    std::cout << "Elapsed time: " << elapsed\_time << " seconds" << std::endl;

    return EXIT\_SUCCESS;

}

**Протокол работы программы**

**Тестирование:**

tobiklosj@LAPTOP-C3C2PI9E:~/labs\_OS/lab2$ ./a.out 500 1

Estimated area of the circle with radius 500: 785397

Number of threads used: 1

Elapsed time: 16.1911 seconds

tobiklosj@LAPTOP-C3C2PI9E:~/labs\_OS/lab2$ ./a.out 500 2

Estimated area of the circle with radius 500: 785397

Number of threads used: 2

Elapsed time: 8.60344 seconds

tobiklosj@LAPTOP-C3C2PI9E:~/labs\_OS/lab2$ ./a.out 500 3

Estimated area of the circle with radius 500: 785396

Number of threads used: 3

Elapsed time: 5.89365 seconds

tobiklosj@LAPTOP-C3C2PI9E:~/labs\_OS/lab2$ ./a.out 500 4

Estimated area of the circle with radius 500: 785398

Number of threads used: 4

Elapsed time: 5.03737 seconds

tobiklosj@LAPTOP-C3C2PI9E:~/labs\_OS/lab2$ ./a.out 12 3

Estimated area of the circle with radius 12: 452.389

Number of threads used: 3

Elapsed time: 6.0449 seconds

**Оценка эффективности**

|  |  |  |  |
| --- | --- | --- | --- |
| **Число потоков** | **Время исполнения (мс)** | **Ускорение** | **Эффективность** |
| **1** | 16191 | 1 | 1 |
| **2** | 8603 | 1,88 | 0,94 |
| **3** | 5893 | 1,45 | 0,48 |
| **4** | 5037 | 1,17 | 0,29 |
| **5** | 5001 | 1,007 | 0,2 |
| **10** | 4896 | 1,02 | 0,102 |

**Strace:**

execve("./a.out", ["./a.out", "12", "3"], 0x7ffd1c37bf30 /\* 21 vars \*/) = 0

brk(NULL) = 0x565282de7000

arch\_prctl(0x3001 /\* ARCH\_??? \*/, 0x7fff23591660) = -1 EINVAL (Invalid argument)

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7fc7e43f7000

access("/etc/ld.so.preload", R\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/etc/ld.so.cache", O\_RDONLY|O\_CLOEXEC) = 3

newfstatat(3, "", {st\_mode=S\_IFREG|0644, st\_size=36115, ...}, AT\_EMPTY\_PATH) = 0

mmap(NULL, 36115, PROT\_READ, MAP\_PRIVATE, 3, 0) = 0x7fc7e43ee000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libstdc++.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\0\0\0\0\0\0\0\0"..., 832) = 832

newfstatat(3, "", {st\_mode=S\_IFREG|0644, st\_size=2260296, ...}, AT\_EMPTY\_PATH) = 0

mmap(NULL, 2275520, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7fc7e41c2000

mprotect(0x7fc7e425c000, 1576960, PROT\_NONE) = 0

mmap(0x7fc7e425c000, 1118208, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x9a000) = 0x7fc7e425c000

mmap(0x7fc7e436d000, 454656, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1ab000) = 0x7fc7e436d000

mmap(0x7fc7e43dd000, 57344, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x21a000) = 0x7fc7e43dd000

mmap(0x7fc7e43eb000, 10432, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7fc7e43eb000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libc.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0P\237\2\0\0\0\0\0"..., 832) = 832

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

pread64(3, "\4\0\0\0 \0\0\0\5\0\0\0GNU\0\2\0\0\300\4\0\0\0\3\0\0\0\0\0\0\0"..., 48, 848) = 48

pread64(3, "\4\0\0\0\24\0\0\0\3\0\0\0GNU\0I\17\357\204\3$\f\221\2039x\324\224\323\236S"..., 68, 896) = 68

newfstatat(3, "", {st\_mode=S\_IFREG|0755, st\_size=2220400, ...}, AT\_EMPTY\_PATH) = 0

pread64(3, "\6\0\0\0\4\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0@\0\0\0\0\0\0\0"..., 784, 64) = 784

mmap(NULL, 2264656, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7fc7e3f99000

mprotect(0x7fc7e3fc1000, 2023424, PROT\_NONE) = 0

mmap(0x7fc7e3fc1000, 1658880, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x28000) = 0x7fc7e3fc1000

mmap(0x7fc7e4156000, 360448, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1bd000) = 0x7fc7e4156000

mmap(0x7fc7e41af000, 24576, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x215000) = 0x7fc7e41af000

mmap(0x7fc7e41b5000, 52816, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7fc7e41b5000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libm.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\0\0\0\0\0\0\0\0"..., 832) = 832

newfstatat(3, "", {st\_mode=S\_IFREG|0644, st\_size=940560, ...}, AT\_EMPTY\_PATH) = 0

mmap(NULL, 942344, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7fc7e3eb2000

mmap(0x7fc7e3ec0000, 507904, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0xe000) = 0x7fc7e3ec0000

mmap(0x7fc7e3f3c000, 372736, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x8a000) = 0x7fc7e3f3c000

mmap(0x7fc7e3f97000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0xe4000) = 0x7fc7e3f97000

close(3) = 0

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libgcc\_s.so.1", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\0\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\0\0\0\0\0\0\0\0"..., 832) = 832

newfstatat(3, "", {st\_mode=S\_IFREG|0644, st\_size=125488, ...}, AT\_EMPTY\_PATH) = 0

mmap(NULL, 127720, PROT\_READ, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7fc7e3e92000

mmap(0x7fc7e3e95000, 94208, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x3000) = 0x7fc7e3e95000

mmap(0x7fc7e3eac000, 16384, PROT\_READ, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1a000) = 0x7fc7e3eac000

mmap(0x7fc7e3eb0000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1d000) = 0x7fc7e3eb0000

close(3) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7fc7e3e90000

arch\_prctl(ARCH\_SET\_FS, 0x7fc7e3e913c0) = 0

set\_tid\_address(0x7fc7e3e91690) = 884

set\_robust\_list(0x7fc7e3e916a0, 24) = 0

rseq(0x7fc7e3e91d60, 0x20, 0, 0x53053053) = 0

mprotect(0x7fc7e41af000, 16384, PROT\_READ) = 0

mprotect(0x7fc7e3eb0000, 4096, PROT\_READ) = 0

mprotect(0x7fc7e3f97000, 4096, PROT\_READ) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7fc7e3e8e000

mprotect(0x7fc7e43dd000, 45056, PROT\_READ) = 0

mprotect(0x565281519000, 4096, PROT\_READ) = 0

mprotect(0x7fc7e4431000, 8192, PROT\_READ) = 0

prlimit64(0, RLIMIT\_STACK, NULL, {rlim\_cur=8192\*1024, rlim\_max=RLIM64\_INFINITY}) = 0

munmap(0x7fc7e43ee000, 36115) = 0

getrandom("\x45\x7c\x36\x68\x12\xb1\x4b\xda", 8, GRND\_NONBLOCK) = 8

brk(NULL) = 0x565282de7000

brk(0x565282e08000) = 0x565282e08000

futex(0x7fc7e43eb77c, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

clock\_gettime(CLOCK\_MONOTONIC, {tv\_sec=10429, tv\_nsec=379376200}) = 0

rt\_sigaction(SIGRT\_1, {sa\_handler=0x7fc7e402a870, sa\_mask=[], sa\_flags=SA\_RESTORER|SA\_ONSTACK|SA\_RESTART|SA\_SIGINFO, sa\_restorer=0x7fc7e3fdb520}, NULL, 8) = 0

rt\_sigprocmask(SIG\_UNBLOCK, [RTMIN RT\_1], NULL, 8) = 0

mmap(NULL, 8392704, PROT\_NONE, MAP\_PRIVATE|MAP\_ANONYMOUS|MAP\_STACK, -1, 0) = 0x7fc7e368d000

mprotect(0x7fc7e368e000, 8388608, PROT\_READ|PROT\_WRITE) = 0

rt\_sigprocmask(SIG\_BLOCK, ~[], [], 8) = 0

clone3({flags=CLONE\_VM|CLONE\_FS|CLONE\_FILES|CLONE\_SIGHAND|CLONE\_THREAD|CLONE\_SYSVSEM|CLONE\_SETTLS|CLONE\_PARENT\_SETTID|CLONE\_CHILD\_CLEARTID, child\_tid=0x7fc7e3e8d910, parent\_tid=0x7fc7e3e8d910, exit\_signal=0, stack=0x7fc7e368d000, stack\_size=0x7fff00, tls=0x7fc7e3e8d640} => {parent\_tid=[885]}, 88) = 885

rt\_sigprocmask(SIG\_SETMASK, [], NULL, 8) = 0

mmap(NULL, 8392704, PROT\_NONE, MAP\_PRIVATE|MAP\_ANONYMOUS|MAP\_STACK, -1, 0) = 0x7fc7e2e8c000

mprotect(0x7fc7e2e8d000, 8388608, PROT\_READ|PROT\_WRITE) = 0

rt\_sigprocmask(SIG\_BLOCK, ~[], [], 8) = 0

clone3({flags=CLONE\_VM|CLONE\_FS|CLONE\_FILES|CLONE\_SIGHAND|CLONE\_THREAD|CLONE\_SYSVSEM|CLONE\_SETTLS|CLONE\_PARENT\_SETTID|CLONE\_CHILD\_CLEARTID, child\_tid=0x7fc7e368c910, parent\_tid=0x7fc7e368c910, exit\_signal=0, stack=0x7fc7e2e8c000, stack\_size=0x7fff00, tls=0x7fc7e368c640} => {parent\_tid=[886]}, 88) = 886

rt\_sigprocmask(SIG\_SETMASK, [], NULL, 8) = 0

mmap(NULL, 8392704, PROT\_NONE, MAP\_PRIVATE|MAP\_ANONYMOUS|MAP\_STACK, -1, 0) = 0x7fc7e268b000

mprotect(0x7fc7e268c000, 8388608, PROT\_READ|PROT\_WRITE) = 0

rt\_sigprocmask(SIG\_BLOCK, ~[], [], 8) = 0

clone3({flags=CLONE\_VM|CLONE\_FS|CLONE\_FILES|CLONE\_SIGHAND|CLONE\_THREAD|CLONE\_SYSVSEM|CLONE\_SETTLS|CLONE\_PARENT\_SETTID|CLONE\_CHILD\_CLEARTID, child\_tid=0x7fc7e2e8b910, parent\_tid=0x7fc7e2e8b910, exit\_signal=0, stack=0x7fc7e268b000, stack\_size=0x7fff00, tls=0x7fc7e2e8b640} => {parent\_tid=[887]}, 88) = 887

rt\_sigprocmask(SIG\_SETMASK, [], NULL, 8) = 0

futex(0x7fc7e3e8d910, FUTEX\_WAIT\_BITSET|FUTEX\_CLOCK\_REALTIME, 885, NULL, FUTEX\_BITSET\_MATCH\_ANY) = 0

futex(0x7fc7e2e8b910, FUTEX\_WAIT\_BITSET|FUTEX\_CLOCK\_REALTIME, 887, NULL, FUTEX\_BITSET\_MATCH\_ANY) = 0

newfstatat(1, "", {st\_mode=S\_IFCHR|0620, st\_rdev=makedev(0x88, 0), ...}, AT\_EMPTY\_PATH) = 0

write(1, "Estimated area of the circle wit"..., 53Estimated area of the circle with radius 12: 452.688

) = 53

write(1, "Number of threads used: 3\n", 26Number of threads used: 3

) = 26

clock\_gettime(CLOCK\_MONOTONIC, {tv\_sec=10429, tv\_nsec=399927300}) = 0

write(1, "Elapsed time: 0.0205511 seconds\n", 32Elapsed time: 0.0205511 seconds

) = 32

exit\_group(0) = ?

+++ exited with 0 +++