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Задание

Реализация алгоритма гауссовского байесовского классификатора на Python.

Код программы

import numpy as np  
from scipy.stats import multivariate\_normal  
  
  
class GaussianBayesianClassifier:  
 def fit(self, X, y):  
 self.classes = np.unique(y)  
 self.class\_priors = {}  
 self.mean\_vectors = {}  
 self.cov\_matrices = {}  
 for c in self.classes:  
 X\_c = X[y == c]  
 self.class\_priors[c] = len(X\_c) / len(X)  
 self.mean\_vectors[c] = np.mean(X\_c, axis=0)  
 self.cov\_matrices[c] = np.cov(X\_c, rowvar=False)  
  
 def predict(self, X):  
 predictions = []  
 for x in X:  
 posteriors = []  
 for c in self.classes:  
 prior = self.class\_priors[c]  
 mean = self.mean\_vectors[c]  
 cov = self.cov\_matrices[c]  
 likelihood = multivariate\_normal(mean=mean, cov=cov).pdf(x)  
 posterior = prior \* likelihood  
 posteriors.append(posterior)  
 predictions.append(np.argmax(posteriors))  
 return np.array(predictions)  
  
  
X\_train = np.array([[1, 2], [2, 3], [3, 4], [4, 5], [1, 3], [2, 4]])  
y\_train = np.array([0, 0, 1, 1, 0, 1])  
  
classifier = GaussianBayesianClassifier()  
classifier.fit(X\_train, y\_train)  
  
X\_test = np.array([[1.5, 2.5], [3.5, 4.5]])  
predictions = classifier.predict(X\_test)  
print(predictions)

Результаты

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAgCAYAAABAQWX9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAAANvSURBVGhD7ZltaFNXGICfm9akaiVZW7rUGSO2VUta10lNbV0TPwqD+mcIQ4YtakUFQcZQ8sMyqUUR6swPFT+6WVfxA/+IPwQZY9RSsGPVybAt+LFJKirS2hqrXaNdz7LkuhWJ15qchAbuA4eT897LzTlPDue890SZbZ8r0ImIQa11IqDL0UCXo4EuRwNdjga6HA10ORrocjTQTAKFsLL0yyrmTVUDIXppa/6Je4qiticnQsylsnYZNrUd4q/bXD7XzuMJ9v0dchxsOOTBNeP/hwlxg+83eOmY9HLK+erkForH9VMMXeHAthP0yJRTQdt7PXSyEe04pK05QqSTt3I9X+/2cqjpBE1NR2ncvYPqFblME3Je30SqlfL1DRxubqH55Cm86xzqlfggRY4QaRSt24Vn7XIcmaPc7+rkelcvo1mFLK+uY2d1IWkxCjLOdrOpvoGNrlkMP3rMiCThWsiZOTM/4wv3hxgGr3KkzkPjwWMcP7iPup2H+XXQQM6KNVRa1XujQORU4amrpSz7KdfP76X+TA8v1WvxRIoc4/x8bAYFX9sFfvOrwSDCf42LbT4UwxzyFhjVaBSkWzD1XeWHPd9w5Mc/eKGG440UOdNM4YH7B56E6vH0DzwN1SZTWqiOigeX+Lb+GO29ATWQGKQtyONJmZ5F5vRUtRVGiWGnU4af4R9N/E4pXY7IqGSH9wCNXg8rM+K/aMYT+TPnlZ/B5wECz5/gf6XGkhTpcpShTpq2b2br9uNcG0rOpPE1cVlzIiESkJfIRoqc4UA46zBnZIbq8WRlWIJixhh+kagNWB5S5Ly8dYf7YwK7ezWLzGowiGIu4XO3PThtfPx59281mjykmC0f1KufI5DNJ1VLseOj4/IN+t62HQ/56Lc4cRYU4HSVsyA3l8LSSlavqWL+jDEe/vwdLR19jEa5nYvsT6mpWUVZyWJK/i1F87BlpZM61cKs/IXh2By42/2AQMTvmOA43kDKzFGUEW62NLD/bCs9A0ZsRYtZ5LAxpb+L1tN72Xemm5EY8hzMdoqdSygtLQuXAivG4PNM1sL/Ys6FNmJIMyMysSML00N+/+UOz0LRZDzsspC35GNyAnE4slCMH1HsWoYrWCoqiojhHTKBWHFUuEN9drmKmWl8/x9T/69cg4TlOcmILkcDXc5bgX8AGFgSnPlTcW8AAAAASUVORK5CYII=)