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# Preface

This text is intended to serve as an introduction to Object-Oriented programming, using the programming language C#. C# is part of the .NET Framework, developed by Microsoft.

The text has grown out a set of lectures notes on C# programming, and is in its cur­rent form primarily aimed at the course Software Construction, which is part of the Computer Science education at EASJ (Erhvervsakademi Sjælland). It should however be possible to use the text as a general introduction to Object-Oriented program­ming with C#.

The text is intended for students with no prior experience in programming, and is not a complete coverage of Object-Orientation or C#. The primary focus is program­ming, and the activities which surround programming such as requirement specifica­tion, design, deployment, etc. are only peripherally covered. Even though no prior experience in programming is required, we do assume that the reader is familiar with using a PC and the Windows operating system, and is able to download and install programs, etc..

A set of programming excercises have been developed to accompany the text. These excercises can be found on GitHub (<https://github.com/perl-easj>), along with C# source code (so-called projects) for each exercise. The text will occasionally refer to some of these projects. The most recent version of this text itself can also be found on GitHub.

The text has been prepared by me (Per Laursen), and has been an ongoing project since 2012. The text is as mentioned available on GitHub, and will be upda­ted con­tinu­ously. If you wish to use the text – partially or as a whole – for study purposes or as teaching material, feel free to do so. Any feedback will be greatly appreciated.

I would finally like to stress again, that this text is not intended to provide full cover­age of Object-Orientation or C#. I will usually prefer clarity over completeness, and the reader should be prepared to seek additional information from other sources.

# Getting Started

In this chapter, we take the first steps in trying to understand what “computer pro­gramming” is all about. We introduce some of the software tools we will be using for developing C# programs, and take a first look at the structure of a so-called C# project.

## The Programming Process

If you have never tried something like programming before, it may seem like a mysterious activity – what is it really that we are doing? If we focus primarily on programming as a way of defining “business logic”, we are usually ***defining and manipulating a model of a small piece of the world***.

What does that mean more specifically? Suppose we wish to create a computer program – or **App[[1]](#footnote-1)**, for short – for administration of a school. Then we probably need to store and process certain information about students (and other things) in the App. What information is relevant to know about a student? Date of birth? Shoe size? That will depend entirely on the **requirements** to the App, which somebody will have to define.

The result will probably be that certain information is needed, while other

Infor­mation can be left out. So, the “model” of a student in the App may only contain certain information; the information which is relevant in relation to the requirements. Exactly which pieces of information we include will depend on the specific situation, i.e. the specific requirements.

Once we have figured out what information we need to include for each “concept” (student, teacher, classroom, course, …) in the model, we need to figure out how to repre­sent that information in our App. We get to that part very soon!

In almost all cases, the information will need to be processed in a certain way. A very simple pro­cess­ing could be just to show the information to a user of the App. A more complex processing could be to change the information. For a student, some information will probably never change (e.g. the date of birth), while some information will most likely change (e.g. the number of courses taken).

The way information changes can range from quite simple to very complex. The simplest change could simply be to change the current value to a new, given value. Say, when a student has taken one more course, the number of courses is increased by one. Other changes are more complex. If we e.g. store an average of the marks obtained for the exams passed by the student, then passing an additional exam will require a recalculation of the mark average. In any case, there will always be rulesfor how to process the information.

In programming, we then try to translatesuch rules (formulated in a human – or at least human-friendly – language) to instructions/logic written in a language the computer can understand; or more precisely: written in a language that

* We as humans can use to express such rules with relative ease, and
* The computer (using specialised software called a **compiler**) can translate into a language the computer hardware understands “directly”

A wide range of such **programming languages** exist. Some are quite obscure and only known to few, while others have gained widespread popularity. The program­ming language called **C#** (C-sharp) belongs to the latter category, and is used in these notes. C# is a so-called **Object-Oriented** language; other such languages are e.g. Java and C++.

So, translating our rules into the chosen programming language will result in writing a number of **statements**. A single statement usually performs a quite simple step of data processing, so any interesting program will contain a very large number of statements (many thousands, even millions…).

When we have a large body of statements, we need to organise them into larger units. One such unit is a **method**, which is a fairly small (less than 20) collection of statements performing a somewhat more complex data processing. Collections of methods can then be organised into even larger units called **classes**, and so forth. We will discuss such units of organisation later in these notes.

## Software tools

In order to write Apps using the C# language, we need some software tools to help us with this. These software tools should enable us to:

* Write C# code as easily as possible
* Write C# code of high quality
* Write C# code in collaboration with other programmers
* Help us to obtain – and maintain – an overview of the entire body of code, including all the various units of code organisation
* Translate our C# code into code that the computer can run directly
* Help us find and fix errors in our code, both when the code is written (syntax errors) and executed (logic errors)

Some of these features are somewhat fluffy (what does e.g. “high quality” mean in relation to C# code…?), but we will try to be more specific later in the notes.

### Microsoft Visual Studio

C# is invented by Microsoft, and their tool **Visual Studio** (or **MSVS** for short) can on its own help us with much of the above. You can obtain a free copy of **MSVS** from the school[[2]](#footnote-2). From now, we assume that you have a recent version of MSVS installed.

MSVS is a professional and commercial tool, with quite a lot of “bells and whistles”. It can therefore appear somewhat overwhelming at first glance. Fortunately, we only need to under­stand and use a fraction of the functionality:

* Understand the structure of a so-called solution or **project**
* Be able to navigate through the files in a project
* Understand the role of the files included in a project
* Add code to a project
* Compile, build and run a project
* Understand error messages from MSVS

You are of course encouraged to explore MSVS further during the course, but at first, it can be useful to try to maintain a certain degree of “tunnel vision”, and focus on the specific parts needed to get started.

### ReSharper

Even though Microsoft will probably claim that MSVS provides all of the features we outlined above, it is nonetheless possible to “extend” the functionality of MSVS by installing so-called **extensions** to MSVS, that will expand and/or improve on the built-in functionality of MSVS. These extensions can be created by anybody up to the task; one such extension is **ReSharper** (by JetBrains).

The ReSharper extension provides quite a lot of extra/improved functionality to MSVS, but it will not as such be visible; it will just seem like MSVS has been updated with extra functionality. The primary motivation for including ReSharper is that it provides a lot of functionality to help improve code quality (again, we defer a more concrete definition of “quality” to later in these notes).

Specifically, you should at this point – assuming you have already installed MSVS – obtain and install ReSharper[[3]](#footnote-3). We will later on return to the role of ReSharper in relation to code quality.

### Git / GitHub

The final “leg” of our features is the ability to collaborate with others when writing code. This is probably not a feature you will need until you embark on creating a larger App as part of a group project, but it is still useful to set up from the beginning, since you can also use it to safely experiment with code changes, without risking to lose previous work.

A general problem when several programmers are working on the same project, is to ensure that two (or more) programmers do not try to make changes to the same file simultaneously. A typical solution to this problem is to use a tool that allows a programmer to

* Obtain an exclusive “lock” on a particular file
* Edit and save the locked file
* Release the lock, allowing others to obtain the lock

In order for this to work, the files should be maintained at a central “repository” (or just “repo”) that all programmers can access. Typically, the tool will notify a pro­grammer if changes have been made to files in the shared project, such that the programmer can obtain the changed files from the repo. Also, such tools – which are generally known as **version control systems (VCS)** – will maintain a copy of all versions of all files in a project, making it possible to “roll back” a file to a previous version. This is a very useful feature, since it makes experimentation with e.g. large restructurings of a file completely safe, since you can always roll back to the previous version, if the restructuring proved unsuccessful. Version control systems usually also offer more sophisticated functionality with regards to version management, change tracking, etc..

A lot of VCSs exist today, and it may be hard to choose one over another. The VCS called **Git** has gained widespread popularity, and we have chosen to use Git as the VCS of choice as well. Also, Git integrates smoothly into Visual Studio. So, just as for ReSharper, you should at this point – assuming you have already installed MSVS – obtain and install Git[[4]](#footnote-4). We will later on return to the role of Git in relation to version management.

The term **GitHub** is very often mentioned in relation to Git. For now, you can simply think of GitHub as a free-of-charge storage facility in the “cloud”, where you can create and maintain a repo for your code. GitHub actually offers a lot of services in addition to the basic repository service, but we will not cover these service here.

## Code organisation and Visual Studio basics

We should now be up-and-running with MSVS, including the extensions covered in the previous section. We will now try to open a (very small) piece of code in Visual Studio, for two purposes:

* Investigating how code is organised
* Trying to load, navigate, edit and run the code

### Loading code into Visual Studio

For demonstration purposes, a small piece of code called **Sandbox** has been created. This piece of code should be available to you – exactly where will depend on the course, but your teacher can inform you about this ☺. With this information, you should be able to follow the below steps:

1. Start Visual Studio
2. From the menu, choose **File | Open Project**
3. Navigate to the folder called **Sandbox**, and go into the folder
4. Double-click on the file called **Sandbox.sln**
5. The code should now load – you will see some files in the window with the title ***Solution Explorer***

If you have completed the above steps successfully, you should see something similar to this in the ***Solution Explorer*** window:
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What are we seeing here? In order to understand that, we need a basic under­stand­ing of **code organisation** in Visual Studio.

### Code organisation

The highest unit of organisation in MSVS is a **solution**. Remember that MSVS is an advanced, industrial-strength tool, that should be able to handle very complex software development tasks. This could imply that the entire “solution” to e.g. a school administration system would contain several applications (say, a smartphone App for students, a desktop App for staff, another desktop App for administrators, etc.). All these applications should be manageable as one integrated solution.

The next level is a **project**. A project will usually correspond to a single application. If you have several projects in a solution, you will still be able to modify, compile and run a single project, without involving the other projects.

With this information, we can already better understand what we just did, and what we see in the ***Solution*** (aha!) ***Explorer*** window.

First, we navigated to a folder called **Sandbox**. In MSVS, a solution is typically con­tained in a file folder with the same name as the solution it contains. So, this folder contains a solution called **Sandbox**.

Second, we entered the folder. The folder contained

* A file called **sandbox.sln**
* A folder called **Sandbox**

A file with the extension **.sln** is interpreted by MSVS as a **solution file** (.sln = solution) which holds information about a particular solution. The subfolders in the folder contains those projects that are part of the solution. So, the solution **Sandbox** thus contains a project called… **Sandbox**. It might seem confusing that we have a project with the same name as the solution it is part of, but this is actually very common for small solutions that only contain a single project. *We will only deal with single-project solutions in these notes and the associated exercises!*

Third, we double-clicked on the **sandbox.sln** file. This prompted MSVS to load in the **Sandbox** solution, which only contains the **Sandbox** project. This is what we see in the ***Solution Explorer*** window:
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The project itself is where the really interesting stuff is. The stuff “hanging” under the **Sandbox** project in the ***Solution Explorer*** window is where the actual C# code is. Before dealing with actual code, we return again to the code structure discussion.

What is the next unit of organisation below **project**? The simple answer is **classes**. Classes is where the actual C# code resides, and we will deal with classes in great detail in these notes. A class is (usually) defined within a single file with the extension **.cs**. In the **Sandbox** project, there are thus two classes **Program** and **InsertCodeHere**, defined in the files **Program.cs** and **InsertCodeHere.cs**, respectively.

With this information, we should be able to understand almost everything we see in the ***Solution Explorer*** window. The two items called **Properties** and **References** are not interesting at this point, so they will remain a mystery…

For completeness, it should be mentioned that a unit of organisation between **project** and **class** actually exist, called **namespace**. A namespace is a way to organise classes that in some sense belong together, which can indeed be useful in projects with many classes. However, if you have very few classes in your project, the most common setup is to have just one namespace, with the same name as the project. We will not really utilise namespaces in these notes.

Returning to classes – which we advertised as containing actual C# code – the next unit of organisation is **methods**. A method is a collection of C# **statements**, that perform some useful task. We will deal quite a lot with methods later on. It should also be mentioned that classes can contain more than just methods, but in terms of code organisation, they can for now be thought of as containers for methods.

With statements, we have reached the end of the line of terms of code organisation, since statements are the “atoms” of code. Let us then review the entire hierarchy of code organisation:

A **solution** contains a number of

**projects**, that contain a number of

**namespaces**, that contain a number of

**classes**, that contain a number of

**methods**, that contain a number of

**statements**

A six-tiered hierarchy, no less! This may seem overwhelming, but try to compare it with a publication of a large body of text, say, the collected works of Kierkegaard (a Danish philosopher of some fame). Such a publication would probably be organised like this:

A **publication** contains a number of

**volumes**, that contain a number of

**chapters**, that contain a number of

**sections**, that contain a number of

**paragraphs**, that contain a number of

**sentences**, that contain a number of

**words**

A seven-tier hierarchy… This hopefully illustrates that the code organisation is as such quite meaningful, and not overly complex. However, the solutions we will encounter in relation to these notes will have a rather simple structure:

A **solution** that contains one

**project**, that contains one

**namespace**, that contain a few

**classes**, that contain a few

**methods**, that contain a few

**statements**

This also holds for the **Sandbox** project. Going forward, we will try to work in a bottom-up fashion, where we initially focus entirely on writing statements, without thinking too much in terms of methods and classes.

We conclude this first brief look at MSVS by trying to actually run the code we have loaded into MSVS, i.e. the **Sandbox** project. In general, code must be compiled and built, before it can be executed (running the code is often denoted as executing the code). Compiling and building C# code essentially consists of two activities, both performed by MSVS

1. Checking that the code obeys the syntax for the C# language
2. Translating the code into a language the computer can execute directly

The process is a bit more sophisticated than this, but we need not worry about that now. One thing to note is that even though the code passes successfully through these steps – and can therefore be executed – there is no guarantee whatsoever that the code behaves as we intend it to, i.e. that it complies with our requirements. We will return to this distinction later.

The **Sandbox** project does contain code that is ready-to-run, and we set the execution of the code in motion by either pressing ***F5*** on the keyboard, or clicking on the button containing a small green triangle in the toolbar:
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If you are able to run the code successfully, you should see something like this appear on your screen:

![](data:image/png;base64,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)

This somewhat primitively looking window is a so-called **console application**. This is what most Apps looked liked before Windows and Macs became mainstream. It does look rather dull, and only allows input/output in character form, but using this style first enables us to postpone having to learn about GUI (GUI: Graphical User Interface) programming initially.

As advertised on the screen, the App does nothing more than print “Hello world!”, and now awaits that you press a key on the keyboard to terminate it. Once you do that, you have successfully loaded, compiled, built and executed your first C# appli­cation using Visual Studio!

### Statements (and the cruel Master Syntax)

As promised earlier, we will investigate the organisation of code in a bottom-up manner, starting with the simplest entity: the **statement**.

A statement can be thought of as a “code atom”, i.e. it is the fundamental code building block, but it also has an internal structure, which must follow certain rules. We cannot just mash up any sequence of characters and claim it to be a C# statement, just as we cannot throw together a random mix of electrons, neutrons and protons, and expect to end up with a stable, useful atom. Only certain combinations qualify as being statements.

More specifically, a statement is an instruction to the application about what to do next. This could be to

* Perform an arithmetic or logical calculation
* Read or write data to a file, the screen, etc..
* Control the “flow” of execution, i.e. choose between several alternatives about what to do next
* Etc.

You may already here sense that statements tend to fall into two board categories: statements that actually do something, like a calculation, visualisation or data trans­fer, and state­ments that control what to do next, depending on certain conditions. We shall see several examples from both categories in these notes.

Returning to MSVS; if you – assuming the **Sandbox** project is still loaded – double-click on the file **InsertCodeHere.cs** in the ***Solution Explorer*** window, a new window will open, showing the content of that file (there may be some small differences between the code below, and what you actually see in the window):

using System;

namespace Sandbox

{

class InsertCodeHere

{

public void MyCode()

{

// The FIRST line of code should be BELOW this line

Console.WriteLine("Hello world!");

// The LAST line of code should be ABOVE this line

}

}

}

This may look a bit overwhelming, with a lot of colors and odd characters posi­tioned strangely on the screen; for now, try to apply “tunnel vision”, and focus on a single of these lines:

Console.WriteLine("Hello world!");

This line is indeed a C# statement. It instructs the computer to print out the words ***Hello world!*** on the screen. However, if you are new to programming in general, that may be hard to figure out just by reading the line of code… The sentence ***Hello world!*** is indeed part of the line, but it is wrapped up in a lot of other stuff. What that “stuff” precisely means is not that important – we will learn to under­stand it later on.

To put it in more general terms: there will usually be a “gap” between what we intend the computer to do, and how we express that intention in a programming language. In human language, our intention could be written as:

Please display the words ***Hello world!*** on the screen.

In C#, that intention is expressed as

Console.WriteLine("Hello world!");

If somebody could make a compiler that could directly translate the human-language intention into executable code, the world wouldn’t need programmers… However, human language is inherently vague and ambiguous, while a computer needs very precise instructions! If you think about it, the human-language intention leaves many questions unanswered, like e.g.

* How should the words be displayed (where on the screen, color, size, etc.)?
* What “words” exactly. Only **Hello world!** or maybe **Hello world! on** or…?
* What should be done after displaying the words? Stop the application, wait for the user to do something, or…?

And this is just for an extremely simple intention! For more complex intentions, we need intermediate “stops” on the road from intention to code, like requirement specifications, designs, etc..

Another distinction between human-language intentions and C# code is the tole­rance for errors. Suppose we made some small spelling mistake in our intention description:

Please displlay the words ***Hello world!*** on the screen.

This small mistake would probably not hinder another human being in under­standing the intention. However, a similar mistake in the C# statement, like

Console.WriteLline("Hello world!");

will have catastrophic consequences (Try it! Open the file **InsertCodeHere.cs**, make the change, and try to run the application…). The compiler is absolutely unforgiving about errors! A C# statement has to strictly follow a predefined **syntax** for that parti­cular type of statement. Imagine that your mail application had a similar Draconian[[5]](#footnote-5) attitude towards errors, absolutely refusing to send a mail unless there are ZERO spelling and grammatical errors in the content…

The fact that C# programming (and most programming, actually) is a discipline that requires strict adherence to a given syntax, is something you need to come to terms with as an aspiring programmer. Fortunately, the software tools available now do a very good job in assisting you with getting the syntax right. If you try to modify or add code to the **Sandbox** project, you will notice that MSVS will provide suggestions to – and even point out errors – while you type! MSVS’s eagerness to help you can feel a bit intrusive and confusing at first, but once you get used to it, you will find it quite helpful.

If you tried to do the small change suggested above, you probably noticed that a wavy red line appeared below the incorrect piece of code. Such lines imply that something is wrong with the code! If you hover the mouse cursor over the line, an error mes­sage tooltip will pop up. If you have a larger section of code with many errors in it, you can get a full list of errors in your code by pressing ***F6*** in MSVS. Some error mes­sages may be hard to understand for a novice programmer, and the best advice is often simply to try to read the code again, and use your common sense to spot the problem.

In general, you should try to fix errors as soon as you see them! If you have more than one error in your code, some errors may actually not be true errors, but rather errors that occur because the previous code is incorrect. In that case, you should try to fix the errors from the top and downwards.

If we zoom out just a little bit in the code in the **InsertCodeHere.cs** file, you will notice some more lines of text:

// The FIRST line of code should be BELOW this line

Console.WriteLine("Hello, world");

// The LAST line of code should be ABOVE this line

Are these new lines also C# code? No, they are so-called **comments**. A comment is just a piece of text that MSVS does not consider to be code, and it will therefore ignore it when compiling the code. Comments are thus only present in order to help the human being working with the code. A single-line comment like the two above must always start with the symbol **//**. A multi-line comment must start with the symbol **/\***, and end with **\*/**.

The ability to add comments to code is very common in programming languages, and it is consider good practice to add comments to code that has a certain complexity[[6]](#footnote-6), to help those that might work with the code at a later time.

In this specific situation, the two comment lines have been added to outline the “sandbox” (hence the project name) within which we will play around for a while, to learn about the fundamentals of programming.

# Programming I – fundamentals

We have already discussed what the programming process as such is all about – instructing the computer to do our bidding! Being a bit more specific, we can say that programming essentially deals with **representation** and **processing** of data.

Concerning processing of data, we can detail this activity further

* Obtain the data needed for a particular type of processing
* Store the data in the computer memory, in suitable data structures
* Perform the processing, according to certain business logic (algorithms)
* Store the resulting data in suitable data structures
* Enable the user to access the resulting data

The two main topics we need to delve into are thus:

* Data representation, using suitable data structures
* Data processing, using suitable algorithms (sequences of statements)

The first question to consider is then: What types of data do we wish to be able to represent and process? Possible types could be

* Numeric data (numbers)
* Text data
* Logical data
* Special-purpose data (pictures, music, etc..)

We will here focus on the first three types of data, since the last category typi­cally requires more advanced handling, which is beyond the scope of this text.

## Types and variables

From the computer’s perspective, the discussion about “types” of data is a bit meaningless, since all data is represented as sequences of **bits**, where the value of a bit is either 0 or 1. However, working directly at the bit level is somewhat obscure for human beings, so we like to group bits together in larger units, and interpret such a group in different ways.

The first level of bit grouping is to define a group of 8 bits as being a **byte**. We very rarely work at a finer level than the byte-level. As you may know, a modern PC will usually have between 4 and 16 Gigabytes of working memory (RAM). Each byte in the computer memory can be specified by its **address**. The address is just a counter starting from zero, up to the number of bytes in memory. When we place some data in the working memory of the computer, we are essentially just writing a sequence of bytes into a specific area of the memory, starting at some given address.

Suppose we want to store something more human-friendly than “raw” bit sequences in the computer memory, for instance an integer number (i.e. a number without any decimal part, like 12 or 704). How do we translate an integer number into bits? First, we can note that with 8 bits in a byte, we can create 28 (2 to the power of 8) different bits, like

00000000

00000001

00000010

00000011

00000100

00000101

…and so on, until

11111111

Hopefully, you can see a system here. If we choose to interpret the first bit sequence as the number 0, the next one as the number 1, the next one as the number 2 and so forth, we get:

00000000 = 0

00000001 = 1

00000010 = 2

00000011 = 3

00000100 = 4

00000101 = 5

…and so on, until

11111111 = 255

So, we can use a single byte to represent numbers from 0 to 255. Actually, since it is us that interpret the sequence of bits, we are free to choose a different starting num­ber than zero, if we also want to be able to store negative integers. Suppose we start from -128. We can then follow the same pattern as above, giving us a range from -128 to 127 (both included).

This is very nice, but what if we need to store larger numbers? We could then choose to use four bytes instead of just one to represent a number. That would give us a more impressive range, from –2147483648 to 2147483647. You could even use 8 bytes, giving you an even large range. A natural thought could then be *“well, lets be absolutely sure we have a large enough range! Lets use 64 bytes for each integer number!”*. For most applications, this would probably also work fine in this day and age, where even tiny devices have multi-gigabyte memories. Still, there was a time where memory was a more scarce resource, and there are indeed still many appli­cations today where you have to be quite careful w.r.t. memory consumption. A Machine Learning algorithm may need to represent billions of numbers, making it a highly relevant matter if each number takes up 4 or 8 bytes.

The general point, however, is this: Even though the computer stores everything as sequences of bits, we can fortunately make use of more human-friendly data types, that are available in C#. The compiler – and underlying code – will handle the details of the translation to bits for us.

A lot of these so-called primitive data types are available; we only present a few here, but feel free to look for additional information about other such types else­where. The names of the types are sometimes a bit obscure, which is often for historical reasons.

|  |  |  |
| --- | --- | --- |
| **Type name** | **Memory use** | **Description** |
| **int** | 4 bytes | A number without decimal part, like -98 or 6501.  Range: from –2147483648 to 2147483647 |
| **double** | 8 bytes | A number with decimal part, like 3.8716243456  Range: from about 10-308 to 10308  NB: Not completely precise! |
| **bool** | 4 bytes | A boolean value, either **true** or **false** |
| **string** | One byte per character | A sequence of characters, like ***“Hello!”***  NB: Strictly speaking not a primitive type! |

Notice how these four types match the three types of data (numeric, text and logical) we initially stated we want to be able to process. With that in place, we can begin to define so-called **variables** in C#.

A variable in C# - and programming languages in general – is just a piece of memory that we define as containing data of a certain type. We can then store and change the actual data as we wish, hence the term “variable”. The data in a variable will thus be located at a specific address in memory. However, instead of having to refer to that address directly, we assign a name to the variable as well. Creating such a variable in C# can look like this:

// Reserve space in memory for an int,

// refer to the address by the name “age”

int age;

// Store the value 24 in the address

// referred to by “age”

age = 24;

The first line of code is called a variable declaration, where we reserve some memory in the computer, with the intention of storing data of the type **int** in it. At this point, there is strictly speaking not any data in the variable yet (in practice, C# will set the value to zero initially). The next line – which is known as an assignment statement – puts the value 24 into the memory referred to by **age**.

If you are new to programming, but have some knowledge of mathematics, the second statement may seem confusing. You may think that this statement tries to compare **age** with 24 – which may be true or false, depending on the value of **age** – which is how to understand that statement in a mathematical context. However, in C# that statement is an action; we change the value contained in **age** to 24. We will soon see how to express a comparison of two values.

Suppose we added a third line of code after the first two:

age = 28;

This will change the value of (the data in) **age** to 28. What happened to the previous value of 24? That value is now irretrievably lost! A variable of this type can contain only one value of the specified type, so assigning a new value to the variable will overwrite the existing value.

Finally, it is considered good practice to initialise – i.e. assign an initial value – to a variable as part of the declaration statement, like this:

// Reserve space in memory for an int,

// refer to the address by the name “age”,

// and initialise the value to 24.

int age = 24;

If the initial value of an **int** variable should be 0, you should still write this explicitly, even though an **int** is initialised to 0 by default. By writing it explicitly, you remove any doubt about whether or not you simply forgot to initialise the variable…

## Arithmetic

A very important part of most programming tasks is **arithmetic**. Almost all program­ming languages support arithmetic, since much data processing has an arithmetic nature – we perform calculations. The specific syntax may vary somewhat between the different languages.

C# supports most common arithmetic operations, but there are certain operations that differ from “classic” arithmetic. We have already seen an assignment statement

int age;

age = 24;

Again, be aware that the second line means *“change the value of age to 24”*, and NOT *“compare the value of age to 24”*.

Below is an example of very simple arithmetic

age = 24 + 32; // Now age is 56

That is perhaps not the most mind-bending example, since we could just have written 56 directly on the right-hand-side of the **=** symbol. A bit more interesting is this:

age = age + 10;

Can we really assign to a variable, and use the variable itself on the right-hand-side as well? Yes, because the expression on the right-hand-side will be evaluated first – using the value currently assigned to **age** – and the resulting value is subsequently assigned to **age**. Suppose the value of **age** is 24 when the statement is reached. The first step is then to evaluate the right-hand-side, which is 24 + 10, i.e. 34. Next, the value 34 is assigned to **age**, thus replacing the previous value of 24.

We can have complex expressions on the right-hand-side of an assignment, involving several variables, say

double tax = incomeTax + housingTax + 0.5\*zoneTax;

assuming that the variables on the right-hand-side have been declared previously.

Doing addition, subtraction and multiplication with integer numbers is fairly straight­forward (even though integer overflow is a pitfall). Division can be slightly more tricky. Consider the below code:

int a = 7;

int b = 4;

int c = a / b; // a divided by b

The result is NOT 1.75 as you might expect, but 1. When doing arithmetic with inte­gers, the result will also be an integer. Also, there is no rounding of the result. It might seem more natural that **c** should become 2, but it doesn’t!

There are some non-standard operators in C#, for instance the “remainder” operator % (or “modulo”)

int a = 7 % 4;

The result of the above is 3 – the remainder when dividing 7 with 4 (integer division). The modulo operator is not something you will use very often, but it can come in handy when e.g. checking if, say, a number is even. We will see such examples later.

The usual rules for so-called operator precedence also apply in C#, so e.g.

int a = 2\*3 + 4; // This is 10, NOT 14

Use of parentheses is also allowed, and follows standard rules from mathematics. It is often a good idea to use parentheses to increase readability, even if they are not strictly necessary.

## Code Quality, part I

We are now at the brink of being able to write small pieces of C# code ourselves. Before that, it is now an appropriate time for an initial discussion of code quality, and setting up a few good habits to follow.

We have already seen that a first hurdle to pass for any C# application – even the size of just a few lines of code – is to be syntactically correct. If we cannot achieve that, we cannot even compile our code, let alone run it. So, this forms a (trivial) first criterion for high-quality code: it must be able to compile!

The next hurdle is usually much harder: the C# application should behave according to specification. For any real-life application, this is almost impossible to achieve! We might achieve a state where “almost everything” behaves as expected, but reaching an absolute 100 % is usually unrealistic. At some point, the effort to get closer to 100 % may not be worthwhile, since the remaining errors may be quite insignificant. Exactly when this break-even point is reached will be highly dependent on the type of application. A software control system for a nuclear weapon should (hopefully) be much closer to 100 % than a harmless mobile game needs to be… Regardless of this, the degree of compliance to requirements is also a relevant measure of quality.

Suppose now that the application can compile, run and seems to behave as specified (to a reasonable degree). Are we then done? Can we not increase the quality further? In some situations, we could actually say that “we are done”. We might just need the software to demonstrate that something is possible (a proof-of-concept), and discard the software after the demonstration. In a lot of other real-life situations, however, the code will need to be updated at a later time, perhaps very significantly. Software tends to have a long lifecycle, and will in many organisations outlast those employees that originally wrote it. A piece of software may thus “change hands” many times during its lifecycle. Such a change of hands will often come at a significant cost, since the new programmer will need to get acquainted with the software, before being able to safely and easily modify it. Therefore, we should strive to create code that is as easy as possible to maintain and extend, in order to reduce this cost.

Writing code that is “as easy as possible to maintain and extend” is somewhat sub­jective. What does this mean in practice? This is quite hard to pin down, and there are diverging opinions about it. Historically, it has to some extent been assumed that as long as you were careful about specifying and designing your application, the resulting code would automatically be of high quality. This has proven to be an illusion; in the real world, requirements may change rapidly, and we cannot up-front anticipate how the optimal end design will be. We must therefore do the best we can on the basis of the available information, but also be prepared to spend time on making quality improvements to our code, that do not add extra functionality. Over the years, some agreement has been reached concerning what such improvements might specifically be; the famous (in the programmer community) book **Refactoring[[7]](#footnote-7)** by Martin Fowler gave a first comprehensive presentation of a large number of so-called “refactorings” that can be applied to code, with the sole purpose of improving code structure, while keeping the functionality intact. These refactorings range from the very simple – as we shall see in a moment – to the quite sophisticated.

Just as we can probably never reach the “100 % compliance to requirements” level, we can probably never reach a “100 % perfectly structured code” level either. How­ever, improvements will still have value until some breakeven point. One of the simplest refactorings is simply called **Rename**.

Consider the code below:

double x = 25.00;

double y = 6.00;

double z = 0.08;

double t = x \* (1.00 + z) + y;

What does it do? You can probably see that some arithmetic calculation is going on, but it is hard to figure out what those variables actually mean.

Now compare it to this code:

double netPrice = 25.00;

double shipping = 6.00;

double tax = 0.08;

double totalPrice = netPrice \* (1.00 + tax) + shipping;

Now it should be clearer what this is all about; calculating the total price for a bought item, including tax and shipping. The logic of the two examples is identical, however. This may be too small an example to be convincing, but imagine that the calculation of the total price had been coded wrong (we assume the logic should be as above). Which of these two lines makes it easier to spot the error?

double t = x \* (1.00 + y) + z;

or

double totalPrice = netPrice \* (1.00 + shipping) + tax;

The simple practice of using descriptive names for variables (and other elements in your code) is a first good habit to get into!

You may also notice that besides using descriptive names, a distinctive style has also been used with regards to the choice of small and capital letters. For variables like the above (which we will later know as being so-called **local variables**), we will use a style known as **camelCase**. A word written in camelCase will

* Start with a lower-case letter
* Not contain underscores
* If the word is concatenated by several word, each word after the first word will start with a capital letter

All the four variables in the example above are examples of camelCase. We choose this style simply because it is recommended by Microsoft. Trying to use descriptive variable names written consistently in camelCase is a good starting point for an aspiring programmer!

At this point, you may start to sense what all these tools, functionalities and whatnot we have crammed onto the computer are actually good for. They all play a role in helping us get past the three hurdles of software development:

* Make the code compilable
* Make the code conform to requirements
* Make the code of high quality

We have only looked briefly at some of the tools, and not at all at others, so the full picture is probably far from clear yet. It may also be hard to distinguish if a certain feature comes from MSVS or e.g. ReSharper, but it doesn’t really matter. The entire suite of tools are designed to collaborate within the framework of MSVS.

## Screen output and type conversions

We still need a small piece of knowledge before we can be let loose on some code. We should now be capable of writing small pieces of code…but we cannot really present the results of e.g. an arithmetic calculation anywhere. It would be nice to

be able to print it on the screen, in a fashion similar to the ***“Hello world!”*** example.

Fortunately, that is not too hard to do, but requires some understanding of how data becomes “printable”. We have already seen that the code line

Console.WriteLine("Hello world!");

will write ***Hello world!*** on the screen. We could change the line to

Console.WriteLine("How are you today?");

and see ***How are you today?*** printed on the screen. So, it seems like everything we stuff into the highlighted area gets printed:

Console.WriteLine("Whatever you want printed…");

So, we could maybe do this in order to print the value of a variable:

int age = 24;

Console.WriteLine("age");

Try it! It doesn’t work as we hoped… It prints ***age*** rather than ***24***. The problem seems to be that whatever we put into the highlighted area literally gets printed. Well, that is partly true. The “ and “ symbol on either side of the highlighted area are used to delimit a **string**, while not being part of the string themselves. If we put something between the delimiters, it will always be interpreted as a string.

Can we then just get rid of the string delimiters, like

int age = 24;

Console.WriteLine(age);

Indeed we can! We can now print the value of the **age** variable, and thus print the value of any variable we wish. The **Console.WriteLine** method (we will talk much more about methods pretty soon) is quite flexible with regards to what it can print on the screen. It will print almost everything you put inside the parentheses, or rather; it will try to print the best possible string representation of it. When the value of **age** was printed, it was in fact the string “24” that got printed. For us, that distinction is a bit academic, since the conversion from the number 24 to the string “24” is trivial. We will see later that such conversions can be more complicated.

So far, so good. But what if we want to print something more descriptive, maybe like ***The age now has value …*** followed by the value of **age**. Somewhat surprisingly, you can do this in the following way:

string message = "The value of age is " + age;

Console.WriteLine(message);

What is happening on the right-hand-side here? It looks like we are adding a **string** to an **integer** variable!? Well, the compiler will happily compile and run the code, indeed printing the intended message… What we see here is an example of type conversion.

We saw earlier that you need to be careful when doing integer division, since the result will also be considered an integer. What happens if you try to divide an integer value with a decimal value (i.e. a value of type **double**)? Try to run this code:

int age = 24;

double someNumber = 1.3;

Console.WriteLine("Dividing age by 1.3 is " + age/someNumber);

If an arithmetic operation involves variables of different type, the compiler will choose one of these types and convert all elements to this type. In the example, we use the types **int** and **double**. Which type should be chosen? If **int** was chosen, we would have to convert 1.3 to an integer, and thereby lose the decimal part. If **double** is chosen, the **int** value 24 can simply be converted to 24.0, which is a perfectly valid decimal number. The type **double** is therefore chosen, and the result will thus also be of type **double**. That value can in turn be converted to a **string** type, which is done inside the parentheses of **Console.WriteLine** (note that addition of strings simply means to add the second string to the end of the first string; this is also known as string concatenation).

In general, the compiler allows automatic conversion of types if no information is lost during conversion. We saw above that **double**-to-**int** conversion is problematic, because we lose the decimal part (and thereby some information), but **int**-to-**double** conversion is safe, because any integer value **x** can be converted to **x**.0.

Using string concatenation is one way of printing a longer message – consisting of a mix of text parts and variable values – on the screen, using **Console.WriteLine**. However, there is another way to do this which might be more convenient, by using

a so-called formatting string. Suppose we have two variables like:

string name= “James”;

int age = 23;

and want to print a message like ***James is 23 years old***. Using a formatting string, this will look like:

Console.WriteLine("{0} is {1} years old", name, age);

Notice the use of the curly brackets, like the **{0}** and **{1}**, inside the string. This should be understood as: Take the value from the first variable following the string (in this case, the variable called **name**), and replace **{0}** with that value. Then take the value from the next variable (**age**), and replace **{1}** with that value. In this example, **{0}** is then replaced with “James”, and **{1}** is replaced with “23”, producing the string above. Note that you can use this principle for as many variables as you wish, by adding **{2}**, **{3}** etc. to the formatting string, and adding the variables themselves after the format­ting string (separated by comma).

Finally, you should note that you can even put expressions instead of just variables into a formatting string. The below code

Console.WriteLine("In ten years, {0} is {1} years old", name, age+10);

is perfectly valid as well.

## Logic

The ability to process so-called **logical expressions** is also a key element in almost all programming languages, and indeed also for C#. A logical expression is an expression that evaluates to either **true** or **false**. This type of logic is also known as **Boolean logic**, since it was invented by British mathematician George Boole.

Boolean logic fits very well into the realm of computers, where the **bit** – which can also only have one of two values – is a fundamental concept. Boolean logic is also useful for controlling the **flow of execution** of the code in an application. We will soon see examples of code where certain conditions will decide which part of the code to execute next. Such conditions will be of the kind that are either **true** or **false**.

The most common form of Boolean logic encountered in programming is to evaluate a **relationship** between two elements. A very simple – but quite common – example is to evaluate if two elements are equal to each other. If the elements are e.g. integer numbers, this evaluation is pretty trivial. Other situations are less trivial; consider for instance the strings “Hello” and “hello”. Are they equal? Time will tell…

Starting out with integer numbers, the below code is a simple example of such an evaluation:

int firstNumber = 12;

int secondNumber = 14;

bool areTheyEqual = (firstNumber == secondNumber);

Console.WriteLine("The numbers are equal : {0}", areTheyEqual);

Notice in particular the highlighted area; here we compare the value of **firstNumber** to the value of **secondNumber** (more precisely: we evaluate if **firstNumber** is equal to **secondNumber**). The **==** symbol is a **logical operator**, used to evaluate if two values are equal to each other. Notice that we do not use the single-equal symbol (**=**) for this purpose, even though it might seem natural. Remember that single-equal is used when we assign a new value to a variable! This distinction is very important, but also a bit confusing for those new to programing. As a challenge, try to remove one of the = symbols in the expression, and see what the compiler thinks of that…

Several additional logical operators are available; below is a table of those most com­monly used:

|  |  |
| --- | --- |
| **Operator** | **Meaning** |
| a == b | a is **equal to** b |
| a != b | a is **not** **equal to** b |
| a > b | a is **strictly greater than** b |
| a >= b | a is **greater than or equal to** b |
| a < b | a is **strictly smaller than** b |
| a <= b | a is **smaller than or equal to** b |

The meaning for all of these operators should be pretty clear, as long as we are dea­ling with numerical values. It is less clear what it means that a string is “smaller than” another string. Shorter? Starts earlier in the alphabet? Depending on the type of the elements you try to compare, it might only be certain of these operators that make sense. The compiler will tell you if you try to perform a meaningless compari­son.

A well-known pitfall in relation to the equal operator occurs when working with deci­mal numbers (of e.g. the type **double**). A decimal number cannot be guaranteed to be represented precisely in memory (how would you represent 1/3 = 0.3333…. ?), so you may experience small so-called **rounding errors** when doing arithmetic with decimal numbers. If you perform a complicated calculation and expect the result to be pre­cise­ly 4, the result might actually be 4.000000001. If you then compare this value to precisely 4, the comparison will evaluate to **false**. A typical workaround is to define a small value (often called **epsilon**) and define that two decimal values are indeed con­sidered equal, if the difference between them is smaller than **epsilon**.

Returning to integer values again, we observe that the operators listed above make it possible to e.g. check if a number is smaller than a certain value (say, 10), like so

int age = 8;

bool isSmaller = (age < 10);

What if we want to check if a value falls within a certain interval? Say we wish to check if somebody is a teenager. The value of **age** should then be:

* Smaller than 20, and
* Larger than 12

So, both of these conditions must be fulfilled. In order to express this in code, we need to introduce the **AND** operator. The AND operator allows us to combine two logical expression into one (more complex) expression.

int age = 14;

bool isTeenager = (age < 20) && (age > 12);

The highlighted symbol **&&** means AND. So, the right-hand-side should be read as “**age** smaller than 20 AND **age** larger than 12”. The somewhat obscure && notation for AND is mostly a matter of tradition.

A close sibling to the AND operator is the OR operator. Suppose we wish to check that somebody is not a teenager. The value of **age** should then be:

* Larger than 19, or
* Smaller than 13

So, just one of these conditions must be fulfilled. In code, this becomes

int age = 14;

bool isNotTeenager = (age > 19) || (age < 13);

The highlighted (and also slightly obscure) symbol **||** means OR. You could say that OR is the more forgiving brother to AND; where AND requires both expressions to be true, OR only requires one of them.

A third member of this small family is the NOT operator. If a NOT operator is used in front of a logical expression, it simply reverses the value of that expression. We could have used that in the previous code example:

int age = 14;

bool isTeenager = (age < 20) && (age > 12);

bool isNotTeenager = !isTeenager;

The highlighted symbol ! means NOT. With these three operators available, we can build up very complex logical expressions, in the same way as we can build up very complex arithmetic expressions. Again, use of parentheses may improve the read­ability of complex logical expressions.

Finally, it can be useful to see how these operators work by means of a **truth table**. Here we list all four possible combinations of two logical expressions A and B, and the result of applying the operators described above:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **A** | **B** | **A && B** | **A || B** | **!A** |
| true | true | true | true | false |
| true | false | false | true | false |
| false | true | false | true | true |
| false | false | false | false | true |

## Functions

We now have some basic tools available that allow us to write non-trivial pieces of code. For instance, we can calculate the average of three integers:

int average = (value1 + value2 + value3)/3;

This is still rather simple, but if we must do this several places in our code, it becomes tedious to write again and again. This is even more problematic if the logic is more complex. Instead of this, we would like to define the logic in one place, and then refer to that logic instead of writing it again over and over. We can do this by defining a so-called **function**.

A function is a fundamental concept in programming. The syntax may vary a bit from language to language, but you always need to

1. Name the piece of logic, so you can refer to it
2. Define what input the function needs
3. Define the logic of the function
4. Define what the output of the function is

A function written in C# for calculating the average of three numbers – as we just did above – could look something like this:

int CalculateAverage(int val1, int val2, int val3)

{

int average = (val1 + val2 + val3) / 3;

return average;

}

We do not know enough about C# to fully understand this code yet, but the code actually conforms to the four points written above:

1. The name of the function is **CalculateAverage**
2. The function takes the three integers **val1**, **val2** and **val3** as input
3. The logic is to calculate the average of the three values given as input
4. The output is the average value just calculated

We will later on use other words to describe input, output and logic, but the principles are just as described here.

We can now use the function **CalculateAverage** elsewhere in the code, whenever we need to calculate the average of three integers. We can **invoke** or **call** (we will usually use the term **call**) the function by writing code like this:

// Assume that ageJohn, ageJim, ageJack are integer variables

int ageAverage = CalculateAverage(ageJohn, ageJim, ageJack);

Note that we are using an assignment statement here; if we want to use the output value returned by the function for something useful, we need to e.g. assign that value to a variable. Also note that it is possible to use a function as part of an expres­sion, as illustrated in the somewhat silly code below:

int ageAveragePlus10 = CalculateAverage(ageJohn, ageJim, ageJack) + 10;

This is perfectly valid C# code; the compiler will look at the function and think *“Well, the output of calling that function will produce an integer value, so I can just add 10 to that value, no problem!”*. As long as the type of the value produced by the function can be used in the expression the function is part of, everything is fine.

At this point, you may think that we haven’t gained that much by defining a function, since it would be just as easy to simply write the statement that calculates the ave­rage directly. That is true for a simple example like this, but imagine when the logic becomes more complicated. It may then require several lines of code to express the logic in C# code, and it would both be tedious and error-prone to have to write out that collection of statements over and over in the code. Also imagine if you suddenly found an error in your logic! If you had repeated the code over and over in your appli­cation, you would have to correct the error in a lot of places. If you defined a function instead, you only have to fix the error in one place; inside the function.

Another extremely useful property of functions is that you can call a function inside another function. This allows you to define functions at various levels of abstraction in your code. At the lowest level, you may have functions like **CalculateAverage**, that only use simple C# statements. At the next level, you may have functions that call functions like **CalculateAverage**, and they may in turn be called by other function at even higher levels, and so on. This allows you to break down very complex logic – maybe requiring thousands of statements – into manageable parts.

## Pre-OO programming

We have now been introduced to types and variables, basic arithmetic and logic state­ments, and the general concept of functions. In the “old days” of computer program­ming (before ca. 1990) – before so-called **Object-Oriented programming** – this was more or less the level of abstraction applications were written at. Once you master Object-Oriented programming, you may wonder how it was ever possible to create complex software with just these facilities. Still, people did write software to put men on the moon back then…

What we have learned now does indeed relieve us of many considerations that earlier programmers had to handle themselves:

* We can use variables and types, and do not have to worry about details of actual data representation and memory management.
* We can define and use functions, that allows us to divide complex logic into manageable parts.

As indicated above, this alone enables creation of very sophisticated software. How­ever, there was a growing sense in the programming community, that such languages still made it difficult to model real-life concepts, like a “student” or “employee” in a system for school management. It was realised that such “entities” were in a sense a **self-contained unit of both data and functions**, and it would be beneficial to be able to express and use such entities more directly in programming languages. These con­siderations led to the emergence of **Object-Oriented programming**.

# Object-Oriented Programming I - fundamentals

Before the emergence of Object-Oriented programming, is was hard to establish a con­nec­tion between the data and the functions belonging to a specific real-life con­cept, like a “student” or “employee”. You could e.g. use a naming conven­tion that would imply that certain data and functions were related, but it was still difficult to create a “unit” of some sort in your code, that would correspond to a specific concept in the domain you were trying to model, like e.g. a “student”. Object-Oriented pro­gram­ming (or just **OO-programming**) introduces concepts to allow just that!

## The Object concept

The central concept in **OO-programming** is the **object**. An object is something that can be created (in the memory of the computer) when your application runs. Objects are created, used for certain purposes, and may also disappear again when they have served their purpose. If your application is a school management system, the appli­cation may start by reading data from an external source, and use that data to create several objects. Each object will be of a certain type; in a school management system, you might have objects of type **Student**, other objects of type **Teacher**, and so on. The objects may be used for many purposes, like being shown on the screen, used for certain calculations, etc.. All that will (of course) be defined by the C# code somebody wrote for creating the application.

This probably sounds radically different than the simple types and variables that we have seen so far – and it is! However, there is nothing magical about it. From the computer’s point of view, things are represented the same way as before. Object-orientation is thus only a tool for making it easier for humans to express (human) logic in terms of code. If there is anything close to magic going on, it is perhaps inside the compiler itself, which has the rather formidable task of translating human-friendly code into (radically different) machine-friendly code…

## State and Behavior

The fundamentally new idea in OO-programming is to join both data and logic into single units (objects). In the OO-world, some different terms are used:

* When talking about the **data** contained in an object, we usually refer to the **state** of an object.
* When talking about the **logic** contained in an object, we usually refer to the **behavior** of an object.

It requires a bit of practice to be comfortable with these terms. As a specific example, suppose we have an object called **john** in our code. For now, we don’t worry about how such an object is created – we’ll learn that soon. We already know that an object should have a type – the type for the object **john** is called **Human** (very soon, we will also learn where such a type as **Human** comes from). So, the object **john** is supposed to represent a human being. More precisely, we can say that the object **john** repre­sents a model of a human being, i.e. that model which is defined by the type **Human**. Exactly what this model contains will be very situation-specific. In some applications, we may only need a very crude model of a human being, that only contains a little bit of state-and-behavior. Other applications may require that we have a much more detailed model.

Suppose that **john** is a fairly simple object (i.e. **Human** is a very simple model of a human being). What “state” is the object **john** in? We defined above that the term “state” is related to data, so a “state” is simply a set of values, that in total describe the state that this particular object is in. In our simple example, we could define that the only data that is relevant here is the name, weight and height. So, if we can obtain these three values, we will know what state the object **john** is in. You can think of the object **john** as a little box containing the described data:

john

Name: John Smith

Weight: 85

Height: 185

During the entire lifetime of the object **john**, we expect that it will always contain these three values, and that each value will always be meaningful. A natural way to use the object would then simply be to get information from the object, if we need it for some purpose. Imagine that there are a lot of objects of the type **Human** present, and we want to calculate the average height for all of them. We would then “ask” each object for that particular information, and expect the object to “respond”.

More generally, we will usually want to be able to “ask” an object for information about its “state”. We may even want to be able to change the state of an object, by providing the new value for a particular piece of the state. Maybe the real-life John has gained a bit of weight, so we would like to update Weight to 90.

## Public and private appearances

When you look at Name, Weight and Height in the blue box above, you may – very naturally – think *“Ah, that’s just three variables! One of type string, and two of type integer”*. The truth is slightly more complicated, however. As a first version of our object, it would indeed be very natural to define it to contain three “variables” (we will soon see that a different term is used), and also that we should be able to – for each variable – get its current value and update its value. Suppose now that we also want to know if an object – or rather; the person represented by the object – is overweight. One definition of overweight is that if your so-called **BMI** (Body Mass Index) is higher than 25, you are considered to be overweight. The BMI is defined as:

BMI = (weight in kilograms) / (height in meters)2

Calculating the BMI with the numbers for **john** given above gives 24,8. Good for John! But the pending question is: should we add a fourth variable to **john**, to hold the value of the BMI? It’s tempting to do this, but consider the definition of BMI. It only uses information that is already present inside the object! So, adding a fourth variable would be a bad idea for three reasons:

* The object would use a bit more memory
* If you update either the weight or the height, you must also update the BMI
* You may risk that the information inside the object becomes inconsistent!

The last two points are closely related; you should definitely avoid having redundant data in an object! Not only simple, duplicated data, but also data that can be calcula­ted from other data. So, no fourth variable inside **john**!

Deciding not to keep the BMI explicitly represented inside the object does however not solve the original problem: we wish to be able to ask the object what its BMI is, and we don’t want to calculate it ourselves. The last point is important; even if we would be able to calculate the BMI ourselves, by extracting the relevant information from the object, we should not have to be burdened with this. We should not need to know the details of BMI calculations, since we are only interested in the result!

This discussion brings us to another powerful feature of objects: the way an object “presents itself” to the outside world (i.e. the state-and-behavior the outside world can obtain from the object) may differ from how state-and-behavior is represented inside the object itself! In our case, the outside world is interested in knowing about four different properties of the object **john**: the Name, Weight, Height and BMI. However, the clever creator of **john** – or more precisely, the type **Human** of which **john** is one instance – has figured out that we only need to store the three first values inside the object:

John (public)

Name: John Smith

Weight: 85

Height: 185

BMI: 24,8

John (private)

name: John Smith

weight: 85

height: 185

The outside world

You can think of an object as having a “public” and a “private” side. The public side is how the object presents itself to the outside world, i.e. what state-and-behavior the object makes available to the outside world. The private side is how the state-and-behavior is actually represented inside the object. In some cases, the relation between public and private is quite trivial: the (public) property **Height** is simply the value of the (private) variable **height** inside john. In other cases, the relation may be more complex, as we just saw for BMI. However, the outside world doesn’t care about this. The BMI is “just another property” and can be treated as such.

This ability seems to solve our problem. We can present a simple set of public proper­ties to the outside world, and hide away the details of implementation inside the object. There is a slight complication, though. We have argued that an external user should be able to obtain – and change – the value of a property. In the example, this makes perfect sense for Name, Weight and Height. But what about BMI? It does not make sense to set the value of BMI directly, since there is no correspon­ding variable inside the object…. Now what? Fortunately, the C# language makes it possible to set restrictions on what an external user can do with a property. For most properties, you can both **get** (i.e. retrieve the current value) and **set** (update the value) the property, but you can also specify that only the get-part is available. That would be a natural restriction to put on the BMI property.

The above concerns the “state” of an object, and how an external user interacts with it. The “behavior” part is similar, and it may sometimes be hard to see exactly where to draw the line between interaction relating to state or to behavior. As a somewhat vague definition, we can say that behavior is something we invoke to make an object “do something”. A behavior will be implemented in terms of a **method** (which is essentially the same as a function) that an external user can call, in a manner very similar to calling a function. A simple example could be a method called **PrintInfo**, that prints something about the object, in our example a method that could print:

*“Hi, my name is John Smith. My height is 185 cm, and my weight is 85 kg”.*

This is a “behavior” – when we invoke this particular behavior on the object **john**, this line is printed on the screen. It does not change the state of the object, however. We will of course see example of more interesting behaviors later. Just as for state, it may also sometimes make sense to define certain behaviors (i.e. functions) to be “private”, for instance if their only purpose is to help in the implementation of more complex, publicly available behaviors.

## The Class concept

We have several times claimed that all objects must have a type, and that the object **john** has the type **Human** in the example above. So, where do these types come from, and how do you define such a type?

In C# - and in OO-programming in general – types are defined by a **class definition**. A class definition is where you define all features that every object of this class will have. This includes:

* Publicly available properties
* Publicly available behaviors (called methods)
* Private data structures and methods needed to implement the public properties and methods.

Once a class definition has been completed, it will be possible to create objects of this particular class (i.e. type – we will also use term “class” from now). In our previous exam­ple, somebody must have written the **Human** class definition, in order to make it possible to create objects – like **john** – of the class **Human**.

It makes sense to distinguish between the creator of a class definition and a user of a class definition (by “user” we here mean a programmer that wants to use objects of a particular class). The creator will of course know about all details – both public and private – of the class, while the user only needs to know about the public parts. From the user’s perspective, the class is a kind of “black box”; the user can create objects of a particular class, and can interact with the objects through the public parts (also called the interface) defined in the class definition. However, the user cannot – and should not – obtain information about the internal structure of the class.

This separation of the public and private side of a class also enables a certain degree of freedom, with respect to changes in code. If a programmer uses objects of a certain class, he only uses the public part. So, as long as the public part stays unchanged, it is possible for the creator of the class to update the code inside the class definition, e.g. to fix errors or improve performance.

## Using objects of an existing class

Before we dive into the details of how to define a class, we take a look at how to use an already existing. The first question would naturally be: what classes are available for use? Class definitions can come from several sources, including:

* **The .NET class library:** The C# language is actually just one part of a larger soft­ware ecosystem called **.NET**, created by Microsoft. A part of this system is a very large collection of ready-to-use classes, called the .NET Framework Class Library. It is well beyond the scope of these notes to detail the content of the library, but once you get to a level where you need to create fairly sophisticated software, you may often find a class in the library that suits your needs.
* **Third-party suppliers:** The classes in the .NET class library are usually quite general, and are not focused on a particular real-world domain (say, finance). Some companies develop smaller, more specialised class libraries, that you (or your company) can license for use in your own projects.
* **Open source:** Just as for other kinds of software, there is also a fair amount of open-source C# code available from various sources.
* **Your company:** Most companies dealing with software development will deve­lop a code base over time, which might also contain useful classes
* **Yourself**: If all of the above fails, you may have to write a class definition yourself ☺.

There are various ways to try to navigate your way through a class library, and the easiest solution is often to use Google (or what ever search engine you prefer) for the job. The mechanics for making a class available for use in your project can vary a bit, and we take a closer look at that later. For now, we will just assume that class defini­tions can be made available.

Let us assume that a class definition for a class called **Student** is available. We should then be able to create an object of class **Student**. In C# code, this is done like:

Student firstStudent = new Student();

This line contains some new elements, but also elements we have seen before. Compare it with a line of code we should be familiar with now:

int age = 18;

The overall structure of these two lines is the same:

* A type name (a class is also just a type)
* A variable name
* An assignment operator
* A right-hand-side

For the second line, the right-hand-side is very simple; just a numerical value. The right-hand-side in the first line is more spectacular:

new Student();

This line reads: “please create an object of the type **Student**”. The keyword **new** is crucial here; this instructs the application that we wish to create a brand new object. The creation process is then set in motion, which essentially involves:

* Allocating a piece of memory, to hold the data that is part of the object
* Running a piece of initialisation code defined in the **Student** class definition, which ensures that the object is in a meaningful state once it has been created.

Note that we as users of the class do not need to know exactly what happens during this initialisation; we just need to know that the object is ready for use, once it has been created.

Once the line has completed, a brand new object of type **Student** has been created, and the variable **firstStudent** refers to that object. Note the term “refers to”, as op­posed “is equal to”. When we deal with objects, the assignment process is a bit more complex than assignment of primitive types like integers. When object creation is set in motion by the **new** keyword, we are in a sense making a method call. The return value of that call is a reference to an object. This also implies that the type of the variable **firstStudent** is not **Student**, but rather “reference to a **Student** object”. We discuss this distinction and its implications in a moment; for now, we will just see what we can do with this variable.

Given the variable **firstStudent** that now refers to a **Student** object, we can now interact with the object through this variable. Suppose that the class creator has decided that the **Student** class should contain a (public) property called **Name**. How do we then retrieve that property from the object? Like so:

string name = firstStudent.Name;

The most important thing to notice is the use of the “.” (dot) just after the variable **firstStudent**. This is how you specify that you want to interact with the object that **firstStudent** refers to. This is an extremely important point to understand! When you wish to interact with an object, you must specify what object you wish to interact with. Suppose we created not just one, but a couple of **Student** objects:

Student firstStudent = new Student();

Student secondStudent = new Student();

firstStudent.Name = "Allan";

secondStudent.Name = "Jane";

Console.WriteLine(firstStudent.Name);

Console.WriteLine(secondStudent.Name);

What will this code print on the screen? First ***Allan***, then ***Jane***. Even though both objects have the same type, they can easily be in different states. Just as most humans have different names, weight, height, etc., but are all of the class **Human**. A common beginner’s mistake is to write code like:

Student.Name = "Carl";

That does not make sense, because **Student** is not an object; it is the name of a class definition (it does, however, turn out that code like the above can make sense some­times, but we will cross that bridge when we get to it…).

Just as you might wonder how we get to know what classes we have available, you may also wonder what properties and methods we have available for (objects of) a particular class. Again, there might be various sources of information available, but the Visual Studio environment can also help you. As soon as you type the (.) dot after a variable that refers to an object, Visual Studio will pop up a list box with all those properties and methods you can make use of. Scrolling to a specific entry will often pop up some additional information about this specific entry. If you add comments formatted in a specific way to your own class definitions, those comments will actually also pop up when using objects of that class.

The example above illustrated how to retrieve a property from an object, i.e. a part of the state of the object. How about behaviors? Behaviors – in the form of methods – are invoked (or **called**, as we will usually say), in a very similar manner. Suppose we have defined a method **PrintInformation**, that does just that; prints out information about the object in a human-friendly way. Calling this method will look like:

firstStudent.PrintInformation();

This is very similar to what we just saw for properties, except for a subtle difference: the parentheses following **PrintInformation**. When a method is defined, the author can choose to define that a number of **parameters** must be included in a method call. A parameter is a piece of information that the method needs in order to do its job. Some methods do not need extra information – the **PrintInformation** methods finds the information it needs inside the object on which it is called, so the caller of the method need not provide any extra information. A method that does not need extra information – i.e. it takes zero parameters – will be called as above, using the method name followed by an empty set of parentheses.

Imagine now that we have a class that provides very simple mathematical methods like **Add**, **Multiply**, and so on. Would it make sense to have an **Add** method taking zero parameters? Not really – we need to tell the method what values to add. An **Add** method taking two parameters would make more sense, so we could make calls like **Add(3,7)**. The value returned by **Add** can be picked up in a variable, like:

int result = myCalculator.Add(3, 7);

Note the comma separating the two values; if a method needs more than one para-meter, the caller must provide them inside the parentheses, separated by commas. We used two specific values in the example, but we can actually put any sort of ex­pres­sion into a parameter list, as long as the type of the result matches the expected type of the parameter! This is also a very important point. We have here assumed that the **Add** method takes two integer values as parameters. A call like the below would therefore be illegal:

int result = myCalculator.Add("3", "7");

However, the below is indeed legal, but maybe a bit mind-bending:

int result = myCalculator.Add(myCalculator.Add(1,2), 3\*4);

Again; we can put any expression we can dream up into a parameter list, as long as it evaluates to a value of the expected type!

## Code Quality, part II

The attentive reader has probably noticed that we use a slightly different standard for naming classes, properties and methods, than we have used for variables so far. For classes, properties and methods, we also use the camelCase typography, but now with a capitalised first letter! The argument is – again – that this is a widespread standard, and we see no reason not to adopt it as well. This standard is often referred to as PascalCase.

We also – again – note that we should strive to give all our classes, properties and methods descriptive names, to increase the clarity of the code. However, the naming of properties and methods should take the class within which they are defined into account. What does that mean? If you are creating a class named **Student**, and this class contains a property that can retrieve the name of the student, it might be temp­ting to name this property **StudentName**. Such a naming is too verbose. If you are dealing with a **Student** object, it should be pretty obvious what a property named **Name** will return.

## Further on object creation

Previously in this chapter, we claimed that you could create a **Student** object in the following way:

Student firstStudent = new Student();

That is probably also correct, but it will depend a bit on what options the creator of the **Student** class has made available for object creation. Recall that we claimed that using the **new** keyword would cause certain actions to happen:

* A piece of memory is allocated, to hold the data that is part of the object
* A piece of initialisation code defined in the **Student** class definition is executed, to ensure that the object is in a meaningful state once it has been created.

The second part doesn’t really hold up, if you think about it. We have not given any details about the definition of the **Student** class, but it would be reasonable to expect it to provide several properties, for instance **Name**, **Address**, **DateOfBirth**, and so on. If you create a **Student** object as defined above, what state will it then be in? What would the **Name** property return? Probably nothing (e.g. an empty string), because we have not provided any information as part of the creation process! That is hardly a realistic modeling of the real world. In a school administration system, you would pro­bably not be able to create a new student in the system, unless some minimal amount of information is available (maybe name, address and social security number). Likewise, it seems reasonable to enforce a similar restriction on creation of **Student** objects. We should not be able to create a **Student** object with no informa­tion in it, since such an object is meaningless. Fortunately, the class creator can enforce such restrictions. With the knowledge we now have, we can see that the code for object creation looks similar to a method call:

Student firstStudent = new Student();

Note the (empty) parentheses. The object creation does in fact involve a method call, to this “initialisation code” we have mentioned before. Just as for any other method, the class creator can define that the method call for object creation must include a number of parameters. A more realistic version of the above code could then be:

Student firstStudent = new Student("Allan Smith", 1988, 2, 21);

In this case, we must provide four parameters (name and date-of-birth) in order to create a **Student** object. Now it seems more plausible that a just-created **Student** object will be in a meaningful state from the moment it is created.

Deciding exactly what information to consider mandatory for object creation will of course be highly situational, and it turns out that the class creator can provide several “versions” of the object initialisation code, each taking different sets of information as parameters. Ultimately, the requirement specification for the application will decide what versions that should be made available. In the terminology of class definitions, such a piece of initialisation code is known as a **constructor** (a method called when an object is “constructed”).

## Value types and Reference types

Before we dive into how to create class definitions ourselves, we need to understand a fundamental difference between objects and so-called **simple types** (sometimes also called primitive types).

Simple types are some of those types we saw early on in these notes, like **int** and **double**. We saw that we can e.g. create variables of a simple type, like:

int age;

We can also assign a value to such a variable, like:

age = 18;

We can even do both in one line, like:

int age = 18;

For objects, things looked a bit different. Object creation involved the use of the keyword **new**, like:

Student firstStudent = new Student("Allan Smith", 1988, 2, 21);

So, the syntax is a bit more complicated on the right-hand-side, when dealing with objects. The left side – where the variable is defined – looks pretty much the same. However, there is a subtle – but quite important – difference.

When you define a variable of a simple type like **int** or **double**, and subsequently assign a value to it, the content (when looking directly into the computer’s memory) of the variable will be that actual value, which is probably what you would expect. Such a variable is therefore known as a **value-type** variable.

However, if the type of the variable is a class (like above, where **firstStudent** is of type **Student**), the content of the variable is not the object itself, but instead a reference to the object. You may recall that we earlier on stressed that a variable like **firstStudent** has the type “reference to an object of type **Student**” rather than just **Student**. The reference is as such just an address specification into the memory of the computer; the important point to grasp is that the variable does not contain the object itself, only a reference or “handle” to it. Such a variable is thus called a **reference-type** variable. These considerations give rise to (at least) two questions:

* Why does this difference exist?
* Should I care?

The first question is hard to answer precisely without getting into rather technical details about computer memory management, but it is to some extent a consequence of the fact that simple types have been around longer than classes and objects. When the concept of classes and objects entered programming languages, it was realised that a more advanced form of memory management was needed, but the existing, simpler memory management was retained for the simple types. The fact that this difference exists is simply something we as programmers must embrace.

Should you care about it? Yes, because this difference has some consequences that will seem quite surprising, if you don’t know a bit about what happens “under the hood”. Buckle up…

Consider first two variables of a simple type, like **int**. We can create them like this:

int age1 = 18;

int age2 = 21;

These two variables will occupy two separate parts of the computer memory, as illustrated below:

Age2

21

Age1

18

We can change the values of the two variables as we wish, even using the value of one variable to set the value of the other:

age1 = age2;

age2 = 23;

Age2

23

Age1

21

For objects, things work in a different way. The statement

Student s1 = new Student();

will create a new **Student** object somewhere in memory, and set **s1** to be a reference to that object (we have momentarily suspended our intention to give descriptive names to all variables…):

s1

(Student object)

This is by itself not really something we need to think much about, since we know how to interact with an object through the reference ( e.g. **s1.Name**). Let’s bring one more variable into play, and update the code to:

Student s1 = new Student();

Student s2 = s1;

How many variables have we created? Two. How many **Student** objects have we created? Only one! But both variables (of reference type) now refer to the same **Student** object, like so:

s2

s1

(Student object)

Is that a problem? Not as such, but try to guess what the code below will print on the screen:

s1.Name = "John";

s2.Name = "Allan";

Console.WriteLine(s1.Name);

If this didn’t surprise you… well, good for you! Some might guess that ***John*** would be printed, since we set the name for **s1** to “John”. However, the next statement will overwrite that name, since **s1** and **s2** both refer to the same object! Saying that we “set the name for **s1** to John” is too simplified. What we actually do is to “set the name for the object referred to by **s1** to John”. As it happens, **s2** also refers to that object, thus overwriting the name we previously assigned. The assignment statement we saw previously:

Student s2 = s1;

will not create a new **Student** object, by only set the references equal to each other!

An additional difference between value-type and reference-type variables is the fact that reference-type variables can be set to refer to… nothing. The special keyword **null** is available for this particular purpose:

Student s1 = null;

This is often used in practice; you may have some sort of complicated object in your code, that is only created if certain circumstances apply. The fact that a reference-type variable can be equal to **null** does however make it more complicated to use such a variable for e.g. calling a method. Suppose that **s1** is indeed equal to **null**. What should happen if you try this:

Console.WriteLine(s1.Name);

**s1** does not refer to any object, so there is no way to retrieve a name… If you try this, you will see that Visual Studio will respond with an error message reporting a “null pointer exception”. Trying to use a null reference is a very common error in program­ming, and is something you will need to anticipate and handle, once you get to know what to do about it…

This chapter should have provided you with enough knowledge to use existing classes, by creating objects and using the available properties and methods. Next, we shall see how to create our own class definitions.

## Class definition elements

Being able to define your own classes provides you with the ultimate ability to create “packages” of functionality, that fit exactly to your needs. It is, however, still worth the effort to explore various sources for existing classes first. The amount of available classes is ever-growing, and one of those may be a close-enough fit.

With that in mind, we will embark on the – somewhat large – topic of creating classes from scratch. Visual Studio will help you get started: If you highlight a project in the Solution Explorer – this could be the **Sandbox** project we have used previously – and right-click to bring up the context menu, you can choose the entry:

***Add | New from template | Class***

Choosing this entry brings up a tiny dialog window, where you simply enter the name of the class you wish to create. To create a class called **Human**, simply type “Human” (without the “”) into the box, and hit the ***OK*** button.

This sets a couple of things in motion in Visual Studio. A new file called **Human.cs** is added to the project, and the file is also opened by Visual Studio in the editor area. The initial content of the file should look like this:

namespace Sandbox

{

public class Human

{

}

}

We need not worry about the first and last line; this is related to a unit of organisation called namespaces (see the chapter on Code Organisation), which is not important now. We will thus zoom in on this bit:

public class Human

{

}

This is an absolutely minimal definition for the class **Human**. With this, we can actually start to create objects of type **Human**, but they will not be very interesting, since they have neither state nor behavior.

What do the parts of this definition mean? Let’s break it down:

* First is the keyword **public**. This is an **access specifier**, which tells us that this class can be used by everyone else. You might wonder if you would ever choose otherwise, but once you create larger projects, it may make perfect sense to keep some classes “private”, i.e. only to be used internally in the application code. In these notes, we will always create public classes.
* Next is the keyword **class**. This simply tells us that a class definition will now follow.
* Then follows a **{**, often referred to as a **curly bracket**. This symbol – along with the counterpart symbol **}** – are the delimiters of the class specification. Every­thing related to the class definition must be placed within these brackets.

Since all class definitions must contain this bare minimum, Visual Studio is kind enough to generate this code automatically.

The specific content of a class definition will vary from class to class. However, the content falls in a few well-defined categories, which we will detail in the following.

### Instance fields

We have seen examples of variables several times, and variables will usually also be part of a class definition. However, variables in a class definition can have different purposes. Some variables will be used inside methods (we get to method definitions very soon), but other variables are used for representing the state of an object of the class. These variables are called **instance fields**. The word “instance” signify that whenever a new object is created, this object will contain its own set of instance fields, that are independent of the instance fields in other objects. If you change the value of an instance field in one object, it will not effect the corresponding instance field in any other object.

If we wish to add an instance field to the **Human** class, to hold the name of an indi­vidual, it will look like:

public class Human

{

private string \_name;

}

This sort of looks like what we have seen before, with a few additions. The keyword **private** indicates that this instance field can not be accessed from the outside. That is, if you create a **Human** object, and try to get hold of the value of the instance field (or try to change it), the compiler will protest – that is an illegal operation. Again, you may wonder why you would create an instance field and then hide it away; the main reason is that we want access to such an instance field to go through a so-called **property**. We have mentioned these properties in the previous chapter, and we shall see in a moment how to create a property.

Also, we have prefixed the name of the instance field with an underscore (\_). This has emerged as a standard for “branding” instance fields in a way that distinguishes them from plain variables. We adopt that standard as well, and encourage you to do so.

If we wish to add more instance fields to our class, we simply add them one after another (it is considered good form to define instance fields on separate lines):

public class Human

{

private string \_name;

private int \_height;

private int \_weight;

}

Note that we always specify instance fields to be “private”, since we wish to restrict access to instance fields to only be possible through **properties**.

### Properties

In the chapter about usage of existing classes, we stated that it is usually possible to retrieve certain “properties” from a given object. One example was an object of the type **Student**, where we assumed that a property called **Name** was available:

string name = firstStudent.Name;

Such a property only becomes available, if the creator of the **Student** class has decided to include such a property in the definition of the class. Including a **Name** property in the **Human** class also seems like a very natural thing. The initial code for creating such a property looks like this (the rest of the class definition is omitted):

public string Name

{

get { }

set { }

}

If you type this code into the **Human** class definition in Visual Studio, you will be in­form­ed that the code is invalid… Don’t be alarmed by this; we will insert the relevant code in a moment. First, we take a step back and see how a property can be used by someone who has created a **Human** object.

Imagine that somebody has created a **Human** object, like so:

Human firstHuman = new Human();

We also assume that the **Name** property is available for use, meaning that the below lines of code should be perfectly valid:

firstHuman.Name = "Adam";

Console.WriteLine(firstHuman.Name);

What goes on here? It seems like the **Name** property is part of the state of any **Human** object. The type of that part of the state is **string**, and we can do certain things with the value of that part of the state. We can

* Set the value to something we specify
* Get the value out again, and e.g. print it.

These are two separate operations, but they involve the same part of the state. If we wish to enable these two operations, we must specify it in the definition of the **Name** property. This bring us back to the code from before:

public string Name

{

get { }

set { }

}

What we now need to figure out is what statements we need to write, in order to enable the two operations. The statements needed to “get” the value should be written between the **{}** in the line with the **get** keyword, and likewise for **set**.

Let us consider the **set** operation. The result of that operation should be to update the state of the object to the given value, such that when somebody wants to **get** that property, that value is returned. So, the provided value must be stored inside the object somehow… That is exactly why we have instance fields! Previously, we defined an instance field of type **string**, with the name **\_name**. That seems like a proper place to store that value ☺.

How do we then “store” the provided value in **\_name**? This is how:

public string Name

{

get { }

set { \_name = value;}

}

One single statement does the trick. Note, however, that a keyword **value** is also used here (you have probably noticed by now that keywords are **blue**). The **set** operation is always called when an assignment statement involving a property is performed, like:

firstHuman.Name = "Adam";

In general, **value** is simply set to the value of the right-hand-side (be it a simple value or an expression). In this case, **value** will be set to “Adam”, meaning that the **set** operation will update the value of **\_name** to “Adam”, and thereby changing the state of the object.

Having all this in place, the **get** operation is relatively simple. We wish to retrieve the current value of the property **Name**, and since we have defined this value to be stored in **\_name**, we should simply return the current value of **\_name**:

public string Name

{

get { return \_name; }

set { \_name = value; }

}

Note the keyword **return**. This is also a quite important part of the C# syntax, meaning *“return the value of the expression following the keyword* ***return****, to the caller of this method”*. In this simple case, the value of **\_name** is returned, as we wished.

If you have never dealt with properties before, it can be difficult to figure out exactly when these **get** and **set** operations are invoked. The general rules are:

* If a property appears on the left-hand-side of an assignment statement (i.e. we are assigning a new value to the property), the **set** operation is invoked.
* In all other scenarios where a property is being used, the **get** operation is invoked.

If you have paid close attention so far, you might see a way to short-circuit all this fuss for retrieving and setting a single value. Recall that the keyword **public** is used to indicate that a certain part of an object is accessible for everyone, which is why all properties are marked as being **public**, as opposed to all the instance fields marked as **private**. So, why not simply mark the instance fields as **public**? We can then just write code like:

firstHuman.\_name = "Adam";

Console.WriteLine(firstHuman.\_name);

No more messing around with properties, that just do the same thing anyway! In this very simple case, there would not be any difference. However, it is one of the pivotal principles in Object-Oriented programming to keep the details of internal implemen­tation private, the motivation being that we can then change this implementation without affecting the external user. If we make the **Human** class slightly more complicated, we can see this idea in action.

In the chapter about public and private appearance of an object, we used a property called BMI (Body Mass Index) as an example. The BMI for a person can be calculated from the weight and height:

BMI = (weight in kilograms) / (height in meters)2

How would we implement a BMI property in the **Human** class? First the skeleton code for a BMI property:

public int BMI

{

get { }

set { }

}

First consider the **get** operation. Since the BMI is calculated as above, we can calcu­late the value to return by using the current values of **\_weight** and **\_height**, as below:

public int BMI

{

get { return (\_weight \* 10000)/(\_height \* \_height); }

set { }

}

The factor 10000 is just to get the units right. The important point is that the value is now calculated; it is not just pulled out of some instance field. We could have chosen to create a **\_bmi** instance field and store the value there (think about why this would be a bad idea), but we didn’t…but the user of the object doesn’t need to know this! All the user knows is that a BMI value can be retrieved from a **Human** object, but he does not know anything about how the value is created. It could be stored in an instance field, it could be calculated…it doesn’t matter.

What about the **set** operation? Does it even make sense to have a **set** operation for the BMI? Not really… Since the BMI is calculated, it should not be allowed to set it “manually”, since that value may contradict the calculated value. Can we then prevent statements like the below?

firstHuman.BMI = 12;

Indeed we can! We simply remove the **set** operation from the property definition:

public int BMI

{

get { return (\_weight \* 10000)/(\_height \* \_height); }

}

This turns the property into a “read-only” property; you can retrieve the value, but not change it yourself. This is a fairly common situation, and this is indeed the correct way to handle it – this is not a “hack”.

The property concept can be a bit mind-bending at first, since it can seem overly complex in many cases. If all your properties are simple one-to-one mappings to single instance fields, there is indeed not that much gained. However, as soon as you are in a situation where

* A property is something that needs to be calculated, or
* It is relevant to be able to execute some code before assigning a new value to an instance field

you will benefit from using properties. We have seen an example of the first situation already; the second situation could be if you wish to perform some sort of “sanity check” before you update the value of an instance field. Consider a **set** operation for a **Height** property:

set { \_height = value; }

What if somebody by mistake tries to set **Height** to -10…? That is hardly a sensible value of a height, so we should somehow detect and handle that error. That can be done by adding some code to the **set** operation before the actual assignment. Precisely what kind of code we should add is a topic for one of the later chapter.

### Methods

By now, you have hopefully recognised that **properties** and **object state** are closely related; if we wish to know – or change – part of the state of an object, we use pro­perties. But objects usually also have **behavior**. We can make the objects perform certain actions, that go beyond a simple state change. If we have an object represen­ting a collection of students (this could be part of a school administration system), a useful action could be to ask the object to add an additional student to the collec­tion (maybe in the form of a **Student** object). In code, it could look like:

Student aStudent = new Student();

SchoolAdministrationSystem admSystem = new SchoolAdministrationSystem();

// aStudent is updated with relevant data

admSystem.AddStudent(aStudent);

You could argue that this is also just an update of the state of the **admSystem** object, but even so, it is definitely an action that would be hard to implement in a meaningful way with properties only. The main point is valid anyhow; if you wish to enable objects of a certain class to perform such actions, you do so by defining **methods** in the class definition.

A method is essentially a collection of statements, that can be invoked by calling the method on a specific object. A method definition will always contain these elements:

* **An access specifier**: We have seen before that certain parts of a class definition can be declared as being **public** or **private**. This goes for methods as well. Some methods should be available for an external user, while other methods may simply be “helper methods”, that only exist for making the implementation of public methods easier, and should thus be marked as private.
* **A return type**: We saw that the **get** operation in a property definition needs to specify the value it returns. Methods may also return values to the caller, and we need to specify what type (e.g. **string**, **int** or maybe a class type) this value will have.
* **A method name**: Just as for e.g. variables, we need to give our method defi­ni­tion a name, so we can refer to it when we wish to call it. As mentioned before, the name should be as descriptive as possible, and be written in CamelCase with a capital first letter.
* **A list of parameters**: We have already seen that some methods may require the caller to specify a list of parameters, since the method may need information from the caller in order to do its job. In the method definition, this parameter list must be specified, including the type for each parameter.
* **A method body**: The term “body” here means the set of statements inside the method definition. When the method is called, the statements will be executed.

Let us see an example of a method definition. At this point, we only know a few kinds of rather simple C# statements, so we can only create some rather bland methods. A useful method on a **Human** class could be a method that returns a string represen­tation of the state of the object:

public string StateAsString()

{

string state = "Name is " + \_name + ", height is " + \_height +

", weight is " + \_weight;

return state;

}

If we dissect the definition according to the elements mentioned above, we get:

* **Access specifier**: Is **public**, so an external user can call this method.
* **Return type**: Is **string** – we can also see that the expression (here just a variable) after the **return** keyword indeed has the type **string**.
* **Method name**: Is **StateAsString**
* **List of parameters**: Is empty, which is perfectly valid. A method may take zero parameters
* **Method body**: The two lines of code between the { and the }.

An additional element is worth mentioning here: The first line of the method body contains a variable declaration, as we have seen many times before. When a variable is declared inside a method body, it is a so-called **local variable**. You may recall that a class definition can contain instance fields, that look almost like local variables; they have a type and a name (instance fields also have an access specifier).

Why do we distinguish between local variables and instance fields? An instance field is created when the object that encapsulates it is created, and only then. Likewise, it is destroyed when the object is destroyed. The lifespan of an instance field is therefore exactly the same as the lifespan of the encapsulating object. If a method call changes the value of an instance field, another method call will be able to access that instance field and retrieve the value. The value thus “endures” between method calls. This is not the case for local variables. A local variable is created when the method it is defined inside is called. Also – and that is the most important point – the local variable is destroyed again when the method call is finished. Local variables thus have a much shorter lifespan that instance fields, since they only exist during a method call; not before, and not after.

The obvious consequence is that if you need to save a value inside an object across method calls, you will need to save it in an instance field… and saving something in an instance field is exactly to change the state of an object! Creating and changing the value of a local variable is not considered a state change, since these actions will not cause any “permanent” change in the state of the object.

For further illustration, consider the below method for adding two given numbers and printing the result on the screen:

public void AddAndPrintResult(int a, int b)

{

int result = a + b;

System.Console.WriteLine(result);

}

Two points are of interest here: First, note that this method takes two parameters, which are specified in the parentheses just after the method name. Each parameter is specified by a type specification and a name, and parameters are separated by comma. Also, note the keyword **void**, that appears where we would expect a type specification. The type specification should be for the return type…but this method does not return anything! The keyword **return** is not present in the method body either. This is fine, but the C# syntax specifies that you must specify a type at this position in a method definition. Therefore, the keyword **void** simply means “no type”. The **void** type is used fairly often, so it is important to know its meaning.

With these final points, we are now capable of defining method as part of a class definition. Once we learn about more advanced C# language constructions, we can create more advanced method with richer functionality. A couple of more general remarks about methods are in place, though:

* When you create methods, you should also strive for clarity. If you are creating a public method with complex functionality, you may quickly end up with a method with many lines of code. Even though the method might work as speci­fied, it will then be a good idea to see if the method can be broken down into additional (probably private) methods, that can then be called from the public method. This should not change the functionality, but make the method easier to understand and maintain.
* When you add methods to a class, the methods should be relevant for that class. There is nothing that prevents you from adding a **Multiply** method to a **Human** class, but that doesn’t seem like a functionality that naturally belongs to that class. Figuring out what methods that should be present in a class is strictly speaking a software design matter.

Finally, you might wonder if properties are not just a special kind of methods. Indeed they are. The syntax is a bit different, and you do not have the same degrees of free­dom with regards to naming, parameters and return type, but you do have the ability to specify a “method body”, that will be executed when the **get** or **set** operation is invoked.

### Constructors

During the discussion about how to use an existing class, we saw an example of how to create an object of a specific class:

Human firstHuman = new Human();

We claimed that the statement on the right-hand-side will cause a new **Human** object will be created, and that a piece of “initialisation code” will be executed as well. The purpose of that code should be to ensure that the object is in a meaningful state from the moment it is created.

This “initialisation code” is also written as part of the class definition, in the form of a **constructor**. A constructor is also a just a method, but with a special syntax and some limitations compared to ordinary methods. For our **Human** class example, a very simple constructor could look like this:

public Human()

{

}

This is as simple as it gets. Compared to ordinary method, we again see an access specifier as the first part. However, there does not seem to be a return type… That is the first important difference; a constructor can never return a value to the caller, so no return type – not even **void** – is specified. Next, we see the word “Human”, i.e. exactly the same name as the class. This is also a defining characteristic for a con­structor; it always has the exact same name as the class it is defined in. Next follows the parameter list. The list is empty in this example, but we are allowed to specify parameters to a constructor, in the same manner as for ordinary methods. Finally follows the method body, on which there are no restrictions either.

The most important point is to understand that once the statement containing the **new Human()** part is executed, the code inside the constructor will be executed. In that sense, you can say that **new Human()** is a method call, that:

1. Creates a new **Human** object
2. Executes the code within the constructor’s body, on the newly created object
3. Returns a reference to the **Human** object to the caller

As said above, the caller would then expect the object to be ready to use, and thus be in a meaningful state from the start. If we assume that the **Human** class contains the instance fields we defined earlier on:

public class Human

{

private string \_name;

private int \_height;

private int \_weight;

}

then it would seem that the simple constructor – which does nothing – is not good enough. What would the values of the three instance fields be? C# does set the initial value for e.g. an **int** to a well-defined value (zero), and for a **string** to the empty string, but that is hardly meaningful either. What then? Should we set the values to some sort of “default” values, like:

public Human()

{

\_name = "Adam";

\_height = 180;

\_weight = 80;

}

That’s not really what we want either. The essence of the problem is that we should not be able to create a **Human** object, until we have enough meaningful information about it. We discussed a similar problem for the **Student** class; you should not be able to create an “empty” **Student** object, since it does not make sense.

We can impose such a restriction by adding parameters to the constructor definition. If we define – and that should probably be a design decision – that you cannot create a new **Human** object without knowing the name, height and weight, you should define the constructor as below:

public Human(string name, int height, int weight)

{

\_name = name;

\_height = height;

\_weight = weight;

}

In this way, the previous simple statement **new Human()** becomes invalid and uncom­pilable. It now becomes mandatory for the caller to provide the information needed to create a meaningful **Human** object:

Human firstHuman = new Human("Adam", 180, 80);

This is a very sound principle: Define your constructor in a way that makes it impos­si­ble to create an object in a meaningless state.

For completeness, it should be noted that you can actually define more than one con­structor for a class. This could e.g. reflect a situation where you would prefer that cer­tain information is available when an object is to be created, but you will also allow creation with less information. For a **Student** class, you could make one constructor that takes all relevant information (name, address, country, phone, CPR number, and so on), but maybe also allow a version that only requires name and CPR number. Again, such requirements should be resolved during design.

You might get the impression from the above that a caller should provide initial values for all instance fields in a class. That is definitely not the case! Consider if a **Student** class also contained a field called **\_numberOfExamsPassed**. What would be a reason­able initial value for this field? Zero, of course! And that would be the case for all new **Student** objects. In general, the caller should only need to provide initial values for those properties that are individual for an object.

## Class collaboration, and a bit about Abstraction

Once we know how to create our own classes, we can start to build more complex models, involving more than one class. We recommended earlier that you should break a complex method into a set of simpler methods, that can “collaborate” to implement complex functionality. Likewise, you should strive to create simple classes, that are closely related to specific aspects of your model. Suppose we wish to create an application for simulating a car – this could perhaps be part of a racing game. We would probably create a **Car** class, and fill in functionality relating to various aspects of a real-life car. A real-life car is a very complex system, and you can perceive it as a set of sub-systems, that collaborate in a well-defined way. You could see the engine, the lighting system, the navigation system, etc.. as exam­ples of such sub-systems. If we cram all the functionality into a single **Car** class, it will end up being very complex. It would be a better approach to create classes corre­sponding to the sub-systems, like an **Engine** class, a **NavigationSystem** class, and so on. The role of the **Car** class would then be to hold the sub-systems together, and coordinate various actions between the subsystems. In C# code, we could imagine that part of the **Car** class could look like this:

public class Car

{

private string \_modelName;

private Engine \_theEngine;

private NavigationSystem \_theNavigationSystem;

// many other fields would probably follow...

public Car(string modelName)

{

\_modelName = modelName;

\_theEngine = new Engine();

\_theNavigationSystem = new NavigationSystem();

// (rest of constructor)

}

public void Start()

{

\_theEngine.Start();

\_theNavigationSystem.Start();

// (rest of Start method)

}

// many other methods would probably follow...

}

First, note that we now have instance fields that are of a reference type. For instance, the field **\_theEngine** is a reference to an **Engine** object. This is perfectly valid, and is a consequence of the notion of seeing a car being “composed” by sub-systems. When a **Car** object is created, we expect it to be in a meaningful state after creation, so it is quite natural that the **Car** constructor should ensure that a new **Engine** object and a new **NavigationSystem** is created. Likewise, the **start** method “relays” the starting command to the subsystems, and the **Car** object thus acts as the coordinating entity. You can take this idea further, and imagine that **Engine** and **NavigationSystem** are themselves composed of sub-systems, until a point where the sub-systems become so simple that further decomposition is unnecessary.

What we see here is also a first example of an extremely important concept in Object-Orientation: **abstraction**. We did intentionally not write *“important concept in Object-Oriented programming”*, since it is strictly speaking a design concept. However, modern software development does not distinguish software design and software development as sharply as it was traditionally done, so we can discuss the concept here as well.

**Abstraction** is the idea that you should be able to work with software development at various levels of “abstraction” or “complexity”. What does that mean? If you investi­gate how various car industry professionals work with the development of a real-life car, you will probably quickly realise that nobody knows all the details about the car… and that is a good thing!

A systems engineer may have “sub-system communication and coordination” as his area of responsibility. He will need to figure out how the various sub-system need to work together, but he will not know – and will not need to know – the details about how e.g. the navigation system works internally. All he is interested in knowing is how that sub-system interacts with the outside world. Of course, that needs to be speci­fied in sufficient detail. Once he knows that, he can use the sub-system as he sees fit, without knowing what goes on inside it. So, the systems engineer works at that parti­cular **level of abstraction**. A navigation system engineer probably works at a lower level of abstraction – he needs to work with all the internal details of the navigation system, but that system may itself rely on other, smaller sub-systems, and so on. As long as you know how to interact with a subsystem at your particular level of abstrac­tion, you don’t need to know about internal details.

You can hopefully see that this way of thinking fits very well to the main features of object-oriented programming; you can specify how an object presents itself to the outside world – i.e. how the outside world should interact with it – and then hide away the details of implementation inside the private sections of the object.

## Static – no object needed

Over the last pages, we have again and again insisted that you define methods in classes, and call methods on objects. This is a very clean distinction, but there are in fact situations where you don’t need objects in order to call methods.

Suppose you have a class called **SimpleMath**, that contains simple methods for addi­tion, subtraction and so on. The “header” of an **Add** method will probably look like:

public int Add(int a, int b)

So, the **Add** method takes two parameters **a** and **b**, and returns the sum. Very simple. So simple, that it is hard to see why we even need an object to call the method on… We said earlier that some methods may need parameters, in order to provide infor­mation needed to do its job. In this case, all the information needed is provided as parameters. If called on an object, the method would not change anything in the state of the object. In total, there are not any good arguments for having to create a **Simple­Math** object. Instead, the method can be declared as a **static** method:

public static int Add(int a, int b)

{

return (a + b);

}

We can now call the method like this:

SimpleMath.Add(2, 6);

We do not create a **SimpleMath** object, but simply call the method “on the class”. This may seem confusing, now that we have been accustomed to calling methods on objects, but it is an important feature to know. In fact, we have been using a static method almost from the beginning:

Console.WriteLine("WriteLine is a static method!");

**Console** is the name of a class, not an object! If you investigate the .NET Framework class library further, you will find that static methods are quite common. The very useful **Math** class is filled with static methods.

You can apply the **static** keyword to all the elements of a class definition: instance fields, proper­ties, and even on the class itself. If you define a class as being static, it becomes impos­sible to create an object of that class. Also, a static class can only contain static elements (how would you access a non-static element, if you cannot create an object…?).

Having static elements in a non-static class is however possible, and quite common. A very common static element is a so-called **constant**. A constant is a variable that cannot change its value. That sounds a bit contradictory, since you would expect a “variable” to be able to change its value… However, you will often need to use some fixed value in your code, the classic example being the value of **π** (pi). That value is actually found in the **Math** class, called **Math.PI**. You can create a constant inside a class definition like this:

public class CardDeck

{

public const int CardsInDeck = 52;

}

Notice the keyword **const** – this defines the instance field to be a constant. We also need to specify the value of the constant as well. You might expect that you should also add the keyword **static**, in order to make the constant static. However, since constants are always considered to be static – since there will never be a reason to create more than one instance of a constant – you don’t need to specify it explicitly.

For someone new to programming, it might be difficult to figure out when to declare a class element to be static. The question you should ask yourself is: *“does this ele­ment depend on the state of individual objects?”*. If the answer to that question is no, you can declare that element as being a static element. It is in fact recommended that you do this! Declaring something as static is not “cheating” or a “hack”; it is a way to inform the user of the element that he can use it without having to create an object first. This saves both time and code.

# Programming II – intermediate

So far, we have only learned about a few types of individual C# statements, which we can combine to sequences of statements. This sequence of statements will always be executed in the same order. That is obviously a severe limitation – it is very easy to imagine some business logic that involves **choices**: If a certain condition is fulfilled, we will perform certain actions; if the condition is not fulfilled, we may perform different actions, or maybe no actions at all. We therefore need additional C# statements that enable us to implement such choices in C# code. Such statements are of course avail­able, and are in general known as **control statements**. These state­ments control the “flow of execution” of the other statements, and allow us to create much more sophisticated code.

The two main categories of control statements are

* Conditional statements
* Repetition statements

## Conditional statements

In the category of conditional statements, we find

* The **if**-statement
* The **if-else** statement
* The multi-**if-else** statement
* The **switch** statement

As you can probably tell from the naming, the first three statement types are essen­tially variations over the same format, while the **switch** statement is fundamentally different.

### The if-statement

As stated above, we will need to be able to implement conditions, if we want to implement non-trivial logic in C#. The **if**-statement is the first tool for this. The syntax for an **if**-statement is quite simple:

if (*condition*)

{

}

An **if**-statement always contains three defining elements:

* The keyword **if**, followed by
* A pair of parentheses, containing a **logical condition** (for completeness, note that the word ***condition*** is not a C# keyword; it just indicates where the con­dition should be written)
* A **code block**, inside the curly brackets **{** and **}**. A code block is essentially the same thing as a **method body**, i.e. a sequence of C# statements.

The most interesting feature is the **condition**. A condition is in this context a **logical** condition, which in plain terms is “something that is either true or false”. We have seen such a thing before: a **logical expression**. That’s what a condition is: it is a logical expression, that will evaluate to either **true** or **false**. The expression itself can be very simple or very complex, but whenever the “flow of execution” reaches the condition, the logical expression will be evaluated.

If the logical expression evaluates to **true**, the statements inside the code block will be executed. We should also note that the statements are executed once (we will later see why this is important to remember). If the logical expression evaluates to **false**, the entire code block is skipped! The condition is thus a sort of “gatekeeper”; it will only allow the “flow of execution” to enter the code block, if the condition is **true**.

What happens after an **if**-statement? When the **if**-statement is done – which may or may not include execution of the statements in the code block – the first statement following the **if**-statement is executed. In that sense, nothing is changed. We still execute statements in the order they are written, but the statements themselves can now be more complex.

A very simple example of how to use an **if**-statement is given below:

int age = 17;

Console.WriteLine("Starting to check age...");

if (age < 18)

{

Console.WriteLine("You are still a child...");

}

Console.WriteLine("Finished checking age");

In a more realistic situation, we could imagine that **age** is read from an external source. If we run the above code, the output will be:

Starting to check age...

You are still a child...

Finished checking age

Why is the code block executed? When the **if**-statement is reached, the value of **age** is 17, so the condition becomes: 17 < 18. That is indeed true, so we enter the code block and execute the statements inside it (in this case only a single statement).

If we run the same code again, but change the value of **age** to 19, the output is:

Starting to check age...

Finished checking age

In this case, the condition evaluated to false, so the code block was skipped.

If the above code was part of a real system, we would probably like the system to tell us the result of the check, no matter what the result is. We could do this by using two **if**-statements:

int age = 17;

Console.WriteLine("Starting to check age...");

if (age < 18)

{

Console.WriteLine("You are still a child...");

}

if (age > 18)

{

Console.WriteLine("You are an adult!");

}

Console.WriteLine("Finished checking age");

That seems to solve the problem, since the application now provides an answer in all cases…or does it? It is probably easy to see that we can never have a situation where both possible answers are given, since both conditions cannot be true at the same time. Is there a situation where no answer is given? Yes, if the value of **age** is exactly 18. In that case, both conditions will be false, so no answer is given.

Even for such a simple situation, it can be a bit difficult to spot the error. What we really want is to be absolutely sure that exactly one answer is given, no matter the value of **age**. Sure, we could modify the second condition to (**age** >= 18), but a better (less error-prone) solution is to use a slightly extended version of the **if**-statement, called the **if-else** statement.

### The if-else statement

The syntax for the **if-else** statement is:

if (*condition*)

{

}

else

{

}

Compared to the **if**-statement, we have added to elements:

* The **else** keyword
* An additional code block

The functionality is probably not too hard to guess: If the condition evaluates to true, we execute the first code block only. If the condition evaluates to false, we execute the second code block only. We are thus guaranteed that exactly one of the two code blocks is executed; never both, never none! This construction is less error-prone than the construction using two **if**-statements, and it is strongly recommended to use the **if-else** statement, if you wish to execute exactly one of two code blocks, depending on the value of a logical expression.

For completeness, it should be mentioned that if – as in the example above – you have code blocks containing just a single statement, you can omit the curly brackets, and write the code like:

if (age < 18)

Console.WriteLine("You are still a child...");

else

Console.WriteLine("You are an adult!");

Even though this is syntactically valid code, it is recommended to always use the **{}** delimiters, since it makes the code easier to read. Also, be aware that the below code is also syntactically valid:

if (age < 18);

Console.WriteLine("You are still a child...");

If you run this code, the code will always print the ***you are still a child…*** message, no matter the value of **age**. Note the highlighted semi-colon (;) after the condition… This is allowed, but fairly meaningless. The code now checks the condition…and then does nothing. How­ever, the semi-colon indicates that the **if**-statement is now completed, so the next statement is not considered part of the **if**-statement any more… An error like that can be hard to spot, but Visual Studio is clever enough to identify it, and puts up a *do-you-really-mean-that* warning.

Concerning use of semi-colon, it might also seem strange that **if**-statements and **if-else** statements are not completed with a semi-colon. Whenever you use a code block with the **{}** delimiters, it is not required to use semi-colon to end the statement.

Finally, you may wonder if there are any restrictions on the type of C# statements, we can place inside a code block being part of a conditional statement. There isn’t any. Inside the code block of an **if**-statement, you could for instance put…another **if**-state­ment! Imagine you want to check if somebody is a teenager:

if (age > 12)

{

if (age < 20)

{

Console.WriteLine("You are a teenager");

}

}

In order to enter the outermost code block, **age** must be larger than 12. Once inside that block, **age** must also be smaller than 20 to enter the innermost code block. Only then will the message be printed.

By adding **if**-statements to our repertoire of C# statements, we can suddenly create quite complex methods, by combining statements to whatever “depth” we need. In the above case, it would however be a better solution simply to use a single **if**-state­ment, with a somewhat more complex condition:

if ((age < 20) && (age > 12))

{

Console.WriteLine("You are a teenager");

}

The logic is, of course, the same. Exactly how to “balance” a complex conditional statement between complex conditions and nested statements is mostly a matter of taste and readability.

You often encounter situations where you need to perform a very simple action, depending on whether or not a condition is true or false. This could be assigning a value to a variable, where the value will depend on the condition, like:

int age = 15;

string message = "You are ";

if (age < 18)

{

message = message + "a child.";

}

else

{

message = message + "an adult.";

}

In such cases, it can be convenient to use the so-called **ternary operator**:

*condition* ? *expression1* : *expression2*

This reads: if the condition is true, return the value of **expression1**, else return the value of **expression2**. If we rewrite the above **if**-statement using the ternary operator, we get:

message = message + ((age < 18) ? "a child." : "an adult.");

This is definitely more compact. The logic is exactly the same, so using the ternary operator is mostly a matter of taste.

### The multi if-else statement

The third variant of **if**-statements is useful in situations where you wish to choose between several (i.e. more than two) alternative actions. Suppose we need to find the appropriate mark for a test, where the score for the test is given as a percentage, i.e. a number between 0 and 100. The logic for finding the mark could be like:

|  |  |  |
| --- | --- | --- |
| **Lower limit** | **Upper limit** | **Mark** |
| 0 | 39 | D |
| 40 | 69 | C |
| 70 | 89 | B |
| 90 | 100 | A |

This logic can be written as a somewhat complex nested **if-else**-statement:

if (score >= 90)

{

Console.WriteLine("Mark is: A");

}

else

{

if (score >= 70)

{

Console.WriteLine("Mark is: B");

}

else

{

if (score >= 40)

{

Console.WriteLine("Mark is: C");

}

else

{

Console.WriteLine("Mark is: D");

}

}

}

Feel free to check the logic yourself… This code is perfectly fine, but can be a bit hard to understand due to the deep nesting of statements. The multi-**if-else** statement allows you to formulate the code slightly different:

if (score >= 90)

{

Console.WriteLine("Mark is: A");

}

else if (score >= 70)

{

Console.WriteLine("Mark is: B");

}

else if (score >= 40)

{

Console.WriteLine("Mark is: C");

}

else

{

Console.WriteLine("Mark is: D");

}

The code does exactly the same as the previous example, but is easier to read. It also makes it clearer that the four alternatives are equally “worthy”, which may be harder to see when using nested statements. If you compare this with the simple **if-else** statement, we have actually just added a number of **else-if** blocks between the **if**-part and the **else**-part. An important detail to remember is that a multi-**if-else** statement must end with an **else**-part.

Finally, we note that even though it is possible to formulate “overlapping” conditions (such that more than one condition can be true at the same time) in a multi **if-else** statement, it is still only one code block that will be executed; the first code block where the corresponding condition is true, or alternatively the **else** code block.

### The switch statement

In some situation, the business logic has a nature where there is a distinct outcome for certain specific value of a variable. Maybe the logic for calculating child support could be like this:

|  |  |
| --- | --- |
| **Number of children** | **Child support (kr. per month)** |
| 0 | 0 |
| 1 | 1200 |
| 2 | 2000 |
| 3 | 2600 |
| >3 | 3000 |

There is no simple formula for this dependency, so we would probably implement this logic by using a multi-**if-else**-statement, in a manner similar to the previous example. However, the **switch**-statement allows us to “directly” choose an alternative based on a specific value:

switch (noOfChildren)

{

case 0:

childSupport = 0;

break;

case 1:

childSupport = 1200;

break;

case 2:

childSupport = 2000;

break;

case 3:

childSupport = 2600;

break;

default:

childSupport = 3000;

break;

}

The important features of a **switch**-statement are:

* At the outermost level, we use the keyword **switch**, followed by the expression (typically just a variable) that we “switch on” in parentheses.
* We write a **case**-statement for each of the cases that we wish to handle indivi­dually, using the keyword **case** followed by the actual value, followed by “:” (colon, not semicolon!)
* Each case contains a sequence of statements, concluded by a **break**-statement. The **break**-statement indicates that no more of the code within the **switch**-statement should be executed. It is perfectly legal to include **if**-statements, etc. in the code before the **break** statement, but often you will just put a single line of code. If you need many lines of code for each case, a **switch**-statement may not be the best choice.
* If the value is not handled explicitly by a matching **case**-statement, it is caught in the **default**-statement, and the lines of code specified here are executed.

Again, there is nothing you can do in a **switch**-statement that you cannot do in a **if**- statement; they are logically equivalent.

In general, when dealing with conditional statements, you should choose the type of state­ment that you feel is a best fit for the problem at hand, and makes the code as easy as possible to understand.

## Repetition statements

The various conditional statements allow us some control of the flow of execution, but mostly in the sense that we may or may not execute certain sections of code. A very useful ability would be the ability to repeat execution of a code block, as long as some condition is true. The so-called **repetition statements** enable us to do just that.

Just as for conditional statements, there are a few variants of repetition statements to choose from, but they are essentially all variations over the same theme: repeat exe­cution of a block of code, until a condition becomes true.

The two most common types of repetition statements are:

* The **while**-statement (or **while**-loop)
* The **for**-statement (or **for**-loop)

A third type called **foreach**-loop is also quite useful, but only in relation with so-called **collections**, which we will present later.

### The while-loop

The syntax for the **while**-loop is quite simple, and is almost identical to that of the **if**-statement:

while (*condition*)

{

}

Syntactically, the only difference is the keyword **while** (instead of **if**). Apart from that, the **while**-loop consists of the same three elements:

* The keyword **while**
* A logical condition
* A code block

The functionality is different, though. The **if**-statement will – depending on the value of the logical expression in the condition – execute the code block one or zero times. The **while**-statement will execute the code block several times, more specifically as long as the condition is true. The word “several” is a bit misleading; the code block might only be executed once, or not at all! The exact number of **iterations** – meaning the number of times the code block is executed – depends on the condition.

The exact way a **while**-loop works is probably best described by a number of steps:

1. The “flow of execution” reaches the **while**-loop.
2. The condition is evaluated, giving either **true** or **false**.
3. In case of **true**:
   1. the code block is executed, and
   2. the flow of execution returns to step 2.
4. In case of **false**: the **while**-loop is considered completed, and the flow of execution will continue with the first statement after the **while**-loop.

The entire difference between a **while**-loop and an **if**-statement lies in step 3b. If you remove step 3b from the above, you have a precise description of an **if**-statement! The ability to send the flow of execution back to a point it has already passed, makes all the difference.

A valid concern here is how you ever get out of such a loop again! Won’t the condi­tion keep on being true, if it was true the first time around? That is indeed possible, and you (well, the “flow of execution”) would then be stuck in an **infinite loop**. The only way to break out of such an infinite loop is to terminate the application! To avoid this situation, something must happen in the code block that can affect the value of the condition. This is a very important point about any type of loop statement.

Let’s see an example of a fairly simple **while**-loop:

int number = 1;

while (number < 5)

{

Console.WriteLine("The value of the number is {0}", number);

number = number + 2;

}

If you follow the steps above, you should be able to work out how many times the code block is executed: two times. The first time the condition is evaluated, the con­dition is 1 < 5, which is **true**. The message is printed, and the value of **number** is then increased by 2. Next time around, the condition is 3 < 5, which is also **true**. We do the same steps again. Third time around, the condition is 5 < 5, which is **false**. So, we do not do a third iteration through the loop. The loop has now finished.

This is of course a simple, not very useful example, but we can also use it to illustrate how easy it is to get into trouble. Consider the code below:

int number = 1;

while (number < 5)

{

Console.WriteLine("The value of the number is {0}", number);

}

It looks fairly innocent, but if we try to run it, we will be stuck in the dreaded infinite loop. We took out the statement that increased the value of **number**, so the condi­tion will now remain true forever… Visual Studio is also clever enough to see this and warn us about it, so you might run into fewer infinite loops than the programmers before you have ☺.

Just as for the conditional statements, there are no restrictions on the code you can put into a **while**-loop code block. You can put a **while**-loop inside a **while**-loop, if that is what your logic dictates. Nested loops are quite common in programming.

The example above is a so-called **counter-controlled** **while**-loop; we use the numeric value of some variable to check if we should do another iteration through the loop. This is typically used when the **while**-loop should be repeated a fixed number of times, or at least a numeric value known when the start of the loop is reached.

A different situation arises if you want a **while**-loop to continue until a certain “event” occurs. What does that mean? Suppose we have defined a class **Reader**, which can read a single character from the keyboard (i.e. the key the user presses). We could then imagine code like the below:

Reader myReader = new Reader();

string keyPressed = "";

while (*condition*)

{

keyPressed = myReader.ReadFromKeyboard();

Console.WriteLine("You pressed {0}", keyPressed);

}

The idea is that **ReadFromKeyboard()** will wait until the user has pressed a key; when that happens, the key is read and stored in **keyPressed**. We then keep doing this, until…what? We could perhaps do it, say, ten times, but what we really want is for the user to tell us when he wants to stop. Of course, the user could just terminate the application, but if we want the user to be able to stop the loop, we could do this by defining that a certain value of **keyPressed** means “stop”. We could e.g. choose the character ‘q’ (meaning “quit”). The code would then become:

Reader myReader = new Reader();

string keyPressed = "";

while (keyPressed != "q")

{

keyPressed = myReader.ReadFromKeyboard();

Console.WriteLine("You pressed {0}", keyPressed);

}

This means: as long as **keyPressed** is not equal to ‘q’, we keep on iterating (and there­by obtaining a new value from the user). Of course, we have no way of knowing if this will happen after one, four or 427 iterations, so we cannot use a counter-controller **while**-loop here. The above construction is called a **sentinel-controlled** **while**-loop. You can think of the condition as a “sentinel” that will only allow further iteration if a variable has (or does not have) a specific value. Also, the loop itself does not have control over the variable, but retrieves it from some outside source.

When you are new to loop statements, it can be easy to forget something. All loops do however have the below elements in common:

* **Initialisation**: Before the loop itself is entered, we usually – but not always – initialise some variable that is also used as part of the condition.
* **Condition**: The logical condition itself, which is evaluated before performing another iteration of the loop.
* **Change**: Since the condition itself is fixed, at least one of the values of the variables in the condition must have the chance to change during an iteration. Otherwise, we have an infinite loop. Formally put, the probability that some-thing changes must be larger than 0 (zero).
* **Code block**: The sets of statements that are executed during an iteration. Some of those statements must cause the change mentioned above.

You can use this as a “checklist” when creating a loop statement, to be sure that you have considered all the relevant elements.

### The for-loop

Let’s take a look at a very common, counter-controlled **while**-loop. Some comments have been added to the code, to identify the four elements we listed above:

int number = 1; // Initialisation

while (number < 5) // Condition

{

Console.WriteLine(number); // Code block

number = number + 1; // Change

}

This type of **while**-loop is very generic: do something a certain number of times, using an integer variable to track how many iterations we have performed. The loop state­ment known as the **for**-loop is tailored to this scenario. A **for**-loop implementing the same logic as the above **while**-loop looks like:

for (int number = 1; number < 5; number = number + 1)

{

Console.WriteLine(number);

}

If you compare this code to the previous code, you can hopefully see that we have just rearranged the four elements; the elements themselves are the same. In general, a **for**-loop has this structure:

for (*initialisation* ; *condition* ; *change*)

{

*Code block*

}

A **for**-loop and a **while**-loop are logically equivalent; there is nothing you can do with a **for**-loop that you can’t do with a **while**-loop. So why choose a **for**-loop over a **while**-loop? It is mostly a matter of taste. The structure of the **for**-loop does per­haps make it harder to forget one of the elements, since the **for**-loop looks a bit “odd” if you remove one of the elements. Still, this is a subjective criterion.

A slight drawback of the **for**-loop could be, that it is less obvious what order the operations are done in, and how often. Both are the same as for the **while**-loop: the initialisation is done once, as the first operation when the **for**-loop is reached. The condition is then checked, and – if the condition is true – the code block is then executed. After that, the change operation is done. The condition is then checked again, and so forth.

At this point, it is also relevant to introduce an alternative way to change the value of an integer variable. A very common format for the **for**-loop is this:

for (int number = 1; number < 5; number = number + 1)

{

// Code block

}

Having a “counter variable” that simply counts the number of iterations performed – and a corresponding condition that remains true as long as the desired number of iterations has not been performed yet – is very common, and you will often see the above written as:

for (int number = 1; number < 5; number++)

{

// Code block

}

This is exactly the same logic as before, except that the new notation **number++** is used. This notation simply means: increase **number** by one. It may look confusing at first, but since we very often need to increase an integer variable by one (also called to **increment** the variable), you will soon appreciate it. Similarly, you can decrease the value by one using the notation **number--**.

Finally, you should know that none of the elements in the **for**-loop are mandatory. You could in principle write a **for**-loop like:

for (;;)

{

// Code block

}

This is a legal **for**-loop, that will iterate forever…

Are there any general guidelines for choosing between a **while**-loop and a **for**-loop? Not really – as said before, it is mostly a matter of taste. Many prefer to use a **for**-loop when the iteration is controlled by a simple counter variable, and to use a **while**-loop when you have a sentinel-controlled scenario. Choose the loop type you are most com­fortable with, but try to choose in a consistent manner.

## Debugging

As soon as we start to use conditional and repetition statements, we can start to create much more interesting – and complex – code. This makes it much more fun to code, but it also makes it harder to get the code right the first time. You will now start to find yourself in that somewhat frustrating situation where:

* Your code is syntactically correct (and can compile)
* The code seems correct when you read it
* The code does not produce the results you expect!

No matter how much effort you put into the design, and no matter how brilliant a pro­grammer you become, you will inevitably spend a large part of your program­ming life in this situation. We therefore need to know about tools and techniques to help us find errors (or **bugs**, as they are often called) in our code. This process of finding and fixing bugs is called **debugging**.

A first – and quite obvious – technique is simply to read the code closely once again. In many cases, the bug is quite simple (like e.g. using a minus instead of a plus some­where), and surprisingly many bugs can be caught this way. Even better is to try to explain the code to someone else; the process of stating the intention of the code aloud will often reveal bugs. In lack of somebody to explain it to, just explain it to your dog or teddy-bear – it’s the act of explaining aloud that matters ☺.

If such manual techniques are not successful, you can add some statements to the code, that print out useful information to the screen, e.g. inside a loop. It could be the value of a variable that seems to cause the problem, like:

for (int divideBy = 10; divideBy >= 0; divideBy--)

{

Console.WriteLine("Trying to divide by {0}",divideBy);

Console.WriteLine(100 / divideBy);

}

This technique can be helpful if the logic is not too complex, but it quickly becomes a bit of a mess to add all these extra lines of code, and it is tedious to remove them again. A slightly better technique is to use the built-in statement **Debug.WriteLine()** instead; this prints to the *Output Window* in Visual Studio instead, and only prints when running the application in *Debug* mode. Still, adding and managing such printing statements is a somewhat old-fashioned approach to debugging, and we will gene­rally try to avoid it.

A more powerful and elegant technique is to use the so-called **integrated debugger**, which is part of Visual Studio. Almost all modern programming tools contain an inte­grated debugger.

The integrated debugger can help with debugging in a lot of ways, and getting familiar with the debugger is definitely a worthwhile investment if you are serious about pro­gramming. Still, you can get quite far with knowing just a few things.

A very useful concept is a **breakpoint**. A breakpoint is a position in the code (a specific statement) that you choose. When you then run the program, the program will pause (not terminate!) at the breakpoint. You can think of it a pausing the “flow of execu­tion” at this specific point in the code. You choose the location of a break­point simply by clicking in the leftmost part of the code editing window. A red dot will appear (you can remove the breakpoint simply by clicking on it again):
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If you run the application now, the flow of execution will pause at the breakpoint, more specifically just before that line of code gets executed.

What now? Now you can inspect the current values of all variables simply by hovering the mouse cursor over the variable in the code editor window. This is in itself quite useful, since you may often find that the values are different from what you expected. If you then want the application to continue the execution from the breakpoint, you simply click the green triangle button, just as when starting the application (note that the text at the button now says *Continue*). Note that you can place multiple break­points in the code; hitting *Continue* will then resume execution until the next break­point is reached.

The above features – being able to pause the flow of execution at a break­point, and inspect variable values by hovering over them – are by themselves extremely useful for debugging. Getting used to using this feature will save you a lot of time. The next useful feature to know is the ability to “step” through the execution of the applica­tion. When you reach a break­point, a small set of buttons appear (they can also be found under the *Debug* menu):
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There are a few more options available, but these three are the most important for now. These three options (and corresponding buttons) are called:

* *Step into*
* *Step over*
* *Step out*

These “step” buttons enable you to advance the flow of execution by a single state­ment at a time, just as if all lines of code contained breakpoints. The interes­ting question is then: what is the next statement to be executed?

The obvious answer would be the next line of code in the method where we placed the breakpoint. If you click the *Step over* button, the arrow marking the current posi­tion in the code will indeed advance to that statement (note that this need not be the line that “physically” follows in the code, since we might have conditional state­ments, loops etc. in play here).

But what if the statement we are currently at is a method call? If we want to investi­gate what happens inside that method call, we can use the *Step into* option. This will take us into the code for the called method. In this way, you can step infinitely deep into methods being called by other methods (cue music from ***Inception***...).

If you step through all the statements in the called method, you will eventually be returned to the calling method – if you want to be taken immediately back to the calling method, you can use the *Step out* option, which then finishes the method call. Using these three ways of stepping through the code is also extremely useful, since you can follow the flow of execution in every detail. In this way, you will often find that the code doesn’t behave as you expected.

In total: as soon as your code grows beyond trivial, it is a really good investment to familiarise yourself with the most fundamental features of the integrated debugger. The best way to learn this is – as always – to practice! There are more advanced features in the debugger than mentioned here, but get some practice in using the features described here, before diving deeper into the capabilities of the debugger.

## Data structures, part I

Learning about control statements enable us to go far beyond simple, sequential bits of code. Likewise, we now need to go beyond simple variables, that can only contain a single value. In many situations, we need to handle multiple values that have some­thing in common. Examples could be:

* Names of students in a class
* Temperature measurements over a long period
* Information about cars that can be rented at a Car Rental Service

…and so on, and so on. We could in principle just declare a lot of individual variables for e.g. holding the names of students, but a such an approach quickly becomes very clumsy to implement. Therefore, we need ways to handle such **collections** of data more elegantly. Fortunately, all modern programming languages – C# included – contain a number of ways to handle collections of data, by using so-called **data structures**.

### Arrays (and why you should not use them…)

One such data structure is the **array**. The array is a classic data structure, and it has been around for much longer than Object-Oriented programming. Therefore, it doesn’t quite “fit” into such a language as C#, since the syntax for using it has a non-Object-Oriented flavor to it. So why learn about it at all? Even if better alternatives do exist, you may still encounter use of arrays in existing code, and certain parts of the array syntax has leaked into more modern data structures. So, knowing about arrays is still useful background knowledge to have as a programmer.

Before diving into the syntax for arrays, we describe them on a conceptual level first. In essence, they are just a construction for handling a set of values of the same type (e.g. **int** or **string**). We can think of an array as a line of boxes, into which we can put a single value. Below is an array of integers:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| **value** | 34 | -233 | 9801 | 67 | 2 | -9582 | 770 |

Note that the “line of boxes” mentioned above is only the shaded part of the drawing, in the row labeled *value*. So, we have a total of 7 integer values in this particular array. What is the *index* then? The *index* is the “address” of a specific element in the array. When we put something into the array, we have to specify which “address” it should have. The *index* is exactly that. We can then use the index again, when we wish to retrieve an element from the array. The index itself is just an integer number; the only peculiarity is the fact that an array index always starts from 0 (zero). This also means that in this particular array, the last element has index 6 (not 7)!

Let us now see how to use arrays in C#. More specifically, we need to be able to:

* Create an array
* Enter a value into an array
* Retrieve a value from an array

The syntax for array creation is the first place where the pre-OO nature of arrays start showing. First, we need to declare a variable that can refer to an array:

int[] myFirstArray;

We deliberately used the phrase “refer to”, since an array is indeed an object, and a variable of an array type is thus by-reference. This particular variable refers to an array of **int** values. The important thing to notice here is the use of **[]**, called **square brackets**. A proper declaration of an array variable is thus the type for the values it should contain, followed by [].

Just declaring the variable does not create the array itself. Creating the array looks like:

myFirstArray = new int[7];

This will create an array with 7 elements, that can contain an **int** value. Again, notice the somewhat odd syntax. We are indeed creating a new object here, by using the **new** keyword. However, there is not as such a class corresponding to the array…

With this, we can start to use the array. If we wish to put a value into the array, we must specify the index of the element into which we put the value:

myFirstArray[3] = 23;

This puts the integer value 23 into the element with index 3 (i.e. the fourth element in the array). There is not more to it than that. If you wish to retrieve an element from the array, you must again use the index:

int singleValue = myFirstArray[5];

The important thing to realise is this: once you specify an element in an array by its index, that element can be used in exactly the same manner as a simple variable of that type. You can use it in expressions, you can assign a value to it, and so on. If you want to increase the value of an element by one, you could just write:

myFirstArray[4]++;

This is no different than writing e.g. **age++**.

In the above example, we just created an array of **int** values, with 7 elements. We did not really specify the content of the array. Is the array then empty initially? No, since the concept “empty” doesn’t quite make sense for an array. Once the array is created, it immediately has the specified size, and the content of each element is then inter­preted as an **int** value. In C#, the elements in a array of numerical values are set to 0 (zero) by default, so that will be the initial content of this array. If we already know the initial values when we want to create the array, we can use a handy syntax to put those elements into the array:

int[] myFirstArray = new int[] { 34, -233, 9801, 67, 2, -9582, 770 };

This will create an array with 7 elements and put the specified values into the array. Neat!

So far, we have not gained that much as compared to just using simple variables. Arrays do however go hand-in-hand with repetition statements. Suppose we want to print all the elements in an array. That is quite easy to do with a **for**-loop:

for (int index = 0; index < 7; index++)

{

Console.WriteLine(myFirstArray[index]);

}

That’s it! The variable **index** starts at 0, and keeps increasing until it reaches 7, where the condition becomes false. Also, this code (almost) doesn’t change if we have an array with 10000 elements instead of 7. The only small problem with this code is the explicit use of the size of the array. If we do change the size of the array, we must also change the condition in the loop. Can we avoid that? Yes, since you can retrieve the length of the array from the array itself:

for (int index = 0; index < myFirstArray.Length; index++)

{

Console.WriteLine(myFirstArray[index]);

}

This is a more robust style, since it is no longer necessary to change the condition, no matter the size of the array.

The above is a simple – but still quite typical – example of how arrays are used: Do some operation for each of the elements in the array (in this case: print them on the screen). Since this usage pattern occurs so often, a variant of repetition loops have been created just for this purpose, called a **foreach**-loop:

foreach (var value in myFirstArray)

{

Console.WriteLine(value);

}

Here you don’t even need to worry about array sizes, loop variables and so on: just specify the name of the array, and what you want to do with each element. The gene­ric version of the **foreach**-loop looks like this:

foreach (var *variableName* in *arrayName*)

{

// Whatever you want to do with the value

}

You can choose whatever variable name you prefer; it is just a “placeholder”, that will hold the actual values from the array during the iterations. You may also have noticed the use of the keyword **var**. Strictly speaking, you should also specify the type of the placeholder variable. However, the compiler can figure out what the type should be (it must be the same as the type of the elements in the array), so it “allows” you to be a bit lazy. By using **var**, you are saying “you figure it out!”. The compiler will protest if this is not possible ☺.

With arrays and loop statements (including the **foreach** loop), we can start to handle collections of values instead of just single values. However, in a modern language like C#, arrays will rarely be the best choice for such a task. Even though arrays are rather easy to work with, they have several drawbacks:

**The size of an array is fixed**: When you create an array, you must specify its size. This means that already at creation time, you must anticipate how many elements you may need to store in the array. That is often impossible, or at least very uncertain. What if the array is used in a school administration system? How many students should it be possible to handle? 100? 10000? Who knows… You could then argue that you should just create a “sufficiently large” array, maybe with one million elements. Is that a problem? It could be, since you will then use a fixed-size chunk of memory for this array, even though it will often be next-to-empty. Even though RAM is cheap these days, we should still be wary of excessive memory consumption.

**You can use array indices that are invalid:** These is nothing stopping you (even though Visual Studio will raise an eyebrow…) from writing a statement like:

myFirstArray[-2]++;

If you try to run this code, you will get an error (more specifically an **exception**, that we will learn about later).

**There is no clear definition of an “empty” element:** We mentioned above that an array of a numerical type will – unless told otherwise – be initialised with the value 0 (zero) in each element. Can we then assume that if an element contains the value 0, it is considered empty? You could, but it’s a fragile strategy. What if 0 is also a valid value? Maybe the array contains temperature measurements, and 0 may then be a perfectly valid temperature. We could then choose another value as indicating empty, but that just shifts the problem. The core of the problem is that as soon as the array is created, any content in an element is interpreted as being of the specified type.

**There is no help with common tasks:** Since the array is not really a class, there are no methods available for various common tasks, like e.g. sorting the elements. It should be mentioned that C# does contain an **Array** class, but this is more a collec­tion of assorted static methods that can be used on arrays, not part of the array as such.

In total, there are a variety of more modern classes available in C#, that are better choices for handling collections of values. Certain very specific situations – e.g. where the size of the collection will never change, and no sophisticated processing of the elements is needed – may still justify the use of arrays, but they are mostly a leftover from the earlier days of programming. Still, some syntactical elements from arrays are also found in more modern classes.

### Lists

The .NET Framework Class Library contains several classes for handling collections of values. The **List** class is probably the class that has most in common with the classic array structure.

The **List** class does not suffer from the drawbacks described above. The pur­pose is similar to arrays: insert and retrieve values (or object references) of a specific type. The syntax for creating a **List** object is:

List<int> myFirstList = new List<int>();

There are a couple of things to notice here:

* The statement creates a **List** object, that can hold a collection of **int** values. The type specification goes between the **pointy brackets** **<>**, that follow right after the **List** class name. The **List** class is a **generic** class; we will discuss gene­ric classes later, but for now we just note that this is the syntax we must use for specifying the type of the elements.
* If you type in the statement in Visual Studio, you will notice that an additional line is generated by Visual Studio, at the top of the file:

using System.Collections.Generic;

The **List** class is part of the .NET Framework class library, and the above line instructs Visual Studio that we would like to use the part of the class library containing this class. This part also contains other useful collection classes.

* We do not need to specify an initial size of the list! Upon creation, the list is indeed empty. Once we start adding elements to the list, the size is increased accordingly, and also decreased if elements are deleted.

Having created the (initially empty) list, we can add elements to it:

myFirstList.Add(982);

This is also quite different from the array style; here we use a method call in order to insert a value. Note that there is no specification of the index. The **Add** method will simply add the new element to the end of the list. If you at some point wish to insert an element at a specific position, you can use the **Insert** method:

myFirstList.Insert(2,980);

This will insert the value 980 into the element at index 2. A very important point here is that this may cause other elements to be moved! Suppose the list looks like this before the insertion:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 |
| **value** | 34 | -233 | 9801 | 67 |

After the insertion, the list will look like:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 | 4 |
| **value** | 34 | -233 | 980 | 9801 | 67 |

This is intentional, but is a feature that might surprise you if you are used to wor­king with arrays. Likewise, you can remove an element specified by index with the **RemoveAt** method:

myFirstList.RemoveAt(1);

This will shrink the list, again with the consequence that elements will be moved. The list will change from:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 | 4 |
| **value** | 34 | -233 | 980 | 9801 | 67 |

to

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **index** | 0 | 1 | 2 | 3 |
| **value** | 34 | 980 | 9801 | 67 |

The list is thus much more “dynamic” than an array, and you cannot expect an ele­ment to retain its original position. With regards to removing an element, you might wonder why the method isn’t just named **Remove**. The **List** class does indeed contain a **Remove** method – also taking a single argument – but this method will remove the first occurrence of the specified value. In this case, the method argu­ment is thus inter­preted as a value, not an index! This can be somewhat confusing, and you should be sure to understand the meaning of the method arguments before using the methods.

The **List** class contains a lot of additional methods, and we will only present a few of them here:

|  |  |
| --- | --- |
| **Clear** | Removes all elements from the list |
| **Contains** | Returns **true** or **false**, depending on whether the specified value was found in the list |
| **IndexOf** | Returns the index of the first occurrence of the specified value (or -1 if no occurrence is found). |
| **Sort** | Sorts the elements in the list |

Feel free to dig deeper into the C# documentation yourself, if you want to know more about the available methods. Some of them are quite sophisticated.

All these methods enter elements into the list, and process them in various ways. How do you retrieve a single element by index? This is done by using the old-school array syntax:

int aValue = myFirstList[3];

This is convenient, but the responsibility for specifying a valid index rests with the caller. Nothing prevents you from specifying an invalid index, which will provoke an error (just as for arrays). You can actually also use the array-style syntax to change the value of an element, like:

myFirstList[3] = 111;

This statement does not add a new element to the list, it only changes the value of an existing element (assuming the index is valid…).

Lists are thus used through a mix of explicit, named methods like **Add** and **Insert**, and array-style indexing. This may seem a bit confusing. You could argue that all inter­action with a list ought to be through methods, to keep things consistent. Still, the array-like indexing using [] is a very well-established standard in programming (you will find it in a lot of programming languages), and if you look a bit further under the hood, you will find that using [] is actually also a method call (called an **indexer**). Indexers are similar to properties; in code, they do not really look like method calls, but they are in fact method calls with a special syntax. We will not discuss indexers further in this note, but if you define your own class to handle collections of values, you can add indexers to your class definition, just as you can add properties.

Processing the elements in a list is just as easy as for an array, if we use the **foreach**-statement:

foreach (var value in myFirstList)

{

Console.WriteLine(value);

}

This loop is almost identical to the loop we used for printing the elements in an array, and that is in fact an important point. This loop doesn’t really care if we give it an array or a list, since these structures are “similar enough” to be processed in this way.

What do we mean by “similar enough”? If you think about it, all that seems to be necessary is:

* The structure must have a well-defined starting point (i.e. first element)
* The structure must have a well-defined ending point (i.e. last element)
* It must be well-defined how we proceed from one element to the next element

If these requirements are fulfilled, we can find the first element, proceed from the first element to the second element, to the third, and so on. We can also detect when we have reached the end. Arrays and lists both have these features, along with many other collection classes. The exact details of how to achieve this are not so interesting, and they will be hidden inside the classes themselves. Later on in these notes, we will learn the proper terminology to express such “similarities” in a more precise way.

### Dictionary

The **List** class is a significant improvement over the array structure, and make many tasks much easier. There are however a number of scenarios that lists cannot handle very well. One such scenario – that often occurs in practice – is when we need to handle data that has a **key-value relationship**.

Suppose we have a system for school management, and we need to create and mana­ge a lot of **Student** objects (we assume the system contains a **Student** class). We may thus need to use a collection class that can contain (references to) **Student** objects. A **List** could be a possible choice, like:

List<Student> allStudents = new List<Student>();

We can then go ahead and create **Student** objects, and insert them into the list. So far, no problems. A useful feature of such a system is probably the ability to look up a specific student. What information would we need in order to do that? Something that uniquely identifies a student. The name is not really enough, since that may not be unique. The Social Security Number (SSN, in Denmark known as CPR) is however unique. So, given an SSN, we must find the student with that SNN. If we were to do this with a list, it would probably look like:

bool found = false;

int index = 0;

Student theStudent = null;

while (!found && index < allStudents.Count)

{

if (allStudents[index].SSN == givenSSN)

{

found = true;

theStudent = allStudents[index];

}

}

In plain language: Examine the elements one by one, until the correct student is found, or all elements have been examined.

There are several problems with this code. First, it is somewhat complex, so there is definitely a risk of not getting it right the first time. Second, it is also very inefficient. By “inefficient” we mean that it will use much more computing power than needed. Suppose we have a school with 1,000 students. How many **Student** objects will we on average have to examine before finding the right one? Probably about 500. Consider how nice it would be if we could just use the SSN as an index! All of the code above would boil down to:

Student theStudent = allStudents[givenSSN];

If a student with the specified SSN exists, **theStudent** will then refer to that object; if not, **theStudent** will be **null**. The collection class called **Dictionary** enables you to do just that!

When declaring a **Dictionary** object, you must specify a type for the key, and a type for the value. In our example, the SSN is the key, and a **string** could be a proper type for this. The value is then (a reference to) a **Student** object:

Dictionary<string, Student> allStudents = new Dictionary<string, Student>();

The syntax is a bit intimidating, but it is just the same style as for the **List**, with an extra type parameter. We can now start adding elements to the dictionary:

allStudents.Add(aStudent.SSN, aStudent);

For the **Dictionary**, the **Add** method takes two parameters: the key (here the SNN), and the value (the **Student** object). You can also use the array-like syntax:

allStudents[aStudent.SSN] = aStudent;

The two statements do the same thing, but with a subtle difference. If you try to add an element with a key that doesn’t already exist, the element is just inserted, no matter which style you use. However, if the key already exist, then:

* The **Add** method will provoke an error (more specifically an exception)
* The index method will just overwrite the existing value with the new value.

You should thus choose the alternative that matches the behavior you want.

In order to remove an element, you only need to specify the key:

allStudents.Remove(givenSSN);

The method will return a **bool** value: **true** if an element was found and removed, **false** otherwise.

To retrieve an element, you use the array-style index syntax:

aStudent = allStudents[givenSSN];

If an element with the specified key exist, the method will return that element. If no such element exist, an error will occur! If this is not the desired behavior, you can use the method **ContainsKey** to check if a given key exist in the dictionary, like

if (allStudents.ContainsKey(givenSSN))

{

aStudent = allStudents[givenSSN];

}

This would in fact be a perfect opportunity to use the ternary operator:

aStudent = allStudents.ContainsKey(givenSSN) ? allStudents[givenSSN] : null;

The code needed for retrieving values associated with keys is thus much simpler for a dictionary, compared to a list. As an extra bonus, the dictionary can retrieve such a value much more efficiently (i.e. faster) than a list. We saw in the above, that using a list would require sequential search through the entire list. This implies that if the size of the list doubles, the average time needed to find a specific element also doubles. For a dictionary, the time needed to find a value is (almost) constant, no matter how many values we store in the dictionary! This makes the dictionary a very attractive choice, if you have an obvious key-value relationship in your data. Just as for the **List**, there are a lot of additional methods available for the **Dictionary**, and you should take some time to get an overview of the methods.

There are several other collection classes available in the .NET Framework class library (we will discuss some of these a bit later in the notes), but knowing about the **List** and **Dictionary** will take you a long way. When should you then choose one class over the other? Some general guidelines follow below:

Choose a **List** if:

* There is no obvious key-value relationship in your data
* You don’t need to retrieve data very often
* The typical operations will involve doing the same operation to all elements

Choose a **Dictionary** if:

* There is a clear key-value relationship in your data
* You often need to retrieve a specific value, given a key.

As always, using your common sense is also a good starting point ☺.

### Enumerations

A final, somewhat small, topic in relation to data structures are **enumerations**. Enumerations are not related to collection classes; they solve a different problem.

The primitive types available in C# are often not exactly what we want. Suppose we wish to make an application that deals with fruit, say these five kinds of fruit: *Apple*, *Pear*, *Cherry*, *Banana* and *Kiwi*. How should we then represent a fruit? Let’s examine some possible strategies:

* As a **bool**: That is obviously not a good strategy, since we only have two pos­sible values for a **bool**
* As an **int**: Possible (say, use the values 1 to 5, where 1 = *Apple*, and so on), but not very convenient.
  + Since an **int** can obviously have a value smaller than 1 or larger than 5, we may assign a value that does not correspond to a fruit
  + Code can be hard to understand
* As a **string**: Possible, but with problems similar to **int**

What we would really like is a custom-made type that can only hold exactly the five values given above, making it impossible to specify a wrong value. This can be done by defining an **enumerated type**. In code, it could look like:

public enum FruitType { Apple, Pear, Cherry, Banana, Kiwi }

An enumerated type will typically be part of a class definition, so we can imagine a **Fruit** class in which **FruitType** is declared.

If we now want to declare a variable elsewhere in the program, and assign a value to it, it will look like:

Fruit.FruitType aFruit = Fruit.FruitType.Apple;

The point is: We can never assign a value to the variable that does not represent a valid fruit, since the type itself specifies the legal values. Errors are caught at compile-time, not at run-time. Also, the intention of the code is probably easier to understand, even though the syntax for using the enumerated type is a bit verbose.

A typical rule-of-thumb is to use enumerations for types where there are from 3 to around 10 legal values. This doesn’t mean that it is forbidden to have an enumeration with 12 valid values, but your code will inevitably become more complex when the number of valid values increases.

## Code Quality, Part III (Keeping your code DRY)

A long way back in these notes, we discussed a situation where a **Human** class con­tained three properties: **Weight**, **Height** and **BMI**. It turned out that we could imple­ment these three properties using only two instance fields: one for weight, and one for height. The BMI property could then be calculated from the weight and the height. Compared to having an extra instance field for BMI, this gave us two advantages:

* We use less memory, if **Human** only has two instance fields instead of three
* We eliminate the risk of data inconsistency, since the value of the BMI is not stored explicitly

This is a simple example of a very important principle in programming (and computer science in general): the **DRY** principle:

**D**on’t

**R**epeat

**Y**ourself

There are other ways to phrase this principle (for instance **SSoT**: Single Source of Truth), but the essence is the same. Applied to programming, the principle dictates that we should avoid duplicating any kind of information in our code. This goes both for data and algorithms! More specifically, we will try to avoid duplication at four levels in our code:

* Values
* Instance fields
* Methods
* Classes

### DRY and values

Imagine that you create an application for some sort of “world simulation”. To keep things simple, you define your world to be a 2-dimensional grid, where something can happen in each cell of the grid. To see if your model works properly, you start out with a small world, say 10x10 cells. You will probably write several loops like:

for (int x = 0; x < 10; x++)

{

for (int y = 0; y < 10; y++)

{

// Do something for each cell

}

}

Once everything seems to work, you might want to crank up the world size to a larger grid, say 100x100. In order to do this, you must find all occurrences of such loops, and replace 10 with 100. Visual Studio can in fact do this for you, by doing a project-wide search-and-replace operation. That is, however, a risky operation. What if the value 10 is used for other purposes in the code? Replacing those values with 100 is probably asking for trouble…

The way forward here is to remove these explicitly stated values from the code (such values are often called **magic numbers**), and replace them with something else. An obvious suggestion is **constants**. In the example, we could simply introduce two con­stants **DimensionX** and **DimensionY**, and use them in the relevant loops instead. If a value is only used within a single class, you can just declare the constant as part of that class definition. If the value is used in multiple classes, things get a bit more com­pli­cated. One strategy could be to define a public constant, as part of a “setup” class. In the world simulation example, we could imagine a **WorldSettings** class, from which the dimension constants can then be retrieved, like:

public static class WorldSettings

{

public const int DimensionX = 100;

public const int DimensionY = 100;

}

Using the constants will then look like:

for (int x = 0; x < WorldSettings.DimensionX; x++)

{

for (int y = 0; y < WorldSettings.DimensionY; y++)

{

// Do something for each cell

}

}

This has two advantages: First, the specific values of the constants are now defined once, and only need to be updated there. Second, it improves the readability of your code. If you need to understand what the code is actually doing, it is probably easier to understand **WorldSettings.DimensionX** than just the value 10.

### DRY and instance fields

We have already seen the DRY principle in action in the BMI example, so there is not that much to add here. The general rule-of-thumb is to look out for data that:

* An external user is interested in (and we therefore wish to expose as a proper­ty of a class)
* Can be calculated from other data

A valid concern here is the effort (i.e. computing power) needed to do the calculation. Returning a value directly from an instance field is of course a very fast operation, while a calculation will require more effort. Still, this should be seen in the correct perspective. Suppose the primary purpose of the BMI in the example is to show the value in a user dialog. In that case, it doesn’t really matter if it takes one micro-second or 50 micro-seconds to retrieve the value, since it is negligible compared to the time it takes to open the dialog, and for the user to read the content. If there is a vast diffe­rence (say, the calculation takes several seconds), you may need to recon­­sider. Still, you should not break the principle just for efficiency reasons, if efficiency is not the primary concern.

### DRY and methods

Once we apply the DRY principle to source code, things can get a bit more complex. Consider the below addition to the **Human** class (don’t worry if you don’t understand exactly what happens in the code – it’s just about printing information on the screen with a bit of visual decoration):

public void PrintNameNicely()

{

string nameLine = "Name is : " +\_name;

nameLine = nameLine.PadLeft(20);

nameLine = nameLine.PadRight(40);

nameLine = "|" + nameLine + "|";

Console.WriteLine("------------------------------------------");

Console.WriteLine(nameLine);

Console.WriteLine("------------------------------------------");

}

So, our customer sees this, and says *“Hey, that looks nice! Can’t you also make it possible to print the height like that?”*. Well, of course we can! Here we go:

public void PrintHeightNicely()

{

string nameLine = "Height is : " + \_height;

nameLine = nameLine.PadLeft(20);

nameLine = nameLine.PadRight(40);

nameLine = "|" + nameLine + "|";

Console.WriteLine("------------------------------------------");

Console.WriteLine(nameLine);

Console.WriteLine("------------------------------------------");

}

That didn’t take long – we just copy-pasted the code from **PrintNameNicely**, and made a few changes. Maybe we would even make a **PrintWeightNicely** method in the same manner. Later on, the customer comes back and says *“Well... I would rather have stars (\*) printed instead of hyphens (-)…can you do that?”*. Yes you can…but how many places will you have to make that change? Three places, since you just copy-pasted code from the original method. More work, and also the risk of missing an update! The “fixed” code might now print name and height with stars, but weight with hyphens… Now the customer is not happy!

How should we then approach this problem? If you apply the DRY principle here, you should look at the code above and think *“what do these two methods have in com­mon?”*. Quite a lot, since the only difference is the specific data that is printed in the middle line, plus the leading text (***Height is :*** vs ***Name is :***). Everything else is the same. So, if we create a new method, where these two pieces of information are converted into parameters, we have a single method that can handle both situations! Let’s create such a method:

private void PrintNicely(string data, string leadText)

{

string dataLine = leadText + data;

dataLine = dataLine.PadLeft(20);

dataLine = dataLine.PadRight(40);

dataLine = "|" + dataLine + "|";

Console.WriteLine("------------------------------------------");

Console.WriteLine(dataLine);

Console.WriteLine("------------------------------------------");

}

This method does not contain references to specific fields, but relies on two para­meters instead. This method can now be called from the original methods:

public void PrintNameNicely()

{

PrintNicely(\_name, "Name is :");

}

public void PrintHeightNicely()

{

PrintNicely(\_height.ToString(), "Height is :");

}

We do introduce a very small complication, since the caller must now convert the data to a string. Converting an **int** to a **string** is however a very simple operation. The gain is absolutely worth the price, since we now only have to do the hyphen-to-star update in one single place! Our code is now much DRYer ☺.

The attentive reader will perhaps wonder why the new method is private – why not make it public, and simply discard the old methods? Remember that public methods are used by the outside world, so deleting them may cause problems for others. Even changing them by e.g. changing the name and/or the required parameters can cause problems. However, we are free to change the implementation, which we have done.

Are we done? Well, take a closer look at the **PrintNicely** method. Does it contain any repetition? The statements that print the top and bottom line are indeed identical. We could create yet another method:

private void PrintSeparator()

{

Console.WriteLine("------------------------------------------");

}

and update the **PrintNicely** method accordingly:

private void PrintNicely(string data, string leadText)

{

string dataLine = leadText + data;

dataLine = dataLine.PadLeft(20);

dataLine = dataLine.PadRight(40);

dataLine = "|" + dataLine + "|";

PrintSeparator();

Console.WriteLine(dataLine);

PrintSeparator();

}

Here the gain seems a bit more marginal, but we have in fact isolated the use of hyphens even further.

Could we go even further? There are still some spots of repetition left, for instance the use of the vertical separator line (**|**). Instead of writing it explicitly twice in the code, we could perhaps add a constant **verticalSeparator** to the class:

private const string verticalSeparator = "|";

So once again, we have isolated the specification of the vertical separator to one single place in the code. If you feel up to the challenge, you can probably find even more ways to improve the method.

A natural question here is of course: Is it worth the effort? Giving a definitive answer to that question is impossible. It will always be a matter of risk versus reward, and depend on specific circumstances. If you don’t care about (or don’t want to pay for) such improvements to your code, you can in principle use that saved effort for some­thing else. However, if you anticipate that the code will indeed need to be modified later on, that modification may require more effort, due to the less-than-optimal state of the code.

Code modifications of this kind are another example of code **refactoring**. We saw a simpler refactoring much earlier in these notes (simple renaming of variables), and we are now stepping up to some not-so-trivial refactorings here. Remember that any refactoring is supposed to:

* Improve the structure of the code, making it easier to maintain and extend
* Keep the functionality of the code unchanged.

With regards to when it is “worth it” to do such a refactoring, Martin Fowler suggests a “rule of three” in his **Refactoring** book: When you write the same code the third time, you should definitely refactor. This could be a useful rule-of-thumb to start with.

### DRY and classes (and a brief introduction to Inheritance)

We have now seen examples of how to eliminate code duplication inside a class, both with respect to instance fields and methods. Duplication may however also occur across several classes. Suppose we are creating a banking system, where we need to model different types of bank accounts. We might have a standard bank account, with the below features:

1. You can deposit money into the account
2. You can withdraw money freely from the account, as long as the resulting balance is positive
3. You get an interest rate assigned once a year

We might also have a savings bank account, with the below features

1. You can deposit money into the account
2. You can withdraw money from the account three times per month, as long as the resulting balance is positive
3. You get an improved interest rate assigned once a year

If we just go straight ahead and create code for these two types of account, we will probably create two classes **StandardAccount** and **SavingsAccount**. What will these classes look like, i.e. what instance fields and methods might they have? A reasonable suggestion could be that:

* Both classes have an instance field **\_balance**, and a read-only property **Balance**
* Both classes have a **Deposit** method, and the implementation will be identical
* Both classes have a **Withdraw** method, but the implementation will be different, since different business rules apply
* Both classes have an **AssignInterest** method, but the implementation will be different, since different business rules apply

So, even though the individual classes might not contain any duplicate code, we will still have code duplication, in the sense that e.g. the **Deposit** method is implemented identically in two classes. Can we eliminate such cross-class code duplication as well? Indeed we can, by using a mechanism called **inheritance**. The concept of inheritance is one of the pillars of Object-Oriented programming. The ability to “share” common features between classes is extremely useful, and is a very powerful tool for solving the cross-class code duplication problem.

Consider again the two classes **StandardAccount** and **SavingsAccount**. We saw above that they have certain features in common, and certain features that are individual. We could illustrate this relationship like so:
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Each ellipsis represent the code for one class: the yellow and blue areas will thus be code specific for one particular class, while the green area will be the code common to both classes. We would like to lift the green area out of the individual classes, and make the individual classes “refer” to the green area:
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The way to express this in terms of object-orientation is as follows:

* We create a **base class** called **Account**. This class is supposed to contain those elements (instance fields, properties, methods, etc.) that are common to all bank accounts. This is the green area.
* We create two **derived classes** called **StandardAccount** and **SavingsAccount**, that only contains those elements that are specific for that particular bank account type. This is the yellow and blue area, respectively.
* We let **StandardAccount** and **SavingsAccount** inherit from **Account**. The inheritance mechanism has the effect that e.g. a **SavingsAccount** object will now contain both the common elements defined in **Account** and the specific elements defined in **SavingsAccount**.

We chose the phrase “a **SavingsAccount** object will now contain…” deliberately. Inheritance does not mean that the source code from the base class is somehow sucked into the derived class before compilation. The source code for **Account** will only exist in the **Account** class definition, which was the whole point. The effect – in terms of functionality – is however just as if we had duplicated the code. So once again, we improved the structure of the code, without changing the functionality.

How do you then specify inheritance in C#? In the example above, we would not be able to see any signs of inheritance, if we just looked at the **Account** class. That class would look like any other class, with some instance fields, methods, etc.. For the derived classes, we explicitly specify inheritance like this:

public class StandardAccount : Account

{

// Rest of class definition follows here...

A colon, followed by the name of the base class. That’s it. We have now specified that **StandardAccount** inherits from **Account**.

There is quite a lot more to know about inheritance than what we described here, but we will return to this shortly. For now, we just note that inheritance enables us to eliminate cross-class code duplication, and is yet another tool to DRY up our code ☺.

### When does code become DRY?

As you are hopefully aware, these notes are about **Object-Oriented programming**. Another discipline in Object-Oriented Software Development is **Object-Oriented Design**. These two disciplines are obviously related, but exactly how they are related and what activities they involve – and how these activities may overlap – is a matter of debate. The traditional standpoint can – very simplified – be stated like:

*If we put a lot of effort into developing a sound and detailed Object-Oriented Design, the subsequent programming is almost trivial.*

In other words: If you think hard and long about the domain you want to model with your software, you can probably figure out what classes you need, how they will be related in terms of base classes and derived classes, what instance fields and methods you will need, and so on and so forth…without writing a single line of code! Once you are done with this activity – which is traditionally called Object-Oriented design – you will get the code right the first time!

Is that how it works in the real world? Rarely… In real life, you will typically create a design that looks “reasonable”, start to create some code, discover some flaws in the design, rethink the design, rework and extend the code, and so on; a much more iterative approach, where the line between design an code is blurred. This state-of-affairs has been embraced by the so-called Agile movement. Their standpoint – again very simplified – is:

*It does not make sense to separate design and programming – design happens and evolves hand-in-hand with code. We need to focus on structured ways to change the design of existing code.*

Hopefully, you can see that an activity like refactoring is exactly such a way to change the design of existing code. Refactoring is indeed considered one of the pillars of agile software development.

So, why all this high-level talk at this point? Think about the previous example, where we used inheritance to eliminate code duplication. If you subscribe to the traditional standpoint on design-vs-code, you would argue that code duplication should never have happened in the first place! You shouldn’t market inheritance as a remedy for code duplication, since it is a tool for design purposes! We don’t really want to take sides in this discussion, but either way, you may indeed find yourself in a situation one day, where you can eliminate code duplication by introducing inheritance. Also, the specific “mechanics” of inheritance are definitely in the realm of programming, and should be mastered by any object-oriented programmer, no matter if inheritance emerges as a result of up-front design or of code reorganisation. As promised, we will now investigate these mechanics in more detail.

# Object-oriented Programming II – Intermediate

Once we get to the point where our models consist of several classes, there will inevitably be some kind of relationship between the classes. We have already seen examples of classes that themselves refer to other classes: A **Car** class could have a relation to a **Wheel** class, an **Employee** class could have a relation to a **Teacher** class, and so forth. We usually make a distinction between two fundamental kinds of class relationships: the ***has-a*** relationship, and the ***is-a*** relationship.

## The has-a relationship (Composition)

The **Car**-**Wheel** example above is a classic example of a ***has-a*** relationship. A **Car** is probably a (model of a) quite complex system, so it will make perfect sense to divide the system into a number of smaller sub-systems, each represented by a **class**. The **Car** class will thus be “composed” by several sub-classes; this sort of relationship is therefore denoted **composition**. In a **Car** class definition, the relation to the other classes will be implemented by a number of instance fields, which will have the type of the classes representing the smaller systems, like

class Car

{

private Car[] wheels;

public Car()

{

wheels = new Car[4];

// (rest of Car constructor)

}

}

We have seen similar examples before, and there is as such not that much more to explain about this relationship. The higher-level classes will use the lower level-classes to implement their own functionality, by using properties, calling methods, etc.. Still, the fact that classes can make use of other classes enables us to construct very com­plex systems of collaborating classes.

## The is-a relationship (Inheritance)

A different kind of relationship can emerge as a result of discovering similarities between classes. Imagine we are working with a system for school administration. At some point, we see that we have a class **Teacher**, and another class **Secretary**. Upon further examination, we also see that the two classes have a lot in common. They probably both have properties like **Name**, **Address**, **Salary**, etc.. In accordance with the DRY principle, this is a situation we should do something about. But what? Should we try to merge the two classes into one larger class, that can accommodate both teachers and secretaries? That is not a good solution, since classes should be focused on a single responsibility. A different approach is to try to move the common parts of the two classes into a new class, and only retain the truly teacher-specific and secre­tary-specific in the original classes. The common class could be called **Employee** – it is supposed to contain only those parts that are common for all types of employees.

This “decomposition” of the original classes has at least brought us in line with the DRY principle, since no code is present twice anymore. Still, we need to have classes that can fully represent a teacher and a secretary, respectively. Could we then make these classes refer to the new **Employee** class through composition? That would indeed be a possible solution, but it would be a somewhat convoluted version of a ***has-a*** relationship: A **Teacher** has-a **Employee**… This sounds much more like an ***is-a*** relationship: A **Teacher** is-a **Employee** An ***is-a*** relationship a usually implemented by so-called **inheritance**.

## The inheritance mechanism

The two classes that are part of an **is-a** relationship each play a different role. One class is more general, while the other is more specific. In the example, the **Employee** class is general, while the **Teacher** class is more specific. By “more specific”, we mean that the **Teacher** class should be all that the **Employee** class is, plus a bit extra (the parts that are specific for a teacher). We achieve this by using **inheritance**. In C#, inheritance is syntactically quite simple to express. If we want the **Teacher** class to “inherit” from the **Employee** class, it will look like:

class Teacher : Employee

{

// Teacher-specific parts

}

This reads “class **Teacher** inherits from class **Employee**”. In this way, a **Teacher** object will expose all the public properties and methods that are defined in the **Employee** class, plus its own public properties and methods. To the outside world, a **Teacher** object thus appears exactly like before the “decomposition”, while we have achieved our goal of not repeating code in classes.

In more general terms, we refer to the class from which someone inherits as the **base class**, while the class that inherits (from the base class) is called the **derived class**. Another terminology is **superclass** (the base class) and **subclass** (the derived class).

### The protected access level

We mentioned above that the derived class will expose all public parts of the base class, which implies that the derived class can also make use of these properties and methods inside its own properties and methods. But what about elements marked **private** in the base class? A derived class can not access these elements, so private really means private! This may seem very strict, since we could imagine that a derived class would need access to certain parts in the base class, that are not available to the outside world. For this reason, there is a third access specifier called **protected**. An element in the base class marked with **protected** can indeed be accessed by a derived class, but not by an outside user.

Should we then preferably mark all elements in a class as **protected** rather than **pri­vate**, to accommodate any class that wants to inherit from the class? No. We should still be careful about what we expose, even to a derived class. If we allow a derived class direct access to all elements in the base class, it may short-circuit all sorts of validations, etc. that have been put in place in the base class. Also, the derived class might become too dependent on the internal structure in the base class, meaning that it can become difficult to change this structure if needed. We are not saying that you should never use the **protected** access level, just that you should consider the poten­tial con­sequences very carefully first.

### Constructors in derived classes

Even though inheritance in itself is very simple with regards to syntax, there are a number of non-trivial aspects you need to be able to handle. The first arises with regards to constructors. Imagine that we found that our **Employee** class will need a constructor with two parameters:

class Employee

{

public Employee(string name, string address)

{

// (rest of Employee constructor)

}

}

Also, we found that the derived class **Teacher** (derived from **Employee**) only needs one parameter in its own constructor:

class Teacher : Employee

{

public Teacher(string mainSubject)

{

// (rest of Teacher constructor)

}

}

This all looks nice here in print, but in Visual Studio, the code above will be marked in red. Visual Studio will complain that *“Base class* ***Employee*** *does not contain a para­meter­less constructor..”*. The main point is: If you derive from a class with a para­meter­ised constructor, you need to explicitly call this constructor when calling the constructor for the derived class, providing it with the parameter it needs. Syntac­ti­cally, it will look like this:

class Teacher : Employee

{

public Teacher(string mainSubject)

: base(name, address)

{

// (rest of Teacher constructor)

}

}

Note in particular the keyword **base** (preceeded by colon); this is the call to the base class constructor. In the code above, we are still not done. The parameters **name** and **address** are in red, because they are not defined anywhere… Where should they come from? The most obvious solution is that they must also be provided as part of the parameter list for the constructor of the derived class:

class Teacher : Employee

{

public string MainSubject { get; set; }

public Teacher(string name, string address, string mainSubject)

: base(name, address)

{

MainSubject = mainSubject;

}

}

We have here assumed that **Teacher** contains a property **MainSubject**. This is a very common derived class constructor: the parts belonging in the base class are used for calling the base class constructor, while the parts belonging in the derived class are saved in the properties (instance fields) of the derived class itself.

### Overriding methods

The inheritance mechanism described so far is actually sufficient in many situations. The parts defined in the base class and derived class will co-exist peacefully in objects of the derived class type, and an outside user will not really notice that inheritance is in play. It is however possible to use inheritance for more refined purposes, in parti­cular to achieve so-called **polymorphic behavior**, which we describe in some detail later. A prerequisite for polymorphic behavior is the ability to “override” methods defined in the base class.

Suppose that the **Employee** class from before has a **CalculateSalary** method, which has a generic implementation sufficient for most employees. However, it turns out that salary calculation for a teacher is more complex. We must therefore implement a different way of calculating salary in the **Teacher** class. The straightforward way to do this would be to define a new method in **Teacher** called **CalculateTeacherSalary**, since we cannot call it **CalculateSalary** (it would “collide” with the name for the method in the base class). This would be an acceptable solution in many respects, but it is in con­flict with the polymorphic behavior mentioned before.

For this reason – which will become clearer soon – we need to be able to implement a method called **CalculateSalary** in the **Teacher** class, containing the teacher-specific logic for calculating salary. This method should “override” the implementation of **CalculateSalary** in the base class, such that if you call **CalculateSalary** on an object of type **Teacher**, the teacher-specific salary calculation is executed. Is this different from before? Again, if you know you are dealing with a **Teacher** object, you might as well call a method called **CalculateTeacherSalary**? One of the main points of polymorhic behavior is however that you can call **CalculateSalary** on an object that seems like an **Employee** object, but really is a **Teacher** object, and still have the teacher-specific version of **CalculateSalary** executed! That is essentially what polymorphic behavior is.

In order to achieve this, we must however state our intention very explicitly in C#. We need to state two things:

1. In the base class, we must explicitly mark any method that may be overrided in a derived class
2. In the derived class, we must explicitly mark any method that is overriding a corre­sponding method in the base class

By “corresponding” we mean a method with exactly the same signature, i.e. same name, return type and parameter list. If just one of these don’t match, we are not overriding a base class method.

How does look this look with regards to C# syntax? In the base class, we state that a method may be overrided by adding the **virtual** keyword:

class Employee

{

// // (rest of Employee class definition)

public virtual int CalculateSalary()

{

// Generic salary calculation

}

}

Note that we only state that the method may be overrided; the derived class has no obligation to do so. If the derived class chooses to do so, it states this intention by using the **override** keyword in its own definition of the method:

class Teacher : Employee

{

// (rest of Teacher class definition)

public override int CalculateSalary()

{

// Teacher-specific salary calculation

}

}

With this setup in place, we can now achieve this enigmatic “polymorphic behavior”. So, what is it?

### Polymorphic behavior

When we are using classes related by inheritance, we can suddenly loosen up one of our most fundamental assumptions: When you create a variable and assign a value to it, the variable and the value should have the same type. We have seen this almost from the beginning:

int age = 23;

Teacher theTeacher = new Teacher("Per", "Home", "Programming");

However, if **Teacher** inherits from **Employee**, the below code is also valid

Employee theEmployee = new Teacher("Ole", "Away", "Design");

The variable has type **Employee**, but the value has type **Teacher**... but since **Teacher** is-a **Employee** (that’s what inheritance expresses), the above is also valid. But is it also useful? On its own, not so much. We have in fact restricted ourselves a bit in this way. Suppose the **Teacher** class has a property **MainSubject**. Consider then the two lines of code below:

Console.WriteLine(theTeacher.MainSubject); // OK

Console.WriteLine(theEmployee.MainSubject); // ERROR!

We can only use the **MainSubject** property on the variable of type **Teacher**, not on the variable of type **Employee**. This makes good sense, since that property is indeed teacher-specific. Now consider the below code:

Console.WriteLine(theTeacher.CalculateSalary()); // OK

Console.WriteLine(theEmployee.CalculateSalary()); // OK

This also makes sense, since both classes now have an implementation of **Calculate­Salary**. The big question is now:

What implementation of **CalculateSalary** will be called in each case?

The first case is probably most obvious; the variable has type **Teacher**, so the imple­men­­tation in **Teacher** should be called. That is indeed true. In the second case, it is still the implementation in **Teacher** that gets called! This seems surprising, since we make the call on a variable of type **Employee**, and **Employee** has its own implemen­tation of **CalculateSalary**. However, the C# compiler has noticed our intention of overriding the method in the derived class, and will therefore call the implementation in the derived class on any object of that type, even if the object is referred to by a variable of the base type! That is **polymorphic behavior**.

It is understandable if you still cannot appreciate why this is such a useful construct. Suppose we have a more complex system with many types of employees – all inherit­ing from **Employee** – where some choose to override **CalculateSalary**, while other just go with the generic implementa­tion in the base class. Suppose also that part of the system deals with processing salaries for all employees. We could then imagine func­tionality like “for all employees, calculate the salary and print a salary specifica­tion”. In other words, we need to iterate through all employee objects, and make calls to **CalculateSalary** on each object. If we had to do this without using inhe­ritance and polymorphic behavior, we would have to maintain a list for each type of employee, in order to call the correct implementation of **CalculateSalary**, like

List<Teacher> allTeachers= new List<Teacher>();

allTeachers.Add(new Teacher("Hans", "Home", "English"));

List<Secretary> allSecretaries = new List<Secretary>();

allSecretaries.Add(new Secretary("Leon", "Office", "Law"));

// ..and so on

foreach (Teacher t in allTeachers)

{

t.CalculateSalary(); // Teacher-specific salary calculation

}

foreach (Secretary s in allSecretaries)

{

s.CalculateSalary(); // Secretary-specific salary calculation

}

// ..and so on

This is definitely an implementation and maintenance nightmare. With inheritance and polymorphic behavior, we can however achieve our goal with just one list:

List<Employee> allEmployees = new List<Employee>();

allEmployees.Add(new Teacher("Per", "Home", "Programming"));

allEmployees.Add(new Secretary("James", "Office", "Marketing"));

foreach (Employee e in allEmployees)

{

e.CalculateSalary(); // Calls the correct implementation!

}

Through polymorphic behavior, we will always call the correct implementation of **CalculateSalary**, be it the generic or specific version. The above loop will not even need to be updated, if we later on add additional employee types, as long as they inherit from **Employee**. This enables much more clean and generic programming, and is definitely yet another tool for adhering to the DRY principle.

### Calling base class mehods

When we override methods, we often wish to replace the base class method imple­men­tation completely. However, there are also scenarios where we wish to “extend” the base class implementation. That is, we still want the code in the base class method to be executed, but we want to do something additional in the derived class. This could very well be the case for salary calculation: some generic parts of the cal­culation are done in the base class, while some employee-specific parts are done in the derived class. The two parts are then added up in the derived method. In the derived class, we can achieve this using the following syntax:

public override int CalculateSalary()

{

return base.CalculateSalary() + payGrade\*500;

}

Again, the keyword **base** is used to refer to a base class implementation.

### Abstract methods (and classes)

One of our assumptions in the above example was that some sort of gene­ric salary calculation logic exists, that can be used if no extra salary calculation logic applies for a specific kind of employee. What if the salary calculation logic is so diverse that no generic logic exists? What will the implementation of **CalculateSalary** in **Employee** then look like? Maybe this:

public virtual int CalculateSalary()

{

return 0;

}

This could be the case, maybe with the argument *“Well, we have to put something, right?”*. That is however not a valid argument. In general, we often face this situation:

* All classes inheriting from a base class **B** should implement a method **M**
* The is no sensible implementation of **M** in **B** itself

First of all, what is the problem with the not-so-smart implementation of **Calculate­Salary** above? We will override the method in all derived classes anyway, yes? True, if we remember to do it! There will be nothing alerting us that we have forgotten to override it for a new derived class, except that some employee might see a zero on his salary specification… It would be much better if we could make it mandatory for all classes inheriting from **Employee** to implement **CalculateSalary**, while not having a meaningless default implementation in **Employee**. We can achieve this by making the **CalculateSalary** method **abstract**.

An abstract method is a method without a body… that is, we only specifiy the method signature in the class definition:

abstract class Employee

{

public abstract int CalculateSalary();

// (rest of Employee class)

}

Notice the semi-colon at the end. We are really done with what we have to say about this method in the **Employee** class. We only specify its signature, nothing more. If a class inherits from **Employee**, it will now be required to implement **CalculateSalary**. Declaring an abstract method in a class has an additional consequence. Consider the below (invalid) code

Employee e = new Employee("Vivian","Home"); // ERROR!

e.CalculateSalary(); // What should happen here?

What should indeed happen in the second line? It’s meaningless, since there is no implementation of **CalculateSalary** to call. In general, any class that contains an abstract method will itself need to be marked as **abstract** (as **Employee** is above), meaning that you can not create an object of that type! However, you can still have a variable of that type, so the ability for polymorphic behavior is preserved.

With this in place, we can sum up the difference between a **virtual** method and an **abstract** method:

* **Virtual** method: Has an implementation in the base class, can be overriden in a derived class. Use when a meaningful implementation of the method can be done in the base class
* **Abstract** method: Does not have an implementation in the base class, must be overriden in a derived class. Use when no meaningful implementation of the method can be done in the base class

### Interfaces

The concept of defining abstract methods in a class can be taken to the extreme; a class that only contains abstract methods. This is actually a very useful idea, and has even been given its own name in Object-Oriented programming: an **interface**.

An interface can be seen as the absolutely minimal specification of a class. Imagine somebody interested in some particular functionality, for instance a class capable of drawing geometric shapes. How can he state his requirements in a very precise way, but without any assumption about specific implementation details? In terms of an interface definition! An interface definition for a (very simple) geometry drawing system could be specified in C# as:

interface IGeometryDraw

{

void DrawCircle(double x, double y, double radius);

void DrawLine(double x1, double y1, double x2, double y2);

void DrawRectangle(double x1, double y1, double x2, double y2);

}

There are several things to take note of here:

* The keyword **interface** is used instead of **class**
* The interface name starts with an I – this is a naming standard
* There is no access specifier – all methods are per definition **public**
* All methods are **abstract**

Somebody interested in obtaining this functionality could simply state it in terms of this interface definition, alongside a specification of what an implementation of the interface is supposed to do, from an external perspective. It will of course not make sense to implement the **DrawCircle** method in a way that draws a square, so some sort of requirement specification is needed. But apart from that, there is no need for additional information. A programmer could then go back and create a class that implements the interface:

class GeometryDrawV10 : IGeometryDraw

{

public void DrawCircle(double x, double y, double radius)

{

// (rest of DrawCircle)

}

// (rest of GeometryDrawV10)

}

The syntax for implementing an interface is identical to the syntax for inheritance in general. One important difference is however that one class can “inherit” from (i.e. imple­ment) multiple interface, but can only inherit from a single non-interface class. The reasons for this limitation are a bit technical, and beyond the scope of this text.

If you take a tour through parts of the .NET Framework class library, you will see that interface are used quite heavily. Use of interfaces is a very strong mechanism for making couplings between classes as weak as possible, since they are a specification of the absolute minimum you need to know about a class in order to use it.

## The Object class

We conclude this section on inheritance by a small revelation – we have been using inheritance all along. All C# classes tacitly inherit from a “universal” base class named **Object**. This base class has seven methods:

**Equals**

**Finalize**

**GetHashCode**

**GetType**

**MemberwiseClone**

**ReferenceEquals**

**ToString**

Some of these methods can be overrided in a class definition, if you want your class to have certain abilities. A particularly interesting method is the **ToString** method. As we have seen many times before, we can put anything into a **Console.WriteLine** method call; the method will then try to print out the parameter. This works quite well for simple types like e.g. **int**, where the value is printed as expected. However, if we try to do something like

Console.WriteLine(theTeacher);

we will get something like **MyNamespace.Teacher** printed on the screen. What hap­pens is that the method tries to print the string representation of the parameter, more specifically by calling the **ToString** method – which all classes implement due to the inheritance from **Object** – and print the return value. What we see is the base class implementation of **ToString**. If we want a more useful result, we can override the **ToString** method in the **Teacher** class:

public override string ToString()

{

return Name + " teaches " + MainSubject;

}

Now we will see a printout like e.g. “John teaches Design”, whenever the program tries to print a **Teacher** object.

Some of the remaining **Object** methods can also be overrided for more or less exotic purposes; seek up additional information online about this, if you find that you need to do so.

## Exceptions

So far, we have given very little consideration to how to handle error situations. Handling error situations is usually a pretty significant issue in programming, so we cannot ignore it; we need to know about tools and strategies for managing it.

So, what can go wrong? Below are just a few of the error situations we can imagine for a simple value:

* Value is correct type-wise, but is outside the range of meaningful values (example: A test score is supposed to be between 0 and 100, but an **int** can represent many other values, like e.g. -27, 22987).
* Value is used for indexing an array – only values from 0 (zero) up to (**Length** - 1) are meaningful. Other values will produce an error.
* A string does not follow a given syntax (e.g. for a license plate).
* A variable that is supposed to refer to an object has the value **null** instead.

The proper action of the application in the above cases will be situation-dependent. The application may halt, show an error message, silently handle the error, fall back to a default value, etc. In any case, we should be prepared for handling all possible error situations in a graceful manner. Simply shutting down the application is usually not an acceptable option.

Management of error situations can in general be divided into four phases:

1. **Detection** – realising that an error situation has occurred
2. **Signaling** – making the surrounding code aware that an error has been detected
3. **Capturing** – taking responsibility for handling of the error
4. **Handling** – actually performing the error handling actions

The actions corresponding to these phases can be distributed in the code. This may imply that the part of the code detecting the error does not know how to handle the error! Information about the error must then somehow be propagated to the error handling code. One way of doing this could be to use return values. A method could return some sort of error object as its return value, which the caller could then act upon. This strategy does however quickly turn out to become very complicated, so we usually resort to a different mechanism: **exceptions**.

### Throwing and catching

Exceptions are by themselves just a set of classes, that all inherit from the .NET library class **Exception**. If you need to use an exception object, you create it using **new**, just as for any other class. The distinctive feature for exceptions is that you can “throw” and “catch” excep­tion objects.

If an error situation – or “exceptional” situation, to use a broader term which includes errors – occurs, the code which **detects** the situation can “throw” an exception. In C# code, this will look like:

public void Deposit(int amount)

{

if (amount < 0) // Error detected

{

NegativeAmountException ex =

new NegativeAmountException("Deposit");

throw ex;

}

\_balance = \_balance + amount;

}

Here **NegativeAmountException** is a class we have defined ourselves. It inherits from **Exception**, which makes a **NegativeAmountException** object “throwable”. Note the keyword **throw** – this is where the object gets thrown. This is the **signaling** phase of the error handling process. When an exception object is thrown, no more code in the method is executed, just as if we had used the **return** keyword.

What does it mean more specifically to “throw” an object? Throwing an object is diffe­rent from returning an object. An object which is thrown is passed up through the method calling chain just as return values are, but – and this is a significant difference – a method that has no interest in exceptions doesn’t need to do anything at all in terms of handling it. A thrown object will just silently pass up through the method calling chain, until someone decides to “catch” the exception object.

Catching an exception object is something a caller deliberately chooses to do. If you are calling a method that might throw an exception, and you are intent on handling the exception if it occurs, you will encapsulate the call in a **try-catch** statement:

BankAccount theAccount = new BankAccount();

try

{

theAccount.Deposit(-1000);

}

catch (NegativeAmountException ex)

{

Console.WriteLine("{0}: Negative amount not allowed", ex.Message);

}

This may look somewhat tedious with regards to syntax, but remember that it is only if you have the intent of actually handling the error, that you need to use this con­struction.

How do we read the above code? The caller is aware that **Deposit** might throw an exception, so he places the call in the **try**-part of the statement. If the call goes well, nothing else happens – the **catch**-part does not come into play. However, if an excep­tion is thrown, the exception is caught by the **catch**-part (this is the **capturing** phase). Now the code in the **catch**-part is executed. In this simplified case, the code does a very simplistic error handling (this is the **handling** phase), by printing out a message. In a more realistic setting, the code might make a call to some code dedicated to error handling, error recovery and error presentation. Once this code finishes, the state­ments following the entire **try-catch** statement will be executed.

We said above that the **catch**-part was executed if the **Deposit**-statement threw an exception. That is not entirely accurate. The code will only be executed if an excep­tion object of the type **NegativeAmountException** is thrown. A **catch**-statement will only catch exceptions of that type we have specified in the parentheses following the **catch** keyword. If a different exception had been thrown, it would not have been catched here, but possibly futher up the method calling chain. If we want to catch more than one type of exceptions, we can simply write additional **catch**-blocks after the first one, like:

BankAccount theAccount = new BankAccount();

try

{

theAccount.Deposit(-1000);

}

catch (NegativeAmountException ex)

{

Console.WriteLine("{0}: Negative amount not allowed", ex.Message);

}

catch (LargeAmountException ex)

{

Console.WriteLine("{0}: Amount must not exceed …", ex.Message);

}

It can be tempting just to write a single **catch**-block, where you catch exceptions of the type **Exception**, since you will then effectively catch all exceptions. However, that also means that you assume responsibility for handling all types of exceptions, which might not be a good idea…

### The finally block

Once an exception is thrown, the flow-of-execution will not return to the code that threw the exception. This can be problematic if some sort of resource has been claimed by that code (e.g. a file connection), since it does not get a chance to release that resource again. For such purposes, you can add a **finally**-block to a **try-catch** statement:

System.IO.StreamReader file = new System.IO.StreamReader(path);

char[] buffer = new char[10];

try

{

file.ReadBlock(buffer, index, buffer.Length);

// file.Close(); Moved to finally-block

}

catch (System.IO.IOException e)

{

Console.WriteLine("Error reading from {0}. Message = {1}",

path, e.Message);

}

finally

{

file.Close();

}

It would be natural to place the **file.Close** call just after the **file.ReadBlock** call, but if that call throws an exception, the file is never closed. Therefore, it is moved to the **finally**-block. Code inside the **finally**-block is guaranteed to be executed after either the code in the **try**-block or the code in the **catch**-block. So, no matter the outcome of the **file.ReadBlock** call, the file is now always closed properly.

### Rethrowing an exception

What if you want to do something if an exception occurs, but also want others to have a chance of handling the exception? You can then “re-throw” the exception. A com­mon scenario could be that you wish to do some sort of logging of the exception, but also want to do more specific exception handling further up the call chain. You can then do a re-throw in the style illustrated below:

try

{

// Code that may throw exceptions

}

catch (Exception ex)

{

Logger.Log(ex.Message); // Log exception

throw; // Rethrow exception

}

This is a quite useful construction, where someone having a stake in error handling can perform a specific kind of handling, but also pass on the exception to others.

### Exceptions summary

We now know the basics of dealing with exceptional situations using exceptions. The essential points are:

* The .NET Framework class library contains a lot of exception classes, including the class **Exception**, which is the base class for all exception classes. If you need a specialised exception class, explore the library first. There might be a class that fits your needs.
* You can define your own exception classes, but they must inherit from **Excep­tion**, or one of the other existing exception classes (including exception classes you have defined yourself).
* You should **throw early**: as soon as you have discovered an error situation that you don’t want to handle yourself, throw an appropriate exception.
* You should **catch late**: do not catch an exception unless you are sure what to do with it. Do not catch an exception and then ignore it by doing nothing.
* Consider rethrowing the exception, when you have dealt with it. Others might want a chance to handle the exception as well.

Exceptions is a construction that is a bit contrary to the ordinary flow-of-execution, but once you get a grasp of it, it is a quite elegant and powerful way of dealing with errors in a non-intrusive way. Remember, you only need to deal explicitly with (i.e. write code for) exceptions, if you have an interest in handling them.

# GUI Development

So far, we have only used some very primitive facilities for interacting with the users of our small applications. For more sophisticated applications with richer user inter­action, this is clearly not enough. We will therefore now embark on the – quite large – topic of GUI (Graphical User Interface) development.

Modern GUI development is a rather complicated activity. There is a large number of GUI “components” or **controls** (like buttons, drop-down menus, list boxes, etc.) to choose from, and the layout of the GUI can be specified in many different ways. In this chapter, we only discuss the more general challenges related to GUI develop­ment, and subse­quently focus on so-called **data binding**, which relates to the problem of keeping the GUI and the underlying data model consistent at all times.

## GUI and Object-Orientation

We have so far mostly used Object-Orientation as a way of modeling aspects of a cer­tain **domain**, like a bank, a role-playing game, etc.. Object-Orientation is however also a useful tool in the realm of GUI development. We can imagine classes that represent specific GUI elements – like a **Button** class, a **Window** class, etc. – and we can also imagine relations between such classes, in terms of inheritance and composition. Not surprisingly, such a system of classes has already been created, and is part of the .NET Framework class library. In fact, this part of the class library is quite large, and it is easy to get lost in the vast jungle of controls, available properties, and so on. We will only scratch the surface here.

## Event-driven applications

Applications equipped with a “real” GUI usually have a different model of execution than we have seen so far. Until now, most applications have had a very well-defined flow-of-execution, beginning execution of the logic immediately when the application is launched, and usually executing the entire logic without user interaction. A GUI-rich application can be characterised as an **event-driven** application, meaning that the application will usually wait for the user to initiate some specific action, perform that action on the users initiative, and then wait for the user to initiate the next action. The user may initiate an action by e.g. clicking on a button or making a selection in a list box; such an **event** will in turn launch a specific part of the business logic defined in the application. As we will see later on in this chapter, this model of execution makes it a bit more complicated to activate specific parts of the code, in response to the users actions.

## The duality of a GUI components

All GUI components share a few characteristics, that influence how we in general define and use GUI components. Most importantly, the full specification of a GUI compo­nent falls into two fundamentally different categories:

* The **visual appearance** of the GUI component: How does the component manifest itself on the device on which the user interacts with the application?
* The **behavior** of the GUI component: What happens inside the application when the user interacts with the GUI component?

Why is this distinction important? Primarily due to the role of time. The visual appear­ance of a GUI component does not depend on the “flow of execution”, but has a more timeless nature (this is a bit simplified, but we will elaborate a bit on this shortly). Conversely, behavior is per definition something that starts (with respect to time) and ends. This difference is important in relation to how we should specify appearance and behavior, respectively.

Considering behavior first, it should not be surprising that C# itself is a very suitable language for specifying behavior – that’s what we have been doing over and over in the previous chapters. However, C# may not be the best choice for specifying appear­ance. We have characterised C# as an Object-Oriented language; it can also be charac­terised as a language with a **procedural** nature. In less academic terms, this means a language where we describe how things are done. We use sequences of state­ments to describe this, with the underlying assumption that statements are executed in a certain order with respect to time. Other languages can be characterised as being **declarative**. These languages only describe relations between certain elements, and time is not as such a factor. One example of such a language is HTML (HyperText Markup Language). HTML has traditionally been used for specifying the layout of a website, i.e. its visual appearance. The point we’re trying to make is: since the visual appearance is not as such dependent of time or the “flow of execution” of the appli­cation, it can be advantageous to use a declarative language to describe the visual appearance, rather than try to describe it in e.g. C#. Or even shorter: Use the right tools for the right job!

So, the conclusion of the above discussion is:

* Use C# for defining behavior for a GUI component
* Use a declarative langauge for defining the visual appearance of a GUI component.

This conclusion leads to two new problems:

* What language should we then use for defining appearance?
* How can we define a single C# class that contains definitions of both the behavior and the appearance?

Microsoft has resolved this by introducing the language **XAML** (eXtensible Application Markup Language), which is a specialised version of **XML** (eXtensible Markup Langu­age). We will talk a bit more about XAML/XML in a moment; for now, just note that XAML is indeed a declarative language.

If XAML is used for defining appearance for a GUI component, while C# is still used for defining behavior, how is it then possible to “merge” this into a single C# class? C# does – very conveniently – allow a class definition to be split across more than one file! The keyword **partial** can be added to a class definition, which indicates to the compiler that the class definition is spread across a number of files.

With this in place, only one more piece of the puzzle remains: transformation of a XAML-based definition to a (partial) C# class. This is indeed possible to do, and is an integral part of Visual Studio. We don’t need to know how this is done, only that it is possible to do it ☺.

The diagram below should illustrate how the pieces are put together. The behavior part is written in C# “by hand”, and is stored in a file with the extension **.xaml.cs**. The appearance part is written (or imported, see later) in XAML, and is stored in a file with the extension **.xaml**. This file is then processed by Visual Studio, generating a C# file with the extension **.xaml.g.cs**. This file – which now contains a partial class definition – is then combined with the hand-written C# file, which also contain a partial class definition. The end result is thus a complete C# class, containing definitions for both behavior and appearance.

MyControl

C# - generated

MyControl (behavior)

C# - written

MyControl.xaml.cs

MyControl (appearance)

C# - generated

MyControl.xaml.g.cs

MyControl (appearance)

XAML - written/imported

MyControl.xaml

This may look like a lot of trouble for creating a C# class, and it is indeed possible to write a GUI component class directly in C# without all this fuss. However, the division of definition of behavior and appearance does make it possible to define a GUI using an external tool. If the external tool is capable of exporting a GUI definition to XAML, we can simply import that definition into Visual Studio! Microsoft has made such a tool, called **Microsoft Blend**. The point is that GUI (appearance) definition is an activity that doesn’t really require programming skills, so it should be possible for a design professional to work with GUI design using a tool specialised for this purpose.

## What is XML (and XAML)

We claimed above that XAML is a specialisation of XML, which in turn is a declarative language. So, what is XML?

XML (eXtensible Markup Langu­age) is a language for specifying structural relations between data. What does that mean? Suppose I have some data about a small book collection, like:

“War and Peace”, Tolstoy, 539 pages

“Huckleberry Finn”, Twain, 341 pages

As human beings, we can fairly easily understand this data. If a computer appli­cation had to process this data, it would need some extra data to make sense of the data. Suppose now we write the data as:

<BookCollection>

<Book>

<Title>War and Peace</Title>

<Author>Tolstoy</Author>

<Pages>539</Pages>

</Book>

<Book>

<Title> Huckleberry Finn</Title>

<Author>Twain</Author>

<Pages>341</Pages>

</Book>

</BookCollection>

Here we have added “data about the data”, so-called **meta-data**. This meta-data can be used by an application to e.g. search for specific types of data, or to display the data in a certain manner, depending on the type of data. Also, the meta-data defines the relation between the actual data. More specifically, we express the meta-data in terms of **tags**. A tag is a sort of keyword, that we have decided has a certain meaning. In the example, the word **Book** has a certain – hopefully obvious – meaning. We can then insert a tag into our description like this:

<Book>

</Book>

The **<Book>** tag means *“now will follow data about a Book”*, and the **</Book>** tag means *“now ends the data about a Book”*. Between these so-called **opening** and **closing** tags, we can then add data about a specific book:

<Book>

<Title>Huckleberry Finn</Title>

<Author>Twain</Author>

<Pages>341</Pages>

</Book>

So, it seems that there are three pieces of data about a book: title, author and (the number of) pages. All of the above (the opening tag, the details and the closing tag) defines an **element**, here of type **Book**. Note that the details themselves follow the same structure: opening tag, details, closing tag. We can thus have elements within elements, and this is precisely what enables us to express relations between ele­ments. In the XML above, the **Title** element is a “child” of the **Book** element, and **Book** elements are themselves children of the **BookCollection** element.

This is essentially what XML is; data, and meta-data specifying the structure of the data itself. You can hopefully see that such a language has a very different nature than C#, since there is no concept of “flow of execution” here. We only declare certain relations between data. A file containing XML code – plus a little bit of information about the XML version being used – is formally called an **XML document**.

Even though we have just stated that XML is very different from C# (which is true), it doesn’t mean that it operates in a realm that is completely different from that of C#. If you think a bit about it, you can interpret the XML data as describing the structure between specific objects: A **BookCollection** object is just a collection-type object, that contains two **Book** objects. A **Book** object in turn has some properties **Title**, **Author** and **Pages**, that have some specific values. If we had defined similar classes in C#, we could easily create a similar structure by creating C# objects, and use composition to relate them to each other. Some describe XML as an “object instantiation language”, which is fairly accurate. In that light, it may be easier to understand why a transfor­mation from XML to C# isn’t that complicated to perform.

We said earlier that by adding this meta-data, a computer application could make better sense of the data. This is a bit too simplified. No computer applications know as such what a “book” is… When you wish to use data on XML format, the “producer” (which could be a human being or perhaps another application) and the “consumer” (the application receiving the XML) of the XML must agree on the XML “language” used for communication. That “language” is essentially just a specification of

* Names that are considered valid tag names (i.e. data types)
* What relation elements must have to each other

Such a specification is called a **schema**. We don’t need to know much more about schemas at this point, but it is the schema that defines the type names we may use and how the types are related. For the above example, the schema may define that:

* **BookCollection**, **Book**, **Title**, **Author** and **Pages** are legal types
* A **BookCollection** element may contain any number of **Book** elements
* A **Book** element must contain exactly one **Title** element
* …and so on

In this way, it is the schema that defines a “specialisation” of XML. Our example is related to books, so we could name this specialisation XBML (eXtensible Book Markup Langu­age). Likewise, Microsoft has defined a schema related to specifi­cation of graphical elements in an application, and named it XAML (eXtensible Application Markup Langu­age). Describing the structure of a GUI fits pretty well with this way of structuring information. A GUI usually starts with a window, inside which is a number of pages, within which there are a number of controls, and so on.

XAML makes heavy use of another XML feature called **attributes**. An attribute is just another way of representing data. In the example above, we could have chosen to use attri­butes instead:

<Book Title="War and Peace" Author="Tolstoy" Pages="539">

</Book>

The meaning is exactly the same, but expressed in terms of attributes. Attributes are written inside the **<** and **>** of the opening tag. Each attribute should be understood as a key-value pair; the value of **Title** is *“War and Peace”*. Note that all attribute values must be specified as strings, even if they are numeric (such as the page number). It should also be mentioned that you can use a shorthand for tags, if the element only contains attributes:

<Book Title="War and Peace" Author="Tolstoy" Pages="539" />

The **/** symbol from the closing tag has thus been moved to the end of the opening tag. As before, the meaning is exactly the same.

When should you use attributes in favor of child elements? There is no clear-cut rule for this, and it is strictly speaking not a relevant question here, since we will have to follow the style that XAML “imposes” on us. The important point here is to under-stand what an attribute is.

There are of course many tutorials about XML on the web, if you want to learn more. The W3Schools tutorial <http://www.w3schools.com/xml/> is a good starting point.

## XAML and Visual Studio – getting started

Let’s recap the story so far:

* There is a fundamental difference between the visual appearance and the behavior of a GUI component
* The behavior is defined by using C#
* The visual appearance is defined by using XAML (eXtensible Application Markup Language)
* You can create the (visual appearance of a) GUI directly in Visual Studio (using XAML), or by using a third-party tool

The next step is to investigate in more detail how we go about creating an application with a real GUI. In Visual Studio, we have usually created and worked with so-called “console applications”, where we use **Console.WriteLine** to print simple texts on the screen. However, we can also choose to create an application of the type Universal Windows Platform (UWP). In Visual Studio, we can choose this application type in the **New Project** dialog:
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Here, we choose to create a “Blank App (Universal Windows)”, and have chosen the name **GUIExample**. Once Visual Studio has created the project (which may take a little while, if this is the first project of this kind you are creating), we are met with some­thing which looks radically different from the projects we have worked with so far. The **Solution Explorer** window will look something like this:
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There is no Program.cs file, and a couple of files with the extension .xaml. The file called MainPage.xaml is the most interesting one right now. If you double-click this file, an view looking similar to the below will appear:
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This is the **main view** of the application right now. Or more specifically; if we run the application as it is right now, this is what it will look like, if we run it on a Windows phone with a 5” screen with resolution 1920x1080. One of the fundamental ideas behind UWP is that a UWP application should be able to run on any hardware device that runs Windows 10, be it an ordinary computer, a smartphone, an Xbox, a Smart-TV or whatever. Therefore, it is possible to preview what an application will look like on a certain device. If you look closely in the upper-left corner of the previous image, you will see a list-box where **“ 5” phone (1920 x 1080) ”** has been chosen. We can choose other devices, for instance a 23” desktop with 1920x1080 resolution. We will in general work with this choice, and will not in this text dive into the details related to how to ensure that a UWP application looks reasonable on all possible devices. Assuring this involves setting up the GUI elements in a certain manner, which is not a feature we will focus on here.

Below the top part (usually called the **Design View**) is a window containing XML code; more specifically XAML code, as described earlier. This may initially look quite com­plex, but the good news is that the XAML code present from the beginning is usually not something we need to think much about, let alone change. This is actually the definitions of the “schemas” we also mentioned earlier, so this just ensures the we “speak XAML” in this file.

The only part that is directly related to the GUI is the **<Grid>** element. Visual Studio inserts this per default. To keep things simple, we will simply delete it, so we start completely from scratch. Be sure, however, that you only delete the **<Grid>** tag (from **<Grid>** to **</Grid>**, both included).

With this out of the way, we have a blank canvas to work with. Right now, the GUI does not contain any elements at all. How do we then add a GUI element? You can do this in a couple of ways.

The first way is the graphical way. Just next to the **Solution Explorer** window, there should be a **Toolbox** pane to click on (alternatively, choose **View | Toolbox** in the menu). If you then expand the **Common XAML Controls** element, you will see a long list of GUI elements. One of those elements is called **Button**. If you click on the entry in the list, you can then simply drag an element onto the view. If you do so, you will probably end up with an enormous button, filling up the entire view! Don’t worry, we will fix that later on. For now, just note that some text (probably one long line of text) has been added to the XAML part of the window. The text (with a bit of formatting) will probably look like:

<Button x:Name="button" Content="Button" HorizontalAlignment="Left"

Height="1080" VerticalAlignment="Top" Width="1920"/>

How do we read this? The tag type specifies what kind of GUI control the tag defines, in this case a **Button**. Next follows a “programmatic name” for the button, which we don’t need to worry about now. Then follows the “content” of the button, which for now is simply the text **Button**. The last four elements are related to the graphical layout of the button; if you try to change 1080 to 100, and change 1920 to 200, you will see that the button changes size accordingly (remember that the values must be enclosed in **“”**, even though they are numeric!).

You have probably by now figured out that the visual view and the XAML code are just two sides of the same thing; it is simply two ways of looking at the same data. This also means that you can work with the GUI in both ways, choosing the way that you are most comfortable with. You can thus add GUI elements simply by writing proper XAML in the XAML window. There is even a third way to work with the GUI: If you select the button in the view and then press F4, a **Properties** window will open:

![](data:image/png;base64,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)

Here the **Layout** part has been expanded, and you can again see the values that we have already seen in the XAML code and in the Design view. So, the Properties view is just a third view into the same data. If you close the Properties view, you can always open it again by pressing F4.

All these ways to view data, the number of GUI controls and the myriad of properties you can set for a control can feel overwhelming, and there are indeed many little knobs you can turn. However, you only need to know about a few control and a few properties for controls in order to get started.

Before diving into the specific of certain, a couple of thing about working with these types of applications should be mentioned. First, it is as mentioned before possible to get a “preview” of how the application will look on various devices, by choosing such a device in the Design view. It is even possible to try to run the application in a device simulator, where it is not only the visual appearance that is simulated, but also things like memory limitations, etc.. You choose between such simulators by expanding the lis box attached to the well-known **Start** button. However, note that you will need to download device-specific simulators to Visual Studio, before they can be used. In or­der to keep things simple, we will in general just go with the “Local Machine” option, that just launches the application directly on your computer.

Another – somewhat more obscure – issue is related to setting access rights to the file system. If you create a UWP application – or e.g. download an exercise project – build it, and try to launch it, you may very well experience an “Access denied” error. Access to the file system is a non-trivial issue for UWP applications[[8]](#footnote-8), but the easiest way to fix theis problem is as follows.

1. Using the **File Explorer**, go to the folder where you intend to store your UWP applications.
2. Right-click the folder, and go to **Properties** in the menu.
3. Go to the **Security** tab.
4. Click on the **Edit** button.
5. Click on the **Add** button.
6. Add **SYSTEM** as a user name.
7. Give the **SYSTEM** user full access rights to the folder.

This should get rid of any problems with denied access. With that out of the way, we return to the description of the GUI controls.

## Simple controls

The term “simple controls” is not a formal one – we just use it to describe a handful of very fundamental controls, that will almost always be part of a typical GUI. You may of course encounter more specialised situations, where you will need to rely on other types of controls. If so, seek information about such controls online[[9]](#footnote-9).

### Button

We have already seen an example on a **Button** control, where the content of the button was a simple text. The content of a button can be more complex – for instance an image combined with text – but the overall purpose of a button is of course to enable a user to invoke a certain action. We will later see how you associate such an action with the button, such that the action is invoked when the user clicks/taps on the button.

### TextBlock

A **TextBlock** is just a piece of text to be displayed somewhere in the GUI, without being part of another control (e.g. a **Button**). The user cannot as such interact with a **TextBlock**, but it is possible to change the text in a **TextBlock** dynamically, as we will see examples of later. A very simple **TextBlock** will in XAML look like:

<TextBlock Text="Hello there" />

The **Text** property is thus the holder of the content itself. In addition to this, there are of course a multitude of attributes related to the visual appearance of the text. These attributes are probably easiest to explore in the Properties window.

### TextBox

A **TextBox** is to some extent similar to a **TextBlock**, the major difference being that a user can usually enter text into a **TextBox** control (if the control is enabled for recei­ving user input). A simple **TextBox** in XAML could be:

<TextBox Text="Hello there" Width="100" Height="50" />

Just as for the **TextBlock**, the text itself can be formatted in various ways. It is quite common to use a **TextBox** together with a **TextBlock**, where the **TextBlock** can con­tain a “lead text”, describing the data you should enter into the following **TextBox**.

### Image

An **Image** control will – not surprisingly – contain an image, and it will usually be a passive element in the GUI. The most important property of an **Image** control is the **Source** property, where you specify the source for the image to display. The source is a URL; it can point to a local file, but also to a destination on the web:

<Image Source="http://shortly.be/content/auto\_site\_logo.png" />

Note that an **Image** control can be used as part of the content of other controls, for instance a **Button**. It is also possible to make an **Image** control responsive, i.e. make it react to being clicked or tapped by the user.

### Slider

The **Slider** control is maybe on the borderline of being a “simple” control, and does not occur that often in GUIs compared to the previous controls. A slider control can be used to set a value between a specified minimum and maximum value. This can be utilised to allow the user to choose a numeric value inside a certain interval, without requiring the user to enter the number into e.g. a **TextBox**, which would require that the application does some validation of the entered data. This can be avoided using a **Slider** control. A simple **Slider** control can look like.

<Slider Maximum="800" Minimum="100" Value="400"/>

Whenever the user slides the marker in the **Slider** control, the **Value** property will change accordingly. We will later see how that value can then be used to control the value of properties in other controls.

## Layout controls

The small examples above have not been placed in some sort of context. When a GUI becomes just a bit more complex, we need ways to organise the GUI elements into larger groups, in order to manage the visual layout. A number of **layout controls** are available for this purpose. You may recall that Visual Studio put a **Grid** element into the XAML code per default; the **Grid** control is an example of such a layout control.

### Grid

The **Grid** layout control is used if the overall layout of a window follows a regular row/ column structure, i.e. where all columns have the same number of rows, and vice versa. Placing a **Grid** tag inside the XAML code will create a 1-by-1 grid; if you wish to create a grid with several rows and columns, you will need to add a number of so-called row- and column-definitions to the **Grid**. The below XAML defines a 3-by-2 grid:

<Grid>

<Grid.RowDefinitions>

<RowDefinition/>

<RowDefinition/>

<RowDefinition/>

</Grid.RowDefinitions>

<Grid.ColumnDefinitions>

<ColumnDefinition/>

<ColumnDefinition/>

</Grid.ColumnDefinitions>

</Grid>

In the Design view, you will see something like:
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There are a number of ways to control how the columns and rows are sized with respect to each other; we will get back to this in the chapter on control properties. Once a suitable structure has been defined, you can add controls inside specific grid cells. You do this using the below syntax:

<Grid>

<Grid.RowDefinitions>

<RowDefinition/>

<RowDefinition/>

<RowDefinition/>

</Grid.RowDefinitions>

<Grid.ColumnDefinitions>

<ColumnDefinition/>

<ColumnDefinition/>

</Grid.ColumnDefinitions>

<Image Grid.Row="0" Grid.Column="1"

Source="http://shortly.be/content/auto\_site\_logo.png"/>

<Slider Grid.Row="1" Grid.Column="1"

Maximum="800" Minimum="100" Value="400" Width="400" />

</Grid>

Since the controls are defined within the **Grid** tag, they are per definition assumed to be positioned within the grid. All specifications of relative positioning of a control – like e.g. alignment – will now be done relative to the grid cell containing the control.

### StackPanel

The **StackPanel** control is in a sense more primitive than the **Grid** control, but also more flexible. Inside a **StackPanel**, you can specify a sequence (or “stack”) of controls, e.g. like this:

<StackPanel>

<Image Source="http://shortly.be/content/auto\_site\_logo.png"/>

<Slider Maximum="800" Minimum="100" Value="400" Width="400" />

</StackPanel>

This will “stack” the controls visually on top of each other. This is in itself rarely what you want. However, two additional features make the **StackPanel** really useful:

* You can orient the **StackPanel** to stack the controls either vertically (default) or horizontally
* You can put **StackPanels** inside **StackPanels**

The latter property is as such not something special for the **StackPanel**; if you wish, you can also put a **Grid** control within a **Grid** control. Still, these two features alone make it possible to create quite sophisticated layouts. Also, there is no need to specify the position of an embedded control explicitly (as was the case for the **Grid** control), since the order of the controls themselves specify the position within the **StackPanel**. Only drawback is perhaps that the nesting level of the **Stackpanel** controls tends to become quite deep.

## Control properties

We have already used some of the (many) properties that are available on controls, and we will not try to give a comprehensive description of all properties here. A good way to explore the available properties for various control types is to select a control in the Design view, and then open the Properties window (press F4). Also, remember that even though there might be dozens of properties to fiddle with, you will usually only need to use a few of them. In the below, we will give an overview of some impor­tant categories, and describe a few specific properties in more detail.

### Default properties

All controls have a so-called default property. The default property can be set simply by writing its value between the opening and closing tag of the control, like:

<TextBlock>Hello all</TextBlock>

The default property for a specific control is usually chosen such that it is a commonly used property. For a **Page** control, the default property is **Content**, which is the reason for the commonly seen error *“The property ‘Content’ is set more than once”*, if you just add a number of controls directly to a page. The error is usually fixed by wrapping the controls into a **StackPanel** tag.

### Complex properties

The term complex is not a formal one here; it is just a common denominator for properties that cannot be set by a single simple value. Consider for instance this definition of the background for a **Button** control:

<Button.Background>

<LinearGradientBrush EndPoint="1,0.5" StartPoint="0,0.5">

<GradientStop Color="Black" Offset="0" />

<GradientStop Color="White" Offset="1" />

</LinearGradientBrush>

</Button.Background>

Here we have a complex definition of the background, so we need to write out the entire hierarchy of “sub-properties” we need to set.

### Attached properties

We have already used attached properties, when we defined the positioning of a control inside a **Grid** control:

<Image Grid.Row="0" Grid.Column="1"

Source="http://shortly.be/content/auto\_site\_logo.png"/>

<Slider Grid.Row="1" Grid.Column="1" Maximum="800" Minimum="100"

Value="400" Width="400" />

The **Grid.Row** property is an attached property for e.g. the **Image** control, since it refers back to enclosing **Grid** control.

### Layout properties

The layout of most controls can be controlled in quite detailed ways, and it can be somewhat confusing to figure out why a certain combination of layout property values result in a certain graphical layout. There are various ways to e.g. specify the size of a control; some specify the size in an absolute measure (e.g. pixels), while others specify a relative size. The commonly used properties **Height** and **Width** can be set in (at least) four ways:

|  |  |
| --- | --- |
| “Auto” | Adjusts according to the controls inside the control in question |
| “\*” | A certain part of the controls total size |
| “60” | 60 physical pixels |
| “3\*” | A certain part of the controls total size (three times larger than “\*” |

On top of this comes the fact that sizes are sometimes relative to the size of the en­clo­sing control, which may again be relative, and so on… The best advice is probably to go for a fairly simple layout initially, which can then be adjusted later.

A first attempt at organising a set of controls often results in the controls being visu­ally mashed up against each other, which is not very visually pleasing. The **Margin** property comes in handy for this problem. If you wish to create a **Button** control with a 10-pixel margin to all sides, it will look like:

<Button Content="OK" Margin="10,10,10,10"/>

The margins are specified in the order left-top-right-bottom. Adding just a fex pixels of space between controls will usually make a significant difference.

### Using styles

Once your GUI grows beyond a few controls, you will often be in a situation where you want several controls of the same type – say, a set of **TextBox** controls – to follow the same layout. This can of course be achieved just by explicitly setting all relevant properties for each control, but this can quickly become cumbersome to maintain, if you decide to change the layout. One way around this is to define a **Style**.

A **Style** is a set of settings for certain properties, that you wish to apply to several controls of the same type. A **Style** is specified as a so-called **Resource**, typically apply­ing to an entire **Page**, like:

<Page.Resources>

<Style x:Key="TextBoxStyle" TargetType="TextBox">

<Setter Property="FontSize" Value="24"/>

<Setter Property="Width" Value="300"/>

<Setter Property="Margin" Value="5,5,5,5"/>

</Style>

</Page.Resources>

Apart from the slightly peculiar **Setter/Value**-syntax, it is pretty straightforward. You can then apply such a style to a control of the specified type, like:

<TextBox Style="{StaticResource TextBoxStyle}" Text="(Name)"/>

There are of course more in-depth descriptions of layout properties – and XAML layout considerations in general – available elsewhere, for instance here[[10]](#footnote-10).

## Data Binding

As the previous chapter illustrates, it is by no means a simple task to accurately speci­fy the graphical layout of an application GUI…and we haven’t even begun to use the GUI for anything yet! The GUI is rarely an end-goal in itself; it is just a tool for helping the user to interact with the application. The ultimate goal for most applica­tions is to do some sort of data manipulation, and the GUI is the surface through which the user can manipulate the data. This in turn implies that the GUI elements must somehow be in contact with the data. So how is this achieved?

A central concept in achieving this goal is so-called **data binding**. Data binding covers the idea that data – both in simple and complex forms – can be “bound” to GUI con­trols, such that changes in the data are directly reflected in the GUI controls, and – very importantly – vice versa. If the actual data inside the application comes “out of sync” with the data presented to the user by the GUI, the results can be cata­stro­phic. Imagine a banking application where the balance of a bank account suddenly is diffe­rent from what the user sees on the screen. Or perhaps a military control system… This problem is almost as old as computer programming itself, and has been handled in various ways. Most of these ways are variants of data binding.

### Simple binding between GUI elements

The simplest form of data binding can be between two GUI controls defined on the same page. In the previous example with an **Image** and a **Slider** control, we can add data binding in the following way (image source omitted for brevity):

<Image x:Name="theImage" Source="…"

Height="{Binding ElementName=theSlider, Path=Value}"

Width="{Binding Height}" />

<Slider x:Name="theSlider" Maximum="800" Minimum="100" Value="400"

Width="400" Height="400"/>

How should this be read? The two interesting entries are the **“{Binding …}”** entries. The first entry should be read as *“bind the* ***Height*** *of the* ***Image*** *control to the GUI element named* ***theSlider*** *(which is a* ***Slider****), specifically to the* ***Value*** *property”*. With this binding, the height of the image will actually change if we slide the marker in the **Slider** control back and forth. The second entry reads *“Bind the* ***Width*** *property of the* ***Image*** *to the* ***Height*** *property of the (same)* ***Image****”*. This just ensures than the width and height of the image are both changed according to the value of the slider.

Data bindings like these are fairly simple, since they only involve the GUI controls them­­selves. Things get a bit more complex when GUI elements must be bound to data that is not part of the GUI itself, but rather part of the data “model” contained in the application; that is, the model of whatever domain the application concerns.

### Data binding between GUI elements and model objects

We mentioned in the start of this chapter, that one of the fundamental ideas in this approach to GUI development is the division of specification of appearance and beha­vior. That is, we specify the visual appearance of a GUI element in XAML, and the beha­­vior (including interaction with domain model objects) in C#. However, since the XAML code is transformed into C# and compiled along with the “native” C# code, the GUI controls will effectively be nothing more than C# objects, living in the context defined by the class definition they are part of.

A consequence of this fact is that it is fairly straightforward to bind a GUI control to a non-GUI property of the class in which it is defined. Still, this is not the recommended approach. We will in general aim to keep the code-behind files associated with XAML files as small as possible – preferably empty – since there are several advantages of keeping the binding specifi­cations in the XAML code. One such advantage is **portabili­ty**. XAML code can be used in other contexts than C# programming, but any logic placed in the code-behind files cannot be ported as easily.

The preferred approach is therefore to specifiy the data binding in the XAML files alone. Fortunately, this is also relatively easy to do. A key concept related to this is the **data context**. We said before that GUI controls are just C# objects living inside a class definition. This also means that it is possible to refer to objects of other classes, e.g. domain model classes. In XAML, this is done by specifying a **data context** for a GUI control. Data contexts are “hierarchical”, in the sense that if you e.g. set a data con­text for a **Page** control, all GUI controls defined within that **Page** will also be set to use that data context (unless they themselves explicitly set a different data context). A common approach is therefore to set the data context once, for the “outermost” control in a window, typically a **Page** control.

How does this look in practice? Suppose we define a simple domain class called **Car**, that for now only has one very simple property called **Brand**:

class Car

{

public string Brand { get { return "Toyota"; } }

public Car() { }

}

The class is just defined in the same C# project as the XAML code is defined in, and there is for now nothing special about it. In the XAML code, we add a simple **TextBox** control as well:

<TextBox Text="(not set)"/>

The **TextBox** control is defined inside a **StackPanel**, which again is defined inside a **Page**. We now set the data context property for the **Page** control (this must be done within the **Page** start- and end-tag):

<Page.DataContext>

<local:Car/>

</Page.DataContext>

The validity of this code rests on the fact that a namespace declaration for **local** was added to the XAML code at creation:

xmlns:local="using:GUIExample"

The **GUIExample** term is simply the name of the C# project we are working with here; in your own project, it will be substituted with the name of your own project. With this in place, we can now change the **TextBox** declaration to:

<TextBox Text="{Binding Brand}"/>

This should be read as “the value of the **Text** property in the **TextBox** control is now bound to the value of the **Brand** property of the **Car** object.” With the data con­text in place, this binding is not more complex w.r.t. syntax than binding to a value from another GUI control. Running the application now will indeed update the text in the **TextBox** control as desired:
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There are however a couple of issues to consider. First, it was stated above that the **Text** property is bound to the **Brand** property on the **Car** object…. But which **Car** object is that? With a data context specification like this, the application will create a new **Car** object whenever the **Page** object containing the data context specification is created, e.g. when the user navigates to that page in the application. In this simple example, the behavior is always the same, since the **Brand** property always returns the same value (**Toyota**). In a more realistic setup, it will require a more elaborate appro­ach to cause this behavior to create the desired binding. We return to this in the chapter on the MVVM Architecture.

Second, we have now seen that the text in the **TextBox** control is actually updated with the text returned by the **Brand** property on the **Car** object. So, the binding going from **Car/Brand** to **TextBox/Text** (we use this informal **Class/Property** notation as a short way of saying “the **Property** property on the object of type **Class**”) seems to work. But what about the other way around? It would be natural to expect that we could type something into the text box, and expect that **Car/Brand** is updated to this new value. Achieving that does however require a few additions to the code.

First of all, the **Car/Brand** property must be changed, since it doesn’t have a **set**-part yet. The **Car** class then becomes a bit more realistic:

class Car

{

private string \_brand;

public string Brand

{

get { return \_brand; }

set { \_brand = value; }

}

public Car()

{

\_brand = "Toyota";

}

}

Next issue is to have a way of seeing if the value is actually changed in the **Car** object itself, if we type something into the text box. In order to do this, we create a simple **TextBlock** control, and bind it to the same property:

<TextBox Text="{Binding Brand}"/>

<TextBox Text=""/>

<TextBlock Text="{Binding Brand}"/>

An empty text box has also been added here; this is just for being able to leave the first **TextBox** control when having completed the typing of the new value. The GUI will as such not react to the typed value until the **TextBox** control “loses focus”, i.e. the screen cursor has been moved to a different control. Since you cannot move the cursor to a **TextBlock** control, an extra **TextBox** has been added to enable this. It has no other function.

If we now run the application, and type a new value into the text box, we will not see the desired behavior. This is partly due to an incomplete data binding specification. Data binding can be specified to have a certain “mode”:

|  |  |
| --- | --- |
| **One-time** | Data is only retrieved from the source once. Subsequent changes are not reflected. |
| **One-way** | Data flows from the source to the target, so changes in the source value are reflected in the target, but not vice versa. |
| **Two-way** | Data flows from the source to the target, and vice versa. Changes in both source and target values are reflected in the counterpart as well. |

We obviously want a two-way binding for the **TextBox** control, but that is not the default value (default is one-way). We must therefore explicitly set the data binding mode for the **TextBox** control:

<TextBox Text="{Binding Brand, Mode=TwoWay}"/>

All seems to be in place now, but if the application is run now, we still don’t see the expected behavior… If you place a breakpoint in the **set**-part of the **Brand** property, you will indeed find that the **set**-part is called, and the instance field is updated as it should. What is missing?

The last part of the puzzle is to enable the source object (here the **Car** object) to signal to the outside world that a property has been changed. Even though the **TextBlock** con­trol has set up a binding to the **Brand** property, it is not automatically notifed about changes in the property value! This does happen automatically when you bind to other GUI controls directly in the XAML, but not for “pure” C# classes.

The mechanism commonly used for enabling such notifications is the **INotifyProperty­Changed** interface, which is part of the .NET class library. If you want a class to be able to signal changes to its properties to those interested in knowing about such changes, the class should implement this inter­face. Doing this for the **Car** class adds some extra code to the class:

class Car : INotifyPropertyChanged

{

private string \_brand;

public string Brand

{

get { return \_brand; }

set { \_brand = value; }

}

public Car()

{

\_brand = "Toyota";

}

public event PropertyChangedEventHandler PropertyChanged;

protected virtual void OnPropertyChanged

([CallerMemberName] string propertyName = null)

{

PropertyChanged?.Invoke(this,

new PropertyChangedEventArgs(propertyName));

}

}

The highlighted code is the code added for implementing the interface. This code is a bit complex, and contains a couple of language elements we have not seen before, for instance an **event**. The good news is that this code is completely generic, and you do not need to worry about it as such, let alone change it.

The only code we need to explicitly add is one line of code to the **set**-part of the **Brand** property, like this:

public string Brand

{

get { return \_brand; }

set

{

\_brand = value;

OnPropertyChanged();

}

}

That’s it! If we now run the application, we will indeed see that as soon as we leave the **TextBox** control (by hitting Tab or clicking in the empty text box), the text block below is updated with the new value. The **Car/Brand** property now “broadcasts” changes to its value to those interested, i.e. those elements that have set up a binding to that specific property.

We can now recap all the steps needed in order to achieve a working two-way binding between a GUI control and an ordinary C# class:

1. Make sure that an appropriate **namespace** definition is part of your XAML page. It will be part of the top lines in the XAML file, and typically look like:

xmlns:local="using:YourProjectName"

1. Set the **data context** at an appropriate level in the XAML page, for instance for the **Page** element itself. The code will typically look like:

<Page.DataContext>

<local:YourDomainClass/>

</Page.DataContext>

1. Create a **data binding** for the relevant control. The types of the control element and the source property should be compatible, i.e. a **Text** element will usually bind to a property of type **string**, and so on. A typical binding will look like:

<TextBox Text="{Binding YourProperty}"/>

1. Remember to set the **binding mode** as well. If a GUI element and an object property must be in sync at all times, the binding type should be two-way:

<TextBox Text="{Binding YourProperty, Mode=TwoWay}"/>

1. Your domain class must implement the **INotifyPropertyChanged** inteface in order to be able to notify others about changes in its property values:

class YourDomainClass : INotifyPropertyChanged

{

// Rest of class definition

}

1. Finally, the **set**-part of each relevant property must call **OnPropertyChanged** when the value of the property has been updated:

public string Brand

{

get { return \_brand; }

set { \_brand = value;

OnPropertyChanged();

}

}

## Collection Views and Data Binding

Creating bindings to simple elements like e.g. the **Text** element in a **TextBox** control is thus fairly straightforward. These bindings are usually relevant in situations where the data context is suitably represented by a single domain object. If we need to manage and interact with a **collection** of domain objects, we need to use other control types suitable for such collections. Such control types do of course exist, but require a bit more elaboration in order to specify appearance and data bindings properly.

### The ListView control – getting started

The **ListView** control is one of those controls that can can handle a collection of items. In its simplest form, it can be used completely without data binding:

<ListView>

<ListViewItem>Toyota</ListViewItem>

<ListViewItem>BMW</ListViewItem>

<ListViewItem>Opel</ListViewItem>

<ListViewItem>Volvo</ListViewItem>

</ListView>

This form is of course only relevant when the items in the list are “constant”, i.e. will not change during the lifetime of the application. This is rarely the situation in prac­tice, so we need to figure out how to create data bindings for a **ListView**.

Compared with the recap for single-element bindings above, the first and second steps regarding namespace and data context are still needed, in order to make the classes in the project visible to the control. The third step (data binding) will look a bit different. First, we update the **Car** class with a new property **BrandNames**:

public List<string> BrandNames

{

get { return new List<string>() {"Toyota","BMW","Opel","Volvo"}; }

}

This list is of course also “constant”, but could in principle have been populated by reading the values from a file or database; the data binding does not care about where the values originally come from. The binding itself looks like:

<ListView ItemsSource="{Binding BrandNames}" />

Not much more complicated than binding to a single element, except for the use of the **ListView** property **ItemsSource**. As the name indicates, we can bind this property to a collection of values, here more specifically a list of **string** values.

This is much more useful than the first example, since the population of the list can be done in any way we wish, as long as the list is ready-to-use when the **ListView** asks for it. A natural next step would be to enable the user to add new elements to the list. This will require some additions to the code. First, we add a **TextBox** control to the GUI, so the user can type in a new brand name (this is just the **TextBox** control from the previous example):

<TextBox Text="{Binding Brand, Mode=TwoWay}"/>

<ListView ItemsSource="{Binding BrandNames}"/>

Next, we make the **Car** class a bit more general, by adding an instance field to hold the list of brand names:

private string \_brand;

private List<string> \_brandNames;

public string Brand

{

get { return \_brand; }

set

{

\_brand = value;

OnPropertyChanged();

}

}

public List<string> BrandNames

{

get { return \_brandNames; }

}

public Car()

{

\_brand = "Toyota";

\_brandNames = new List<string>() {"Toyota", "BMW", "Opel", "Volvo"};

}

Is that enough? No, since we do not at any point add any new elements into the list of brand names. However, a small addition to the **set**-part of the **Brand** property can fix this (please note that this is not a very pretty nor user-friendly solution; it only serves to explore what it takes to get the data binding up-and-running…) :

public string Brand

{

get { return \_brand; }

set

{

\_brand = value;

\_brandNames.Add(\_brand);

OnPropertyChanged();

}

}

If you run this code, you will find that the situation is similar to what we saw at some stage in the previous example: it seems like the list should be updated, and running the code through the debugger reveals that the list does indeed get updated, but this is not reflected in the GUI… The underlying problem is actually also very similar: the list does not notify the outside world when it gets updated. Here the solution is less straightforward, since it does not make much sense to implement a **set**-part of the **BrandNames** property. It seems that the **Add** method on the **List** class ought to some­how call the **OnPropertyChanged** method.

The solution is to substitute the use of the **List** class with another class from the .NET class library: the class **Observable­Collection**. This class does what we want; when an element is added or removed from the collection, a notification is broadcasted. Once the substitution is made in the code, the list in the GUI does get updated whenever we leave the text box.

The **Observable­Collection** class is quite convenient, but it does have one major draw­back. If you add or remove an element, notifications are indeed triggered. However, if you just update a value in an existing element, no notifications are triggered! If you need this sort of functionality, a more sophisticated solution must be used.

### The ListView control – displaying items

In the above example, we did not really worry about how each item in the collection (i.e. the **ObservableCollection** object) was displayed. Since each item has the type **string**, it is easy for the **ListView** control to display the items. What if we wish to dis­play a collec­tion of **Car** objects instead? First, we need to create a property in the code where such a collection can be bound to. In order to keep things simple rather than pretty, we just add an additional property to the **Car** class:

public ObservableCollection<Car> Cars

{

get

{

return new ObservableCollection<Car>()

{

new Car() { \_brand = "Volvo" },

new Car() { \_brand = "BMW" },

new Car() { \_brand = "Opel" },

new Car() { \_brand = "Toyota" }

};

}

}

The data binding for the **ListView** control also needs to be updated:

<ListView ItemsSource="{Binding Cars}"/>

Running the code with these updates does produce a **ListView** control containing four items, but they are not displayed in a useful way:
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What has happened is that the **ListView** has called the **ToString** method on each ob­ject, and displays the result of that call. Since we have not overrided **ToString**, this is the result. If we override **ToString** in the **Car** class, we get a better result:

public override string ToString()

{

return "This is a " + \_brand;

}
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If the data you wish to display in a **ListView** control can be appropriately displayed by a simple string, you probably don’t need something much more advanced than this. It is however possible to specify more elaborate ways to display elements in a **ListView**, by defining a so-called **data template**.

### Defining a data template

The data template is a way of specifying the visual appearance of a single item in the **ListView**. Formally, the data template is set as the value of the **ItemTemplate** proper­ty of a **ListView** control, like this:

<ListView ItemsSource="{Binding Cars}">

<ListView.ItemTemplate>

<DataTemplate>

(your item layout specification)

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

Inside the **DataTemplate** tag, you specify the layout of an item. You can use all of the available control types without restriction. If you e.g. want to display each **Car** item as a small picture followed by the brand name, it could look like this:

<DataTemplate>

<StackPanel Orientation="Horizontal">

<Image Source="{Binding ImageSource}" Height="80" Width="80"/>

<TextBlock Text="{Binding Brand}"/>

</StackPanel>

</DataTemplate>

Assuming that the **ImageSource** property has been added to the **Car** class, and that some suitable images have been made available, the **ListView** will now look like:
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Since we have chosen to jam everything into the **Car** class, the data template does not need to be told explicitly that the bindings refer to properties on the **Car** class. If the class structure is more elaborate, it is possible to state explicitly what the type of the items in the **ListView** is:

<DataTemplate x:DataType="local:Car">

<StackPanel Orientation="Horizontal">

<Image Source="{Binding ImageSource}" Height="80" Width="80"/>

<TextBlock Text="{Binding Brand}"/>

</StackPanel>

</DataTemplate>

The **x:** syntax just implies that we are referring to a specific part of the namespaces included at the top of the XAML file.

### The ListView control – binding to SelectedItem

A final (in this text) useful feature of the **ListView** control is the ability to bind to the currently selected item in the control. The **SelectedItem** property on the control can be targeted in a data binding:

<ListView ItemsSource="{Binding Cars}"

SelectedItem="{Binding SelectedCar}">

<ListView.ItemTemplate>

<DataTemplate>

(your item layout specification)

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

A **ListView** control is often used in a so-called **Master/Details view**. In this type of view, the user can select an item in the **ListView** control, and see further details of the selected item in a different part of the view. If we imagine that the **Car** class contains some additional properties, we could add some additional controls to the page that until now only contains the **ListView** control:

<StackPanel Orientation="Horizontal">

<ListView ItemsSource="{Binding Cars}"

SelectedItem="{Binding SelectedCar, Mode=TwoWay}">

<ListView.ItemTemplate>

<DataTemplate x:DataType="local:Car">

<StackPanel Orientation="Horizontal">

<Image Source="{Binding ImageSource}"

Height="50" Width="50"/>

<TextBlock Text="{Binding Brand}"/>

</StackPanel>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

<StackPanel>

<StackPanel Orientation="Horizontal">

<TextBlock Text = "Brand"/>

<TextBlock Text = "{Binding SelectedCar.Brand}"/>

</StackPanel>

<StackPanel Orientation="Horizontal">

<TextBlock Text = "Color "/>

<TextBlock Text = "{Binding SelectedCar.Color}"/>

</StackPanel>

<StackPanel Orientation="Horizontal">

<TextBlock Text = "Seats "/>

<TextBlock Text = "{Binding SelectedCar.Seats}"/>

</StackPanel>

<StackPanel Orientation="Horizontal">

<TextBlock Text = "Price "/>

<TextBlock Text = "{Binding SelectedCar.Price}"/>

</StackPanel>

</StackPanel>

</StackPanel>

With this setup, we get something that is at least a rough draft of a Master/Details view for a **Car** domain object:
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There is obviously some work to do with regards to the purely visual presentation of the data, but the essential wiring with respect to data binding is largely in place now.

### The GridView

Once we know how to deal with a **ListView** control, there is actually not that much more to say about a **GridView** control. The considerations that applied to **ListView** are also valid here, so it is mostly a matter of the visual presentation. With a little bit of adjustment, a **GridView**-version of the previous example could look like:

<GridView ItemsSource="{Binding Cars}">

<GridView.ItemTemplate>

<DataTemplate>

<StackPanel HorizontalAlignment="Center">

<Image Source="{Binding ImageSource}"

Height="200" Width="200"/>

<TextBlock FontSize="48" Text="{Binding Brand}"/>

</StackPanel>

</DataTemplate>

</GridView.ItemTemplate>

</GridView>

The visual result is:
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Again, a bit of visual polishing would probably be in order, but the fundamental setup is almost identical to the setup we developed for the **ListView** control example.

## Commands

So far, we have mostly concentrated on how to bind GUI controls to existing data, in the form of domain model objects. We did have a single example of how to add an element to a list, but it was done in a haphazard way inside the **set**-part of a property. That is definitely not a recommendable approach for a real system. We will therefore now look closer at how to perform modifications to a domain data model, i.e. how to add, delete and update domain objects through a GUI.

### Deleting a domain object

As such, the actions we wish to perform are not particularly complicated. Suppose we now have a fuller **Car** domain class, like:

public class Car : INotifyPropertyChanged

{

private string \_licensePlate;

private string \_brand;

private string \_model;

private string \_imageSource;

private string \_color;

private int \_seats;

private int \_price;

// ...and so on (Properties, etc.)

}

In this class, we assume that the **LicensePlate** property (associated with the **\_license­Plate** instance field) defines a unique key for **Car** objects, i.e. no two **Car** objects will have the same value for **LicensePlate**. Also, we have created a class **CarCatalog**, which holds a collection of **Car** objects (in an **ObservableCollection**), like:

public class CarCatalog : INotifyPropertyChanged

{

private ObservableCollection<Car> \_cars;

private Car \_selectedCar;

public ObservableCollection<Car> Cars

{

get { return \_cars; }

}

// ...and so on

}

How would we go about implementing functionality for deleting a **Car** object from our model? Since we assume that the collection of car objects is indeed that entity which represents the cars we have in our model, deletion of a specific car will amout to dele­ting the corresponding **Car** object from the **CarCatalog** object. We thus assume that there will always be exactly one **CarCatalog** object present, and we only need to dele­te the **Car** object from that object. Since we have defined that the **LicensePlate** field uniquely maps to a **Car** object, we can add a **Delete** method to our **CarCatalog** class:

public bool Delete(string licensePlate)

{

// Implementation of deletion functionality

}

We imagine the method will return **true** if a **Car** object with the given value for **Licen­se­Plate** is indeed found and deleted, otherwise **false**. The implementation details are as such not interesting.

With this functionality available on the **CarCatalog** class, the remaining issues are:

* How do we select the value for **LicensePlate** to be a used in a call of **Delete**?
* How is the deletion functionality activated from the GUI?

If we assume that we still have some sort of Master/Details view set up for cars, a natural way of selecting the car targeted for deletion could be to select a car in the Master view (i.e. a list view), and then have a button labeled **Delete** available for the user to tap. That is, when the **Delete** button is tapped, the **Car** object corresponding to the selected item in the list view should be deleted:

![](data:image/png;base64,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)

We have already seen that it is fairly easy to bind the selection in the list view to e.g. a **SelectedCar** property on the **CarCatalog**, so once we tap on the **Delete** button, we can easily retrieve a value for **LicensePlate** to use in the call to **Delete**:

public bool DoDelete()

{

return (SelectedCar != null && Delete(SelectedCar.LicensePlate));

}

The last remaining issue is how to invoke this **DoDelete** method, i.e. how do we bind the action of tap­ping the **Delete** button to the invocation of the method? The prefer­red way to achieve this is to encapsulate the deletion code into a so-called **Command** object.

### The ICommand interface

A **Command** object is in this context an object that implements the **ICommand** inter­face. This interface is part of the .NET class library, and contains two methods and an event. A simple class **Command** that inherits from **ICommand** could look like:

class Command : ICommand

{

public bool CanExecute(object parameter)

{

// Should return whether or not the command

// can currently be executed.

}

public void Execute(object parameter)

{

// The code to execute

}

public event EventHandler CanExecuteChanged;

}

This is in itself not very useful, but illustrates the elements contained in the interface. The more important point is that we can create properties on a domain class like **CarCatalog**, that have the type **ICommand** and return a **Command** object:

public ICommand DeletionCommand

{

get { return new Command(); }

}

We will implement a more proper deletion command in a moment, but the point is that we can now bind the **DeletionCommand** property to a **Delete** button, like this:

<Button Content="Delete" Command="{Binding DeletionCommand}"/>

A **Button** control has a **Command** property, which can be bound to a corresponding property on a non-GUI object, if the property is of type **ICommand**. The consequence of this binding is that whenever the user taps the **Delete** button, the application will retrieve the object returned by the bound-to property, and call its **Execute** method. Furthermore, the GUI control will only be enabled if the **CanExecute** method returns **true**. With this in mind, we can now implement a proper deletion command:

class DeleteCommand : ICommand

{

private CarCatalog \_carCatalog;

public DeleteCommand(CarCatalog carCatalog)

{

\_carCatalog = carCatalog;

}

public bool CanExecute(object parameter)

{

return true; // For now...

}

public void Execute(object parameter)

{

\_carCatalog.DoDelete();

}

public event EventHandler CanExecuteChanged;

}

Note that we will return to the implementation of **CanExecute** in a moment. The **DeleteCommand** class takes a reference to the **CarCatalog** object in its constructor, such that it can call the **Do­Delete** method on the object. With this in place, we can update the implementation of **DeletionCommand**:

public ICommand DeletionCommand

{

get { return new DeleteCommand(this); }

}

Running the application now will demonstrate that we can indeed select a car in the list view, click on the **Delete** button, and see the car being deleted from the list view. A small problem remains, however; the **Delete** button is always enabled, even when no car is selected. The situation is handled in **DoDelete** (the not-**null** check), but it would be better if the button was only enabled when a car is selected. The method **CanExecute** is the key to this. A straightforward – and even correct – implementation of the method is:

public bool CanExecute(object parameter)

{

return \_carCatalog.SelectedCar != null;

}

However, if we run the application, the **Delete** button is now always disabled… The reason for this is somewhat subtle. When the application is launched, the view containing the list view is created. This also causes a **DeleteCommand** object to be created – due to the binding to the **Button/Command** binding – in a state where no car has been selected. The method thus returns **false**, and the object is never asked to “refresh” this value. This is what the **CanExecuteChanged** event is used for. If the state of the **CarCatalog** changes in a way that makes it relevant to refresh the state of the button – i.e. call **CanExecute** again – the event must be “raised”. This happens exactly when the selection in the list view changes. Handling this requires a couple of changes in the code.

First, we add a new method **RaiseCanExecuteChanged** to the **DeleteCommand** class:

public void RaiseCanExecuteChanged()

{

CanExecuteChanged?.Invoke(this, EventArgs.Empty);

}

We can then call this method when the selection in the list view changes (see later). We also change **CarCollection** a bit. First, we add an instance field for holding a **Delete­Command** object, and create that object in the constructor:

public class CarCatalog : INotifyPropertyChanged

{

private DeleteCommand \_deleteCommand;

// Rest of instance fields…

public CarCatalog()

{

\_deleteCommand = new DeleteCommand(this);

// Rest of constructor…

}

// Rest of class…

}

We then return that object in the **DeletionCommand** property:

public ICommand DeletionCommand

{

get { return \_deleteCommand; }

}

Finally, we update the **set**-part of the **SelectedCar** property with the call to the new **DeleteCommand** method:

public Car SelectedCar

{

get { return \_selectedCar; }

set

{

\_selectedCar = value;

OnPropertyChanged();

\_deleteCommand.RaiseCanExecuteChanged();

}

}

A test of the application shows that the state of the **Delete** button now reflects whe­ther or not a car is selected in the list view. When a car is seleted and deleted by tapping **Delete**, the car is indeed deleted from the list view and the **Delete** button becomes disabled, until a new car is selected.

The addition of **RaiseCanExecuteChanged** to **DeleteCommand** is very generic, and it is therefore quite common to create a command base class that implements **ICommand** and contains the **RaiseCanExecuteChanged** method. One such example is the **Relay-Command** class, that can be found in various incarnations online. We list one example of a **RelayCommand** implementation below:

public class RelayCommand : ICommand

{

private readonly Action \_execute;

private readonly Func<bool> \_canExecute;

public event EventHandler CanExecuteChanged;

public RelayCommand(Action execute, Func<bool> canExecute)

{

\_execute = execute;

\_canExecute = canExecute;

}

public bool CanExecute(object parameter)

{

return ((\_canExecute == null) || \_canExecute());

}

public void Execute(object parameter)

{

\_execute();

}

public void RaiseCanExecuteChanged()

{

CanExecuteChanged?.Invoke(this, EventArgs.Empty);

}

}

This implementation uses some constructs that have not been mentioned in these notes. The types **Action** and **Func<bool>** are in fact **function types**. The two types should be read as:

* **Action**: Any function that does not take any parameters and returns **void**
* **Func<bool>**: Any function that does not take any parameters and returns **bool**

If we had used **RelayCommand** in the example, we could have created a command object for deletion in this very compact form:

\_deleteCommand = new RelayCommand( () => { DoDelete(); },

() => SelectedCar != null);

If you have never seen this style of wrapping a code segment up as a parameter, it pro­bably looks quite strange. You can achieve the same effect by creating two small methods in **CarCollection**, and use those methods as parameters instead:

public void DoDeleteRelay() { DoDelete(); }

public bool CarIsSelected() { return SelectedCar != null; }

// ...

\_deleteCommand = new RelayCommand(DoDeleteRelay, CarIsSelected);

No style is better than the other; the compact form avoids creating new methods just for using them as parameters, while the latter form is probably easier to understand. Exactly how you choose to organise your command classes in a real project is of course up to you.

You may at this point wonder, if this is not an overly complex way of invoking a func­tion­ality that only amounts to a couple of lines of code. There’s not really any way around it. Properties on GUI controls can bind to properties – not methods – on other objects, so the functionality-wrapped-into-command-objects style is hard to avoid. Furthermore, the use of command object does actually provide several advantages on its own. Since a command object encapsulates a piece of functionality without know­ledge about the context in which it is used, it is pretty easy to set up tests for a com­mand in an artificial test environment.

Another advantage of command objects is that they can be handled like any other kind of object; we can e.g. set a command object into a queue of commands waiting for execution, if we are in a situation where commands cannot always be executed immediately. We could also imagine that facilities for e.g. executing commands asyn­chronously (meaning that we don’t wait for the execution of a command to complete before proceeding with other parts of the code) can be implemented in a general way, if all relevant functionality is wrapped into command objects. We could even imagine saving a set of waiting commands to a file, and later on read them again for execution, when the needed resources are available.

Yet another – maybe not so obvious – advantage comes from the fact that we can bind as many GUI controls to a command property as we wish. Often the GUI will allow you to invoke a functionality in several ways; we could imagine that a deletion functionality could be invoked by tapping a button, but also by choosing a menu item. The availabi­lity of such GUI elements should of course be consistent, such that if a Delete button is disabled, the corresponding menu item also becomes disabled. This feature comes for free if the relevant GUI controls all bind to the same command object.

## The MVVM application architecture

The previous chapter has covered a fair bit of ground, going from a simple data bind­ing between two GUI elements, to a collection-based data binding to a Master/Details view, using command objects for invoking functionality. Still, our approach is not very robust with regards to separation of visual presen­tation and domain logic. We have not really stated anything about the roles of the **Car** and **CarCatalog** classes in the example, but it seems a fair assumption that the **Car** class is a domain class, and that other domain-oriented classes will use **Car** objects to perform some sort of business logic. The **CarCatalog** class could be perceived as such a domain class as well. In other words: the **Car** and **CarCatalog** classes should not be involved with how data relating to cars are presen­ted to the user.

In our example, we had fairly modest requirements with regards to visual presenta­tion of cars, so we could get by with using the simple properties available on the **Car** class. We will now pursue an architecture for our application that clearly separates the domain classes from the presentation-oriented part of the application. One such architecture is the **MVVM** architecture.

### MVVM architecture – fundamental features

The acronym **MVVM** is short for **Model-View-ViewModel**, and is as stated above found­ed on the principle of clear separation between presentation and domain logic. We did have some degree of separation in the previous example, in the sense that the presentation was defined in one class, while the domain logic – tiny as it was – was confined to the **Car** class. This can be described as a Model-View architecture:

Model

View

In this setup, the View classes will have explicit knowledge about the Model classes, and will thus be vunerable to changes in the Model classes. Likewise, the Model class­es may have to contain properties that are only present for making life easier for the View classes, and may even need to be up­dated if the view-oriented requirements for the application change.

The remedy for this situation is to insert a layer between the View and the Model, aptly named the ViewModel. This layer is meant to “mediate” between the two original layers, such that each can change independently of the other:

View-Model

View
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### MVVM – single domain object

How would this idea manifest itself in the previous example? Let’s unwind all the way back to the example where we had a simple binding between a **Car** (domain) class and a simple view in place. At that point, the **Car** class looked like this:

class Car : INotifyPropertyChanged

{

private string \_brand;

public string Brand

{

get { return \_brand; }

set

{

\_brand = value;

OnPropertyChanged();

}

}

public Car()

{

\_brand = "Toyota";

}

// … and code for OnPropertyChanged

}

The highlighted code is the code we added in order to make the binding to the view work properly. Essentially, this implies implementing the **INotifyPropertyChanged** interface, plus calling **OnPropertyChanged** in the **set**-part of properties. Now that we are used to this sort of code, it may look quite innocent. Still, this code is only added in order to service views wishing to present car data. This means that the **Car** class now has (at least) two main responsibilities:

* Acting as a domain class
* Acting as a point-of-contact for views wishing to present car data

This is not an ideal situation, since classes should in general only have one main re­spon­sibility. Following the MVVM architecture outlined above, we should therefore insert a new class between the **Car** class and the views. We could name this class **CarViewModel**.

What resposibilities should this new class have? It should act as the point-of-contact for views interested in presenting car data, and service the needs of those views. Also, it should be in contact with a **Car** object, since it will need to access car data in order to relay these data – perhaps in a modified form – to the views. More specifically, we can then conclude that the class **CarViewModel** should

* Implement **INotifyPropertyChanged**, in order to provide views with up-to-date car data (we can imagine that more than one view binds to **CarViewModel**)
* Refer to a **Car** object, and keep this object up-to-date in accordance with actions from the views (via data bindings and commands).

With this, we can begin to outline an example of a **CarViewModel** class:

public class CarViewModel : INotifyPropertyChanged

{

private Car \_domainObject;

public CarViewModel()

{

\_domainObject = new Car();

}

public string Brand

{

get { return \_domainObject.Brand; }

set

{

\_domainObject.Brand = value;

OnPropertyChanged();

}

}

public string BrandText

{

get { return "The car is a " + \_domainObject.Brand; }

}

// ... plus OnPropertyChanged code

}

As we will see later, this class does have some issues, but the general concepts are in place. We refer to a domain object (the **Car** object), and manage requests regarding data for this object. That is, we return relevant data from the object when requested, either “unprocessed” as in the **get**-part of the **Brand** property, or “processed” as in the **get**-part of the **BrandText** property, where a bit of additional text is prepended.

The term “relevant” here means that we should not just make up properties that we imagine could be of use; the properties added to the **CarViewModel** class should be driven by requirements for the views presenting car data. These requirements have ideally nothing to do with the domain-driven requirements for a **Car** class, and they should therefore be completely separated. A **Car** class should not have to change because a view-oriented requirement changes, and a view should not have to change because a detail in the **Car** implementation changes. However, the **CarViewModel** is indeed allowed to change if either the views or the domain class changes, since this is exactly its main responsibility; to mediate between a domain class and the views presenting it.

The introduction of the **CarViewModel** class enables us to do two things:

* We can “clean up” the **Car** class, so it no longer needs to contain any elements relating to presentation
* We can create bindings using the **CarViewModel** class instead of the **Car** class

The cleaned-up **Car** class now looks like a “pure” domain class:

public class Car

{

private string \_brand;

public string Brand

{

get { return \_brand; }

set { \_brand = value; }

}

public Car()

{

\_brand = "Toyota";

}

}

Bindings to **CarViewModel** are now done like (the **Button** has no functionality yet):

<Page.DataContext>

<local:CarViewModel/>

</Page.DataContext>

<StackPanel>

<TextBox Text="{Binding Brand, Mode=TwoWay}"/>

<TextBlock Text="{Binding Brand}"/>

<TextBlock Text="{Binding BrandText}"/>

<Button Content="OK"/>

</StackPanel>

If we run this example, we will indeed see that the first **TextBlock** control (bound to the **Brand** property in the **CarViewModel** class) is updated whenever we type a new value into the **TextBox** control. Placing a breakpoint in the **set**-part of the **Brand** property on the **Car** class will also reveal that the value does indeed get set in the enclosed **Car** object. All is thus in order, and we have obtained the desired separation while maintaining the functionality. Except for one problem…

Note that we added an additional **TextBlock** control to the example, binding to the **BrandText** property on the **CarViewModel** class. This text did not get updated when we typed in a new brand value. Why not…? In order for that text to get updated, someone must call **OnPropertyChanged** with **BrandText** as parameter! So far, we have always called **OnPropertyChanged** without any parameter. Let’s have a second look on the implementation of **OnPropertyChanged**:

protected virtual void OnPropertyChanged

([CallerMemberName] string propertyName = null)

{

PropertyChanged?.Invoke(this,

new PropertyChangedEventArgs(propertyName));

}

We said earlier that we need not understand the details of this implementation, and this is still true. However, we note that the implementation is such that if no para­meter is given, the implementation sees – through some rather advanced C# magic –the name of the calling property as the actual parameter. The consequence is that if we call **OnPropertyChanged** from a property named **Brand**, the implementation sees that name as the parameter, and does what it should; it notifes all properties bound to **Brand** that the value of the property has changed.

With regards to the **BrandText** property, there are two problems:

* The property doesn’t have a **set**-part.
* Nobody calls **OnPropertyChanged** for this property

It is pretty obvious that **BrandText** cannot have a **set**-part, since its value is a so-called **aggregated value**, where the value does not have a direct counterpart in the domain object. **BrandText** is of course a simple case, where the value is composed of a single domain object value plus some fixed text, but we could easily imagine e.g. a longer text pieced together from several values from the domain object. The main point is in any case valid: **BrandText** cannot have a **set**-part, so we cannot call **OnProperty­Changed** from there.

Instead, we must look for places in the code where something happens that might affect the value of **BrandText**. Again, this case it pretty obvious, since it is only in the **set**-part of the **Brand** property such a change happens. We must therefore add an extra call to **OnPropertyChanged** here:

public string Brand

{

get { return \_domainObject.Brand; }

set

{

\_domainObject.Brand = value;

OnPropertyChanged();

OnPropertyChanged(nameof(BrandText));

}

}

The parameter to **OnPropertyChanged** is of type **string**, so we could also have written **“BrandText”** directly. However, the **nameof(BrandText)** style – which returns the name of the property as a string – is more robust, since it will be affected at compile-time, if we decide to rename **BrandText** to something else. If we had just written a string directly, we would not see any errors before running the application.

With this addition, the application behaves as expected. For a simple setup like this, it is relatively easy to manage such dependencies, and add extra calls to **OnProperty­Changed** where needed. However, when you have a more complex setup with many depencies, you may need some sort of framework to manage the dependencies. You could e.g. use a map of property dependencies, as outlined below:

public class PropertyDependencyManager

{

private Dictionary<string, List<string>> \_dependencyMap;

public PropertyDependencyManager()

{

\_dependencyMap = new Dictionary<string, List<string>>();

}

public void AddDependency(string property, string dependentProperty)

{

// Add a new dependency

}

public List<string> GetDependencies(string property)

{

// Return properties depending on this property

}

}

With this in place, the **CarViewModel** class could be extended like this:

public CarViewModel()

{

\_domainObject = new Car();

\_dependencyManager = new PropertyDependencyManager();

\_dependencyManager.AddDependency(nameof(Brand), nameof(BrandText));

}

public string Brand

{

get { return \_domainObject.Brand; }

set

{

\_domainObject.Brand = value;

OnPropertyChanged();

foreach (var dependentProperty in

\_dependencyManager.GetDependencies(nameof(Brand)))

{

OnPropertyChanged(dependentProperty);

}

}

}

It will now be easy to manage addition of other properties based on aggregated values, since all you need to do is to:

* Add the dependencies to the dependency manager
* Add the **foreach**-loop to all **set**-parts of properties

### MVVM – collection of domain objects

The next natural step is to extend this principle to a setup where a collection of domain objects need to be handled. The guiding principle should again be that the domain classes should not contain presentation-oriented elements. Thererfore, a collection class **CarCollection** for **Car** objects will be pretty simple (the **Car** class has been extended with a few properties:

public class CarCollection

{

private List<Car> \_cars;

public List<Car> All

{

get { return \_cars; }

}

public CarCollection()

{

\_cars = new List<Car>();

\_cars.Add(new Car("AX 32 501", "BMW", "318i","Assets\\BMW.jpg"));

\_cars.Add(new Car("CP 73 001", "Volvo", "X40", "Assets\\Volvo.jpg"));

\_cars.Add(new Car("BK 55 734", "Opel", "Astra", "Assets\\Opel.jpg"));

\_cars.Add(new Car("AZ 60 922", "Toyota", "Auris", "Assets\\Toyota.jpg"));

}

}

Our goal is – just as in the View-Model setup – to work our way towards a working Master/Details view.

### An Item view model class

So, we again need to consider how car data is presented in a **ListView** control, i.e. the Master part of the view. We deliberately didn’t say “how a **Car** object is presented”, since the **ListView** will not bind to a collection of **Car** objects, but rather to a collection of view model objects relating to cars. We will therefore need to create such a view model class. However, the purpose of this particular view model class is not neces­sa­rily to give a detailed presentation of car data. The view model class is supposed to provide the presentation data needed for presenting car data in the Master view, and since the purpose of the Master view is to provide the user with enough data to make a well-defined selection in the view – such that further details can be presented in the Details view – we may only need to provide a small subset of the available data. This could e.g. be the license plate and a small image of the car. A view model class for this specific purpose – which we in general will categorise as an **Item** view model class – would therefore be quite simple:

public class CarItemViewModel

{

private Car \_domainObject;

public CarItemViewModel(Car domainObject)

{

\_domainObject = domainObject;

}

public string ImageSource

{

get { return \_domainObject.ImageSource; }

}

public string Description

{

get { return \_domainObject.Brand + " (" +

\_domainObject.LicensePlate + ")"; }

}

public Car DomainObject

{

get { return \_domainObject; }

}

}

Since you will not be able to change data through the elements in the Master view, we don’t need any **set**-parts of any properties here, and thus no management of dependencies. Note that we have also included a property that returns a reference to the enclosed domain object; this will come in handy later ☺.

This item view model class can then be used in a collection-oriented view model class, which will be the class behind the Master part of the view. We will cate­gorise such a class as a **Master** view model class.

### A Master view model class

A class in this category is therefore responsible for converting a collection of domain objects into a collection of item view model objects. These objects can then be bound to by a collection-oriented GUI control, e.g. a **ListView** control. In our example, we now create such a class named **CarMasterViewModel**:

public class CarMasterViewModel

{

private List<CarItemViewModel> \_itemViewModelCollection;

private CarCollection \_carCollection;

public List<CarItemViewModel> ItemViewModelCollection

{

get

{

\_itemViewModelCollection = new List <CarItemViewModel>();

foreach (var car in \_carCollection.All)

{

\_itemViewModelCollection.Add(new CarItemViewModel(car));

}

return \_itemViewModelCollection;

}

}

public CarMasterViewModel(CarCollection carCollection)

{

\_carCollection = carCollection;

}

}

The class is handed a reference to a collection of **Car** objects at creation time, and will when requested return a corresponding collection of **CarItemViewModel** objects. In this setup, the **CarMasterViewModel** object will not hold any state as such, since the collection of view model objects is constructed whenever the **get**-part of the property is accessed.

These objects can then be bound to through the **ItemViewModelCollection** property:

<Page.DataContext>

<local:CarMasterViewModel/>

</Page.DataContext>

<ListView ItemsSource="{Binding ItemViewModelCollection}">

<ListView.ItemTemplate>

<DataTemplate>

<StackPanel Orientation="Horizontal">

<Image Source="{Binding ImageSource}"/>

<TextBlock Text="{Binding Description}"/>

</StackPanel>

</DataTemplate>

</ListView.ItemTemplate>

</ListView>

We now have the Master part of the view in place.

### A Details view model class

For the Details part, we create yet another view model class for this specific purpose. This class will need to be able to present more car data, plus have the ability to enable editing of parts of the data. Exactly how and what data to present – and what data the user should be allowed to edit – will of course depend of the specific situation. We categorise such a class as a **Details** view model class. The main features of such a class will be:

* It refers to a single domain object
* It exposes properties that the Details view can bind to
* Some properties (simple properties) may directly correspond to properties on the domain object
* Other properties (aggregated properties) may be based on a number of domain object properties

For the car example, a Details view model class could look like (property dependency code omitted for brevity):

public class CarDetailsViewModel : INotifyPropertyChanged

{

private Car \_domainObject;

public CarDetailsViewModel(Car domainObject)

{

\_domainObject = domainObject;

}

public string LicensePlate { get { return \_domainObject.LicensePlate; } }

public string Brand { get { return \_domainObject.Brand; } }

public string Model { get { return \_domainObject.Model; } }

public string Heading

{

get { return "A " + Brand + " " + Model +

", priced at " + Price + " kr."; }

}

public int Price

{

get { return \_domainObject.Price; }

set { \_domainObject.Price = value;

OnPropertyChanged(); }

}

}

Here we have assumed that it only makes sense to change the **Price** property of the car, once it has been created. It is therefore only the **Price** property that has a **set**-part. The **Heading** property is an aggregated property, and it should be “refreshed” (by a call to **OnPropertyChanged**) whenever the **Price** property changes.

We can now use this class for establishing bindings in the Details part of the view. In the below example, we assume that the selection made in the Master view will be reflected in a property called **DetailsViewModelSelected**, which has the type **CarDetailsView­Model**. Exactly where this property is defined – and how the binding to the property is established – is discussed later.

<StackPanel>

<TextBlock Style="{...}"

Text="{Binding DetailsViewModelSelected.Heading}"/>

<StackPanel Orientation="Horizontal">

<TextBlock Style="{...}" Text="License plate"/>

<TextBox Style="{...}" IsReadOnly="True"

Text="{Binding DetailsViewModelSelected.LicensePlate}"/>

</StackPanel>

...

<StackPanel Orientation="Horizontal">

<TextBlock Style="{...}" Text="Price"/>

<TextBox Style="{...}"

Text="{Binding DetailsViewModelSelected.Price, Mode=TwoWay}"/>

</StackPanel>

</StackPanel>

With these bindings, we can now display the relevant properties of a car in the Details view. We can even edit the properties, if it makes sense. We earlier assumed that it only makes sense to change the price of a car, and it is therefore only the binding to the **Price** property that is a two-way binding. Also, the **TextBox** controls showing read-only data have been disabled for user input, by setting the **IsReadOnly** property to true.

### A MasterDetailsViewModel class

We are now pretty close to having all the pieces we need in order to build a working Master/Details view, with view model classes backing each element of the view. Let us recap what we have in place now:

|  |  |
| --- | --- |
| **DomainModel** | The **CarCollection** class plays the role of the domain model, since it contains and maintains a collection of domain objects. |
| **ItemViewModel** | This class defines how car data is presented in e.g. a **ListView**, to provide the user with just enough infor­mation about the item. The user can then make the selection with certainty about the identity of the selected item. |
| **MasterViewModel** | This class just handles the transformation of domain objects into a collection of item view model objects, to be displayed in e.g. a **ListView** control. |
| **DetailsViewModel** | This class exposes relevant properties about the details of a **Car** object, such that the user can view and possibly edit that data. |

The only piece missing is a class that ties these elements together. In order to see what this class should contain, we will recap how the Master/Details view is supposed to work:

* In the Master part, a collection of **ItemViewModel** objects are displayed, and the user can select one of these objects. The items should correspond to the domain objects in the domain model.
* In the Details part, details corresponding to the item selected in the Master part should be displayed. The controls displaying these details are bound to a **DetailsView­Model** object.

The class must then be able to do (at least) the following:

* Keep a reference to the domain model, to enable the creation of items to display in the Master view
* Provide a property to which the selected item in the Master view can bind. This must be a two-way binding, since changes in the selection should update the Details part of the view.
* Establish the link between the item selected in the Master view (of type **ItemView­Model**) and the object to which the Details view bind (of type **DetailsViewModel**)

These requirements alone implies that the class should contains these elements:

public class CarMasterDetailsViewModel : INotifyPropertyChanged

{

private CarCollection \_domainModel;

private CarMasterViewModel \_masterViewModel;

private CarItemViewModel \_itemViewModelSelected;

private CarDetailsViewModel \_detailsViewModelSelected;

public List<CarItemViewModel> ItemViewModelCollection {...}

public CarItemViewModel ItemViewModelSelected {...}

public CarDetailsViewModel DetailsViewModelSelected {...}

public CarMasterDetailsViewModel()

{

\_domainModel = new CarCollection();

\_masterViewModel = new CarMasterViewModel(\_domainModel);

\_detailsViewModelSelected = null;

\_itemViewModelSelected = null;

}

}

We have chosen to name the class **MasterDetailsViewModel**, since it is the top-level class to which the view itself will bind. The three properties are central for the class:

* **ItemViewModelCollection**: Will refer to a **ItemViewModelCollection** property in a **Car­Master­ViewModel** object. Will be bound to the **ItemsSource** property in the Master view
* **ItemViewModelSelected**: Will be bound to the **SelectedItem** property in the Master view with a two-way binding.
* **DetailsViewModelSelected**: Will refer to a **CarDetailsViewModel** object, speci­fically that object which corresponds to the selected item in the Master view. The Details view will then bind to this property.

We can then establish the bindings for the View:

<Page.DataContext>

<local:CarMasterDetailsViewModel/>

</Page.DataContext>

<!--Master view-->

<ListView

ItemsSource="{Binding ItemViewModelCollection }"

SelectedItem="{Binding ItemViewModelSelected, Mode=TwoWay}">

<ListView.ItemTemplate> ...

</ListView>

<!--Details view-->

<StackPanel>

<TextBlock Style="{...}"

Text="{Binding DetailsViewModelSelected.Heading}"/>

<StackPanel Orientation="Horizontal">

<TextBlock Style="{...}"

Text="License plate"/>

<TextBox Style="{...}"

Text="{Binding DetailsViewModelSelected.LicensePlate}"/>

</StackPanel>

...

<StackPanel Orientation="Horizontal">

<TextBlock Style="{...}"

Text="Price"/>

<TextBox Style="{...}"

Text="{Binding DetailsViewModelSelected.Price,

Mode=TwoWay}"/>

</StackPanel>

</StackPanel>

The only remaining issue is the implementation of the three properties. Two of them are trivial:

public List<CarItemViewModel> ItemViewModelCollection

{

get { return \_masterViewModel.ItemViewModelCollection; }

}

public CarDetailsViewModel DetailsViewModelSelected

{

get { return \_detailsViewModelSelected; }

}

Note that only the **get**-part is needed, since you cannot change these properties through the view. The last property is a bit more complex:

public CarItemViewModel ItemViewModelSelected

{

get { return \_itemViewModelSelected; }

set

{

\_itemViewModelSelected= value;

\_detailsViewModelSelected= \_itemViewModelSelected == null ? null

: new CarDetailsViewModel(\_itemViewModelSelected.DomainObject);

OnPropertyChanged();

OnPropertyChanged(nameof(DetailsViewModelSelected));

}

}

The two plain lines of code are completely standard for a property used for a two-way binding. The highlighted lines are more interesting.

The first highlighted line establishes the link between the selected item in the Master view, and the **CarDetailsViewModel** object the Details part should now bind to. When the selection changes, a new **CarDetailsViewModel** object is created, and is simply given a reference to that domain object which **\_itemViewModelSelected** refers to. Remem­ber that these are just references being passed around, so no new domain objects are created in the process. If no object is selected – i.e. the new value is null – no new **CarDetailsViewModel** object is created.

The second highlighted line is the standard “trick” for getting the View to read the **DetailsViewModelSelected** property again. We have just updated **\_detailsView­Model­Selected** to refer to the new **CarDetailsViewModel** object, so the view needs to show that data now. The call to **OnPropertyChanged(nameof(DetailsViewModel­Selected))** will cause all of the properties bound through **DetailsViewModelSelected** (see the XAML above) to be re-read by the view.

With this in place, the pieces have come together. We now have a functional, MVVM-based Master/Details view for car data, which responds to user selection as excepted, and allows updating of the price field. One significant omission so far is that we have not added functionality for e.g. deleting an item. We will now add this functionality by using Commands, just as we did for the View-Model setup.

### Adding a Delete command to an MVVM-based view

Since the view binds to **CarMasterDetailsViewModel**, all properties for binding to commands should be implemented in this class. This is not particularly difficult, and follows the same pattern as for the Model-View setup. The complications arise when we need to implement a new version of **DeleteCommand**. Let’s review the implemen­tation in the Model-View setup:

class DeleteCommand : ICommand

{

private CarCatalog \_carCatalog;

public DeleteCommand(CarCatalog carCatalog)

{

\_carCatalog = carCatalog;

}

public bool CanExecute(object parameter)

{

return true;

}

public void Execute(object parameter)

{

\_carCatalog.DoDelete();

}

public event EventHandler CanExecuteChanged;

}

The problem is that even though we can still perform a deletion in the **CarCatalog** object, it is not enough. Since the domain model is not involved in the presen­tation anymore, it does not implement **INotifyPropertyChanged** or use an **Observable­Collection**. In other words; just deleting in the domain model will not cause the view to update accordingly.

We solution is to implement a **Delete** metod in the **CarMasterDetailsViewModel** class. This is also appropriate, since this class should keep the view(s) and the model consistent with each other. The implementation is fairly simple:

public void Delete(string licensePlate)

{

\_domainModel.Delete(licensePlate);

ItemViewModelSelected= null;

OnPropertyChanged(nameof(ItemViewModelCollection));

}

Let’s detail what happens here:

1. The domain object identified by the license plate (which acts as a key here) is deleted from the domain model.
2. The selection is set to **null**. This is a design choice; you could also have chosen to set the selection to e.g. the first object left in the list. Setting the selection to **null** will also cause the Details “selection” to become **null**.
3. Since we have deleted a domain object, we poke the **ItemViewModelCollection** property, so a fresh list of **ItemViewModel** objects is created and retrieved by the view.

The final issue is then the revised implementation of the **DeleteCommand** class:

public class DeleteCommand : ICommand

{

private CarMasterDetailsViewModel \_viewModel;

public DeleteCommand(CarMasterDetailsViewModel viewModel)

{

\_viewModel = viewModel;

}

public bool CanExecute(object parameter)

{

return \_viewModel.ItemViewModelSelected != null;

}

public void Execute(object parameter)

{

CarItemViewModel selected = \_viewModel.ItemViewModelSelected;

\_viewModel.Delete(selected.DomainObject.LicensePlate);

}

}

We note that the command is only allowed to execute if a selection has been made in the view (the **CanExecute** method), and that the **Execute** metod “digs out” the license plate for the currently selected item, and uses that value when calling **Delete** on the view model.

### Generalising the classes

These final additions brings us to a major milestone – we now have a Master/Details view including command-based functionality, playing entirely by the MVVM rulebook. The obvious question is now: what will it take to implement the same functionality for another domain class? On an architecture level, the entire class structure should be reusable, since nothing in it relies on specific details for the domain class. The only assumption has been that the domain class is “simple”, i.e. that all properties have a simple type.

If this assumption is met, it should almost be a matter of copy-paste plus search-and-replace for adapting the structure for a different domain class. Some details will of course be domain-specific, like the properties in the **CarDetailsViewModel**, but quite a lot of code has a very generic nature. Consider the **CarMaster­View­Model** class:

public class CarMasterViewModel

{

private List<CarItemViewModel> \_itemViewModelCollection;

private CarCollection \_carCollection;

public List<CarItemViewModel> ItemViewModelCollection

{

get

{

\_itemViewModelCollection = new List<CarItemViewModel>();

foreach (var car in \_carCollection.All)

{

\_itemViewModelCollection.Add(new CarItemViewModel(car));

}

return \_itemViewModelCollection;

}

}

public CarMasterViewModel(CarCollection carCollection)

{

\_carCollection = carCollection;

}

}

We have not discussed the topic of **Generics** in C# yet, but we have actually used it a lot. We have often written e.g. **List<Car>**, meaning “a **List** object that can hold a col­lec­tion of **Car** objects”. **Car** is here used as a specifc kind of parameter; a **type** para­meter. List-based functionality is very generic, so it would be nice if you could write that functionality once, and then use it no matter the type of objects you put into the list. Generics enable you to do just that.

Consider now the generalised **Master­View­Model** class below:

public class MasterViewModel<TDomainClass, TItemViewModel>

{

public static List<TItemViewModel> GetItemViewModelCollection(

Model<TDomainClass> model, Factory factory)

{

List<TItemViewModel> itemViewModelCollection =

new List<TItemViewModel>();

foreach (var obj in model.All)

{

itemViewModelCollection.Add(new TItemViewModel(obj));

}

return itemViewModelCollection;

}

}

We are not fully equipped to understand such code, but the point is just to illustrate that we can parameterise the code to such an extent that it can be reused for all domain classes we wish to include. With a class like the above available, we could change e.g. the type of an instance field in the **CarMasterDetailsViewModel** class:

// private CarMasterViewModel \_masterViewModel; (Original)

private MasterViewModel<Car, CarItemViewModel> \_masterViewModel;

Instead of having to create a new master view model class for each domain class, we could then simply reuse the generic version.

We will not go into further details with this topic here, but revisit it when we have learned more about Generics, since Generics is a crucial tool to use for this purpose.

# Further parameterisation

An ongoing theme in our progression is the idea of **parameterisation**. Whenever we see an opportunity to convert a hard-coded element in a method or class into a para­meter, we should seize it. Through parameterisation, we enable the client (i.e. a pro­grammer using our method or class) to choose a specific value (to be understodd in a very general sense) for the parameter, instead of locking that value inside our code. As we will see below, we can take this idea even further, when we start to consider types and even code itself as potential candidates for parameterisation.

## Generics – types as parameters

We discussed the DRY (Don’t Repeat Yourself) principle a while ago, and considered the principle at various levels (instance field, method and class level). The goal was always the same: avoid writing the same code over and over. At the class level, we saw that **inheritance** is a useful mechanism for avoiding code duplication, since you can place code shared by several classes in a base class, which can then be inherited from. Still, some situations are not easily solved by inheritance.

### Shortcomings of inheritance

Suppose we have defined a simple domain class **Dog**, and also wish to have a way of representing family relations between dogs. Instead of defining family relations as a part of the **Dog** class itself, we decide to create a separate class **FamilyRelation**, which will represent family relations between **Dog** objects. Such a class could look like this:

public class FamilyRelation

{

private Dog \_self;

private Dog \_father;

private Dog \_mother;

private List<Dog> \_children;

public FamilyRelation(Dog self, Dog father, Dog mother)

{

\_self = self;

\_father = father;

\_mother = mother;

\_children = new List<Dog>();

}

public Dog Self { get { return \_self; } }

public Dog Father { get { return \_father; } }

public Dog Mother { get { return \_mother; } }

public List<Dog> Children { get { return \_children; } }

public void AddChild(Dog child)

{

\_children.Add(child);

}

}

This is pretty straightforward, and we can easily start to use this class:

Dog self = new Dog("King);

Dog mom = new Dog("Spot");

Dog dad = new Dog("Rufus");

FamilyRelation relations = new FamilyRelation(self, mom, dad);

relations.AddChild(new Dog("Lajka"));

So far, so good. Now we also define a domain class **Cat**, and also wish to be able to represent family relations between **Cat** objects. We cannot use the **FamilyRelation** class as-is, since it operates on **Dog** objects. We can do a copy-paste of the class, and create a (very similar) class **FamilyRelationCats**, where we simply replace **Dog** with **Cat**. However, this is exactly the situation we wish to avoid…

**Cat** and **Dog** are probably strongly related, and it will probably make sense to define a base class **Animal**, from which both **Dog** and **Cat** can inherit. If we do that, we could also update the **FamilyRelation** class:

public class FamilyRelation

{

private Animal \_self;

private Animal \_father;

private Animal \_mother;

private List<Animal> \_children;

// ...and so on

}

Now we can use the class for both **Dog** and **Cat** objects. There are however several problems with the class:

1. Nothing will prevent us from mixing **Cat** and **Dog** objects, so a cat could e.g. be a father of a dog…
2. The return type of the properties will be **Animal**, so we will need to try to cast the returned object to a derived class, if we need to do something **Cat**- or **Dog**-specific with the object.
3. We can only use the **FamilyRelation** class for classes which inherit from **Animal**, even though the **FamilyRelation** class itself does not use any **Animal**-specific methods.

Using inheritance cannot really solve these problems for us. What we really want is to turn the **type** of the objects used in **FamilyRelation** into parameters. That is, we wish to define the **FamilyRelation** class with a general type parameter, and wish to use the the **FamilyRelation** class with a specific type. This is essentially the same strategy we use when defining a simple method; we define the method in a general way:

public int ReturnLargest(int a, int b)

{

return (a < b ? b : a);

}

and we use the method with specific values:

ReturnLargest(7, 12);

### Using types as parameters

The feature in C# called **Generics** is exactly the ability to use types as parameters to class definitions (and to methods, which we will also see examples of). We have used this ability already without calling it Generics, when we saw examples of **data struc­tures**. If we needed a list of integers, we could declare it like this:

List<int> myNumbers = new List<int>();

This will create a **List** object, into which we can only insert **int** values. Also, any me­thod that returns an element in the list will have the return type **int**. In that sense, the **List** class – or more correctly, the **List<T>** class – is **type-safe**. We cannot accidentally insert elements of different types into the list, and the elements return from the list have the correct type, i.e. no need for casting. The **<T>** following the **List** class name indicates that the **List** class takes one type parameter – just as a method can take one parameter – which must be specified when using the class, as above. Type parameters can be called whatever you like – just as a parameter to a method – but are usually called **T** (T for Type, maybe…).

With this knowledge, we can create a new and more generally applicable version of the **FamilyRelation** class:

public class FamilyRelation<T>

{

private T \_self;

private T \_father;

private T \_mother;

private List<T> \_children;

public FamilyRelation(T self, T father, T mother)

{

\_self = self;

\_father = father;

\_mother = mother;

\_children = new List<T>();

}

public T Self { get { return \_self; } }

public T Father { get { return \_father; } }

public T Mother { get { return \_mother; } }

public List<T> Children { get { return \_children; } }

public void AddChild(T child)

{

\_children.Add(child);

}

}

We have simply substituted **Dog** with **T**, and added the **<T>** declaration after the **FamilyRelation** class name. At first sight, this may look confusing. What is **T** actually? Is it a new class? No, it is simply a (type) parameter to the class. Again, think of it as very similar to a parameter to a method. You can give it any name you like, and when you use the method, you must provide a specific value for the variable. If we now wish to use the **FamilyRelation** class, we must provide a specific type:

FamilyRelation<Dog> relations = new FamilyRelation<Dog>(self, mom, dad);

relations.AddChild(new Dog("Lajka", 45, 20));

The variable **relations** now refers to a **FamilyRelation** object, specialised to the **Dog** type. This solves the problems listed before:

1. We can only insert **Dog** objects into the object
2. All properties have the return type **Dog**
3. **Dog** does not need to inherit from a certain base class in order to use the **FamilyRelation** class.

Using the **FamilyRelation** class to define relations between **Cat** objects is now as easy as it gets:

Cat a = new Cat("Stripe");

Cat b = new Cat("Socks");

Cat c = new Cat("Abby");

FamilyRelation<Cat> catRelations = new FamilyRelation<Cat>(a, b, c);

It doesn’t take much consideration to conclude that any type – even simple types like **int** – can be used with **FamilyRelation**. Using a class called **FamilyRelation** to repre­sent relations between numbers is perhaps a bit warped, but the point is still valid. This could also be seen as an argument for choosing the non-descriptive name **T** for the type parameter. We could have chosen to call the type parameter **Animal** (not to be confused with a base class called **Animal**) to try to indicate the intended use of the class, but that would not prevent anyone from using it with a completely unrelated type like **int**. The name **T** has no implicit meaning in itself, and thus indicates that “anything goes” with regards to choice of type.

### Type constraints

The above considerations about what types to use with **FamilyRelation** leads directly to an important Generics sub-topic: **type constraints**.

The **FamilyRelation** class could be type-parameterised very easily, since the class does little more than store and return elements of type **T**. The term “elements” is chosen deliberately, since these elements may not even be objects, if a simple type like **int** is used. If we begin to add functionality involving the stored elements, we may however run into problem quite soon. Suppose we add the modest requirement that we can create a new **FamilyRelation** object, when only the “self” is known. We suppose that the mother and/or father can be added later. This could be done by adding an extra constructor, like this:

public FamilyRelation(T self)

{

\_self = self;

\_father = null;

\_mother = null;

}

Trying to compile this code will produce an error *“Cannot convert* ***null*** *to type para­meter* ***T****, because it could be a value type”*. This seems reasonable; if the chosen type is **int**, we are trying to assign **null** to an instance field of type **int**, which does not make much sense.

This could be an opportune moment to consider, if we really want to allow use of the **FamilyRelation** class with any type. If we come to the conclusion that the used types should at least be class types (i.e. not simple types like **int** or **bool**), we can specify this by adding a **type constraint** to the class definition:

public class FamilyRelation<T> where T : class

{

// Rest of class definition omitted

}

This expresses that **T** must at least be of a class type. Adding this to the class defini­tion has two consequences in relation to the previous code:

1. The extra constructor is now valid and can compile.
2. Using **FamilyRelation** with type **int** now causes a compilation error.

This is exactly as intended. We can take this principle further, and e.g. constrain **T** to be a class that inherits from a base class **Animal**:

public class FamilyRelation<T> where T : Animal

{

// Rest of class definition omitted

}

Placing this constraint on **T** also allows us to start using the instance fields, i.e. call methods on the objects referred to by the instance fields. If the **Animal** class contains a property **Name**, the below will be legal code inside the **FamilyRelation** class:

public void PrintNamesOfParents()

{

Console.WriteLine(\_father.Name + " and " + \_mother.Name);

}

Due to the constraint on **T**, we are now guaranteed that the **Name** property will always be available.

Deciding exactly how to constrain a type parameter can be a bit trickly. It will always be a balance between keeping the class as general as possible (i.e. keeping the con­straints minimal) and being able to perform type-specific operations within the class (i.e. having enough constraints). You should generally strive to have “just enough con­straints”. If a constraint can be removed without causing compilation errors, it should obviously be removed. You should also consider carefully what operations you really need to perform with type-parameterised objects. Finally, Visual Studio (along with ReSharper) is often able to provide useful suggest­ions for adding (or removing) constraints on type parameters.

### Type parameter variance

A very natural question relating to type parameters concerns how they relate to inhe­ri­tance. More specifically: If we have defined a class **A**, and also define a class **B** which inherits from **A**, we know from Polymorphism whether or not the below lines of code are valid:

A a = new B(); // OK

B b = new A(); // Error

Suppose now we have another class **C<T>**, which takes one type parameter **T**. This could be the **FamilyRelation** class defined above. What would we except about these lines of code?:

C<A> ca = new C<B>(); // ??

C<B> cb = new C<A>(); // ??

Based on intuition, many will probably guess that the same validity applies here, such that the first line is valid while the second is not. It turns out that none of these lines of code are valid… The reasons for this are a bit hairy, but let’s have a look at it.

First of all, we will use the **Animal** class as a base class, and the **Dog** class as subclass. We thus have this as our starting point:

Animal a = new Dog("Spot"); // OK

C<Animal> ca = new C<Dog>(); // Error

The class **C** is now defined as having two very simple methods:

public class C<T>

{

private T \_t;

public T Get()

{

return \_t;

}

public void Set(T t)

{

\_t = t;

}

}

Let us now assume that the below line is in fact valid:

C<Animal> ca = new C<Dog>();

This will create an object of type **C**, where **T** is set to **Dog**. So, what type of object can be returned by the call **ca.Get()**? Only an object of type **Dog**, and since **Dog** is a sub­class of **Animal**, this is a perfectly valid object to return in response to calling the **Get** method on **ca**, since this method has the return type **Animal**. Remember that **C<Dog>** does not inherit from **C<Animal>**, so this is not a matter of polymorphism! The conclu­sion is thus that with respect to the **Get** method, the above statement would be safe.

What about the **Set** method? If we call **ca.Set(…)**, what type of objects will then be valid parameters. Since **ca** has the type **C<Animal>**, the **Set** method will accept any object of type **Animal**, including – but not limited to – **Dog**. The last part is what breaks our assumption. If e.g. **Cat** inherits from **Animal**, we can call **ca.Set(…)** with a **Cat** object, which cannot be inserted into an object of type **C<Dog>**…

Let’s also consider the second line, which does look very contra-intuitive:

C<Dog> cd = new C<Animal>();

We immediately run into problems when considering the **Get** method. This method can only return objects of type **Dog**, but we may easily have an object of a different type (e.g. **Cat**) in the referred-to object, which breaks our assumption. However, the **Set** method does not break the assumption! In this case, the **Set** method only accepts objects of type **Dog**, which we can safely insert into an object of type **C<Animal>**, since **Dog** inherits from **Animal**.

The conclusion so far is thus: Given our current implementation of the class **C<T>**, it makes perfect sense that the two assigment statements from above are invalid. There does however seem to be a pattern as to how the validity is broken. Methods that return a value of type **T** induce one kind of “breakage”, while methods taking a para­meter of type T induce a different kind. It turns out that this difference can be exploi­ted further.

Let’s now add two **interfaces** to the mix. We define two interfaces **ICGet** and **ICSet**, respectively:

public interface ICGet<T>

{

T Get();

}

public interface ICSet<T>

{

void Set(T t);

}

The original class **C<T>** nows implements these two interfaces:

public class C<T> : ICGet<T>, ICSet<T>

{

private T \_t;

public T Get()

{

return \_t;

}

public void Set(T t)

{

\_t = t;

}

}

We can now try out some slightly different statements:

ICGet<Animal> icsa = new C<Dog>();

ICSet<Dog> icgd = new C<Animal>();

With the above class definitions, both lines of code are deemed invalid by the com­pi­ler. However, if you perform an analysis similar to the previous analysis, you will come to the conclusion that both lines are actually safe, and thus in principle valid. So why does the compiler not agree? It turns out that you have to specify your “intention” with a type parameter explicity in the interface definitions:

public interface ICGet<out T>

{

T Get();

}

public interface ICSet<in T>

{

void Set(T t);

}

The keywords **in** and **out** make our intention explicit: A type parameter marked with **in** will only be used as a type for “input” parameters to methods, while a type para­meter marked with **out** will only be used as a type for return values for methods and properties. The compiler should in principle be able to deduce this, but it turns out to be a quite hard problem in practice, which is why it was decided that the programmer must state this explicitly. In C#, it is also only allowed to add these keywords to type parameters for interfaces, not for classes in general.

The keywords **in** and **out** are pretty closely related to the stated intentions; to use the type parameter only for input or output, respectively. More formally, in an interface like **ICGet<out T>**, **T** is said to be declared as being **co-variant**, while in an interface like **ICSet<in T>**, **T** is said to be declared as being **contra-variant**. These terms originate from so-called “category theory” in Mathematics. If a type parameter is not marked with either **in** or **out**, it is said to be **invariant**. The keywords **in** and **out** are probably easier to remember… As with type constraints, the development environment is capa­ble of suggesting when to declare a type parameter to be co- or contra-variant.

The final – and most important – question in relation to this topic is of course: *Should I care about this?* Is it just an academic observation, or does it have any practical con­sequences? Whether or not you will ever be in a situation where type parameter vari­ance will be a crucial matter, if of course very hard to predict. Still, you need not look further than the .NET class library for some very concrete examples. We will take a closer look at two commonly used interfaces in the library, called **IComparable<T>** and **IComparer<T>**.

### The IComparable<T> and IComparer<T> interfaces

Continuing our example with the **Animal** class and the **Cat** and **Dog** subclasses, we can imagine that it at some point becomes necessary to sort a list of e.g. **Dog** objects, for instance according to weight. Since weight is a property all animals have, it makes sense to implement a **Weight** property in the **Animal** base class. Having done this, we can go ahead and try to sort a list of **Animal** objects:

List<Animal> animals = new List<Animal>();

animals.Add(new Dog("King", 70));

animals.Add(new Dog("Spot", 30));

animals.Add(new Dog("Rufus", 80));

animals.Sort();

This naïve attempt will not succeed; in fact, the code will cause an exception to be thrown when the **Sort** method is called (an **InvalidOperationException**). This is a reasonable reaction, since the **Sort** method has no way of knowing that we wish to sort according to weight. How can we state this intention to the **Sort** method? In order to be able to sort a set of objects, we must be able to compare them to each other. One object must be “greater than”, “equal to” or “smaller than” another object, in order to make a meaningful sorting of the objects. One way of achieving this is to let the objects implement the **IComparable<T>** interface. This interface contains just one method **CompareTo**:

int CompareTo(T other);

The specification of the behavior of the **CompareTo** method is as follows:

|  |  |
| --- | --- |
| **if** | **then return** |
| The object on which the method is called is **smaller than** the parameter object | A value **less than 0** (zero). |
| The object on which the method is called is **equal to** the parameter object | **0** (zero). |
| The object on which the method is called is **greater than** the parameter object | A value **greater than 0** (zero). |

A valid implementation of **CompareTo** in the **Animal** class is therefore:

public int CompareTo(Animal other)

{

if (Weight < other.Weight) { return -1; }

if (Weight > other.Weight) { return 1; }

return 0;

}

If we now attempt to run the code containing the call of **Sort** on the list of **Animal** objects, the code will execute without errors, and the list will be sorted as intended. How does this relate to type parameter variance? Only by the fact that the type para­meter **T** in the **IComparable<T>** interface is in fact declared as being contra-variant, since T is only used as the type for the method parameter (i.e. input).

Letting your class implement the **IComparable<T>** interface is one way of making the objects “comparable”, and thereby sortable. However, there are two drawbacks:

1. You may not always be able to let a class implement **IComparable<T>**. The class may be a third-party class, or may due to other circumstance be “closed for modification”.
2. You lock the comparison to one specific implementation. You might need to sort the objects according to a different criterion, which would then require modification of the **CompareTo** method.

An alternative is to use the **IComparer<T>** interface. This interface is not an interface that the class itself should implement, but rather an interface that a class dedicated to comparing objects of type **T** should implement. The interface is as such very similar to the **IComparable<T>** interface:

int Compare(T x, T c2);

The specification of the behavior of the **Compare** method is as follows:

|  |  |
| --- | --- |
| **if** | **then return** |
| Object **x** is **smaller than** object **y** | A value **less than 0** (zero). |
| Object **x** is **equal to** object **y** | **0** (zero). |
| Object **x** is **greater than** object **y** | A value **greater than 0** (zero). |

We can then create a new class **AnimalComparerByWeight**, like this:

public class AnimalComparerByWeight : IComparer<Animal>

{

public int Compare(Animal x, Animal y)

{

if (x.Weight < y.Weight) { return -1;}

if (x.Weight > y.Weight) { return 1;}

return 0;

}

}

Again, note that this is a brand new class, that is not part of the **Animal** class itself. With this class available, we can sort our list of **Animal** objects in a slightly different way:

IComparer<Animal> comparer = new AnimalComparerByWeight();

animals.Sort(comparer);

We have now separated the comparison functionality from the **Animal** class itself, and can now provide a specific implementation of **IComparer<Animal>** as a para­meter to the **Sort** method. If we later wish to compare (and sort) Animal **objects** by a different criterion, we simply create a new class containing a different implementa­tion of **IComparer<Animal>**, and use an instance of that class as a parameter to **Sort**.

Is this then an illustration of contra-variance? Yes, in the sense that **T** is also declared as contra-variant for this interface. A more tangible advantage does however reveal itself if we make a small modification to our code:

List<Dog> animals = new List<Dog>();

animals.Add(new Dog("King", 70));

animals.Add(new Dog("Spot", 30));

animals.Add(new Dog("Rufus", 80));

IComparer<Animal> comparer = new AnimalComparerByWeight();

animals.Sort(comparer);

The **animals** list is now a **List** of **Dog** objects, not a **List** of **Animal** objects. That is, the type parameter **T** is now **Dog**. If you read the specification of the **Sort** method (the version taking an **IComparer** implementation as a parameter), you will see that the type of the parameter is **IComparer<T>**, meaning that the actual type should now be **IComparer<Dog>**, where it previously was **IComparer<Animal>**. However, the variable **comparer** has type **IComparer<Animal>**… Still, the method does accept the parameter of type **IComparer<Dog>**, because of contra-variance! What effectively happens when using **comparer** as parameter is something like this:

IComparer<Dog> parameter = comparer; // of type IComparer<Animal> !!

This is exactly the kind of contra-intuitive assignment we discussed earlier, which is only feasible due to the contra-variance of **T** in **IComparer<T>**. If this was not possible, what would the consequence be? You would then need to create a separate class implementing **IComparer<Dog>** – so it could be used as a parameter for **Sort** – but also a class implementing **IComparer<Cat>**, and a similar class for all subclasses to **Animal**! This would be a quite significant drawback as compared to having a single implementation in the **Animal** base class. So even though co- and contra-variance does appear a bit academic, it does provide tangible and significant advantages in practice.

### Generic methods

A final point in relation to Generics is the fact that you can also use Generics at the method level. The classic example is a method for swapping two values (the **ref** key­word means that the parameters are “by-reference”, which means that the values of **a** and **b** will indeed by swapped, also after the method has completed. If we omitted the **ref** keyword, it would be copies of **a** and **b** that would be swapped):

public void Swap<T>(ref T a, ref T b)

{

T temp = a;

a = b;

b = temp;

}

Just as for classes, you need to specify a concrete type when calling the **Swap** method, like this (assuming that **swapper** is a variable of a class containing the **Swap** method):

int x = 12;

int y = 21;

swapper.Swap<int>(ref x, ref y);

In practice, it turns out that the compiler can often figure out the correct type by examining the type of the parameters, so you can actually omit the type specification:

int x = 12;

int y = 21;

swapper.Swap(ref x, ref y);

You can specify a generic method in any class (and interface), and the class itself does not need to have any type parameters. Finally, you can also impose constraints on the type parameter, using the same syntax as for classes:

public void Swap<T>(ref T a, ref T b) where T : class

{

T temp = a;

a = b;

b = temp;

}

## Functions as parameters

The previous chapter has (hopefully) illustrated that the parameter concept goes beyond simple data, since we can perceive types as parameters as well. This ability helps us define code that is as general as possible, postponing the specific choices for values and types to invocation rather than definition. The next step down this road is to perceive **functions** (i.e. methods) as potential parameters as well.

### A first attempt at parameterising code

Consider for instance the problem of finding an object matching certain conditions in a collection. Suppose we have defined a simple class **Car**, like this:

public class Car

{

private string \_licensePlate;

public string LicensePlate { get { return \_licensePlate; }

// Rest of class definition omitted

}

We could then imagine storing **Car** objects in a **Dictionary<string, Car>**, since the **License­Plate** property is a good candidate for acting as a key for **Car** objects. This makes it very easy to retrieve a **Car** object with a specific license plate:

string licensePlate = "CJ 32 802";

if (carsDict.ContainsKey(licensePlate))

{

Console.WriteLine(carsDict[licensePlate]);

}

Now suppose that we for some reason – maybe due to the usage pattern for our col­lection of **Car** objects – have decided to store the **Car** objects in a **List<Car>** instead. This makes it a bit harder to find a **Car** object with a specific license plate, since we would have to explicitly iterate through the collection:

Car theCar = null;

foreach (Car aCar in carsList)

{

if (aCar.LicensePlate == licensePlate)

{

theCar = aCar;

}

}

This is a very generic piece of code. If we wish to find a **Car** object matching a diffe­rent criterion, we only have to change the condition in the **if**-statement:

Car theCar = null;

foreach (Car aCar in carsList)

{

if (aCar.Price == price)

{

theCar = aCar;

}

}

Since we like DRY code (Don’t Repeat Yourself), it would be nice if we could just write this code once, and then turn the part that varies into a parameter. This is a principle we generally apply when making methods as general as possible. However, the part that varies is now not just a simple data value or a type; it is a small piece of logic.

What is the nature of the code in the condition part of the **if**-statement? It definitely produces a **bool** value as “output”, since it is indeed used as a condition. It also seems reasonable to assume that the condition always involves a **Car** object, since the whole purpose of the code is to select a specific **Car** object. We can then think of that piece of code as being a function itself, with at least two properties:

* It takes a **Car** object as input
* It returns a **bool** value

We can compare this with the four elements we always require in order to define a proper function:

* A name
* A parameter list
* A return type
* A body

So far, we only have two of these. In order to create a proper function for e.g. the case where we want a match on the **Price** property, we could create a method called **PriceMatch**:

private bool PriceMatch(Car aCar, int price)

{

return aCar.Price == price;

}

We can then rewrite the loop from above as:

Car theCar = null;

foreach (Car aCar in carsList)

{

if (PriceMatch(aCar, price))

{

theCar = aCar;

}

}

However, this is not really enough. If we want to match on e.g. the license plate, we will have to alter the code once. What we really want is to turn the condition into a parameter, like this (NB: the below code does NOT compile):

private Car FindCar(List<Car> carsList, Condition matchCondition)

{

Car theCar = null;

foreach (Car aCar in carsList)

{

if (matchCondition(aCar, ...))

{

theCar = aCar;

}

}

return Car;

}

We should then be able to call this code like so:

FindCar(carsList, PriceMatch);

We’re closer, but this doesn’t work either. The problem is that the condition methods will require a different set of parameters, depending on their specific implementation. The **Price­Match** method requires a price (of type **int**), the **LicensePlateMatch** method requires a license plate (of type **string**), and so on. Are we then at a dead end? Fortu­nate­ly not! We can solve this problem by introducing **lambda expressions**.

### Lambda expressions

The short definition of a lambda expression is *“an expression that returns a function”*. This may sound very abstract, but it is actually not so different from what we have seen before. We have definitely seen both arithmetic and logical expressions before; such expressions take a number of parameters as input, and returns a value:

int a = 7;

int b = 12;

int resultOfArithmeticExp = a \* b;

bool resultOfLogicExp = a < b;

We can write these two expressions in a more formal way:

* + 1. (int x, int y) => int
    2. (int x, int y) => bool

This should be read as:

* Expression A takes two **int** parameters **x**, **y** as input, and returns an **int** value
* Expression B takes two **int** parameters **x**, **y** as input, and returns a **bool** value

So far, so good. Let us now write two slightly more complex expressions:

1. (int x, int y) => { return x \* y; }
2. (int x, int y) => { return x < y; }

This should be read as:

* Expression A takes two **int** parameters **x**, **y** as input, and returns a function that calculates (x \* y) and returns the result
* Expression B takes two **int** parameters **x**, **y** as input, and returns a function that calculates (x < y) and returns the result

The mind-bending part about this definition, is to realise that this is not describing invocation of the code in the expressions; it is describing a parameterised function, which we can later on “invoke” with specific parameters. These are examples of **lambda expressions**.

It is probably still hard to see how this helps us, with regards to the previous problem of matching a **Car** object to specific values. Let’s try to formulate a lambda expression closer to what we need:

(Car c) => { return (*code for specific matching*); }

This is also a lambda expression. When will we write such an expression? Typically just when we need it. Let’s see it in the context of an actual **Car** collection:

List<Car> carsList = new List<Car>();

// ...some Car objects are added to the list

string licensePlate = "CJ 32 802";

int price = 45000;

Predicate<Car> carMatchFunc = (Car c) => { return c.Price == price; };

Car matchCar = carsList.Find(carMatchFunc);

carMatchFunc = (Car c) => { return c.LicensePlate == licensePlate; };

matchCar = carsList.Find(carMatchFunc);

There are several things to take note of in this code. In the highlighted line, we have specified a lambda expression (the yellow part), which follows the syntax we intro­duced above. A particularly interesting feature is that the function part (after the => symbol) uses the local variable **price**. This has the very important consequence that the function only needs a **Car** object as parameter. So, this particular lambda expres­sion takes a **Car** object as input, and returns a function that compares the **Price** pro­perty on the **Car** object with the value of the local variable **price**.

What about the blue part? The lambda expression in the yellow part returns a func­tion taking a **Car** as input, and returning a **bool**. This kind of function is considered a type, just as any other type in C#. The type **Predicate<T>** - which is part of the .NET class library – is defined as being a function taking a parameter of type **T**, and retur­ning a **bool** value. The variable **carMatchFunc** thus has the type *“a function taking a* ***Car*** *object as input, and returning a* ***bool*** *value”*. This is exactly what our lambda expression does, so the code is indeed valid.

In the next line, we make the call **carsList.Find**(**carMatchFunc**). If you study the docu­mentation for the **List<T>** class, you will see that the **Find** method precisely takes a parameter of type **Predicate<T>**. The method will then return the (first) object for which the function return **true**. The call **carsList.Find**(**carMatchFunc**) will thus return the **Car** object for which the **Price** property equals the value of **price**. This is exactly the functionality we wanted!

The last two lines illustrate that **carMatchFunc** is indeed just a variable, to which we can assign different values. In this case, we assign a different lambda expression to the variable (now matching on license plate), and call **Find** again. We have now truly parameterised the logic for finding a **Car** object matching certain conditions.

Wrapping your mind around this functions-as-parameters idea is challenging, and it requires you to think about functionality in a quite abstract way. Still, it is just another incarnation of principles we have seen before. Let’s try to compare the code from above to some simpler code:

Predicate<Car> carMatchFunc = (Car c) => { return c.Price == price; };

Car matchCar = carsList.Find(carMatchFunc);

// ...is just as

int index = 12;

Car someCar = carsList[index];

carMatchFunc = (Car c) => { return c.LicensePlate == licensePlate; };

matchCar = carsList.Find(carMatchFunc);

// ...is just as

index = 16;

someCar = carsList[index];

In the first half, we declare some local variables; two of type **Car**, one of type **int** named **index,** and one of type **Predicate<Car>** named **carMatchFunc**. We assign a specific value 12 to **index**, and a specific “value” (being a lambda expression) to **car­MatchFunc**. We then use these variables – with the values currently assigned to them – to look up some **Car** objects. In the second half, we assign new values to **index** and **carMatchFunc** – the value 16 and a new lambda expression, respectively – and once again use them to look up **Car** objects. So, we declare variables and assign values in the code shown above; those variables – and thus their current values – are then used inside the **List** methods.

For completeness, it should be mentioned that the **List** class contains several variants of the **Find** method. **Find** finds the first object for which the given predi­cate returns **true**, while the **FindLast** method finds the last object. We can easily imagine that the predicate will return **true** for more than one object, so a **FindAll** method is also availa­ble, which returns all objects for which the predicate returns **true**.

The syntax for lambda statements described above can be considered the ”fully dres­sed” version of the syntax. The compiler can often deduce the type of the parameters from the context, and you can also omit parentheses if the expression only takes a single parameter. A more hard-boiled version of the code in our example is thus:

Car matchCar = carsList.Find(c => c.Price == price);

matchCar = carsList.Find(c => c.LicensePlate == licensePlate);

### Delegates

The ability to parameterise functions with other functions is a powerful tool, when it comes to writing functions which are as general as possible. The **FindAll** method is a nice illustration of this idea; we can write a general method that performs an itera­tion through a collection of objects, picking out objects that match a certain criterion, while making it possible for the caller to specify the exact criterion. We also saw that the “signature” of a method (input parameters and return value) can be considered a type – the **Predicate<Car>** was an example of this – and we can therefore declare vari­ables of such a type, and let them refer to e.g. a lambda expression. This was just a single example of a so-called **delegate**.

A **delegate** is essentially just a variable that can refer to a function. We claimed in the previous section that using a variable of such a “function-reference” type was quite similar to using e.g. an **int** variable, and that is almost true. The “almost” is added due to the fact that a delegate can in fact refer to a collection of functions! That is, a dele­gate can refer to zero, one or many functions. When a delegate is invoked, it will in turn invoke all of the functions to which it refers; it “delegates” the actual work to these functions.

The original syntax for creating and using delegates is a bit peculiar, so we will just show it briefly for completeness, and then proceed quickly to a more modern style. The **Predicate<T>** is an example of a this modern style.

Creating and using a delegate formally involves first creating a delegate type, and then a declaring a variable of that type:

delegate bool CarCheckDelegate(Car c);

private CarCheckDelegate theCarCheckDelegate = null;

The first line declares the type **CarCheckDelegate**, which returns a **bool** value, and takes a **Car** object as parameter. The next line then declares a variable **theCarCheck­Delegate** of type **CarCheckDelegate,** and sets its initial value to **null**. With this in place, we can then assign a function reference to the variable:

theCarCheckDelegate = c => c.LicensePlate == licensePlate;

We have still not executed any code; in order to do this, we “call” the delegate:

Car aCar = new Car("CJ 32 802", 5, 50000);

bool result = theCarCheckDelegate(matchCar);

The last line will invoke all of the functions to which the delegate currently refers (in this example just one function).

The above code is valid and will work fine, but the somewhat lengthy syntax can be avoided by using some of the built-in, type-parameterised delegate types, like e.g. **Predicate<T>**. A handful of these delegate types exist:

|  |  |
| --- | --- |
| **Action**  **Action<T1>**  **Action<T1, T2>**  …  **Action<T1,…,T16>** | An **Action** delegate has no (i.e. **void**) return type. All type parameters are thus the types of the input para­meters. You can specify up to 16 input parameter types. |
| **Func<TRes>**  **Func<T1, TRes>**  **Func<T1, T2, TRes>**  …  **Action<T1,…,T16, TRes>** | A **Func** delegate has return type **TRes**. All type parame­ters except the last one are thus the types of the input para­meters. You can specify up to 16 input parameter types. |
| **Predicate<T>** | A **Predicate** delegate always returns a **bool**, and takes one input parameter of type **T**. |
| **Converter<TIn, TOut>** | A **Converter** delegate always returns a value of type **TOut**, and takes one input parameter of type **TIn**. |
| **Comparison<T>** | A **Comparison** delegate takes two input parameters of type T, and should return an int value, following the same rules as specified for the **IComparer** interface. |

It is fairly easy to see that the last three types of delegates are just special cases of the **Func** delegate. So why do they exist? Partly for historic reasons, but perhaps also to make the intention of a delegate clearer. Knowing about **Action** and **Func** usually suf­fi­cient to work with delegates.

We have already seen that use of the built-in delegate types makes the syntax a bit shorter. Declaring a delegate is typically a one-line operation now:

Predicate<Car> theCarCheckDelegate = null;

Assignment to – and invocation of – the delegate follows the same syntax as before.

We claimed above that a delegate can refer to a collection of functions. The syntax for this is fairly straightforward. When the delegate has been declared as above, it refers to zero functions. Adding a reference to a function is done using the **+=** operator:

theCarCheckDelegate += c => c.LicensePlate == licensePlate;

In general, you should use **+=** when adding a function reference to a delegate, since using **=** will remove the existing references! You can subsequently add more function refenreces to the delegate, and even remove them again using the **-=** operator. When the delegate is invoked at some point, all functions to which the delegate refers are invoked, using the same parameters as specified in the delegate invocation.

### Events

The idea of having variables referring to methods, and to invoke several methods “indirectly” through a delegate, does seem to be in contrast with the usual way of structuring code, where method calls are written explicitly. We have already seen that the delegate concept is a useful tool for turning code into a parameter, but that does not imply that delegates in general are a superior way to structure code. For applica­tions where many “clients” (a “client” is here defined as a specific part of the applica­tion code) are interested in being informed about changes in other parts of the code, delegates can be suitable solution. In fact, a specialised version of delegates called **events** are specifically designed for such scenarios.

The only feature that distinguishes an event from an ordinary delegate is the use of the keyword **event** used in the declaration:

event Action<double> TemperatureChanged;

This declares a delegate of type **Action<double>** (no return value, takes one para­meter of type **double**), which is also an event.

How could this event be used in practice? Suppose we have defined a class **Tempera­tureMonitor**, which monitors a temperature of some sort. The event declared above could then be part of this class. It would be declared either as a public instance field, or hidden behind methods/properties. In the code below, the first solution has been chosen:

public class TemperatureMonitor

{

private double \_temperature;

public event Action<double> TemperatureChanged;

public TemperatureMonitor()

{

TemperatureChanged = null;

MonitorDevice();

}

private void MonitorDevice()

{

// We assume GetTemperatureFromDevice retrieves

// an actual temperature from some device, and

// keep doing so at regular intervals

double newTemperature = GetTemperatureFromDevice();

if (Math.Abs(newTemperature - \_temperature) > 0.1)

{

\_temperature = newTemperature;

OnTemperatureChanged();

}

}

private void OnTemperatureChanged()

{

TemperatureChanged?.Invoke(\_temperature);

}

}

The single line in **OnTemperatureChanged** is a standard code “idiom” (a short piece of code used very often), which reads “if **TemperatureChanged** is not **null**, call **Invoke** on **TemperatureChanged**, otherwise do nothing”. Given the code in **MonitorDevice**, the net effect is thus that whenever the temperature changes (we have included a thres­hold of 0.1 degree, to avoid calling **OnTemperatureChanged** on very small changes), the method **OnTemperatureChanged** is called, which in turn invokes the delegate **TemperatureChanged**. When an event delegate is invoked, is it often called to raise the event.

The idea is now than any client interested in knowing about temperature changes can “attach” a function to the event. The only requirement for the function is that it must match the type of the delegate, in this case **Action<double>**. We can imagine that e.g. a class responsible for displying the temperature in a GUI would like to be notified about temperature changes:

public class GUIClient

{

// Rest of class omitted by brevity

public void TemperatureHasChanged(double temperature)

{

Console.WriteLine("Current temperature : " + temperature);

}

}

The **TemperatureHasChanged** method can now be attached to the event delegate:

TemperatureMonitor monitor = new TemperatureMonitor();

GUIClient client = new GUIClient();

monitor.TemperatureChanged += client.TemperatureHasChanged;

Note that the attachment is done for objects; if we for some reason need several **GUI­Client** objects, we must attach the **TemperatureHasChanged** method to the event for each of those objects. However, it is indeed possible to declare an event as **static**, just as for any other instance field.

It is not obvious why we need the **event** keyword at all, since an event dele­gate seems to be just like any other delegate. That is true, except for a subtle diffe­rence, relating to a remark made earlier in this section. Note that in the highlighted line of code, we use the **+=** operator to attach a method to the delegate. This is the correct way to do this, since using **=** would remove all previously attached methods. However, for an event delegate, we cannot use **=** at all! If we try to substitute **+=** with **=** in the above code, Visual Studio reports an error: *“The event* ***TemperatureChanged*** *can only appear on the left-hand side of* ***+=*** *and* ***-=****, except when used within the class* ***Tempera­ture­Monitor****”*. Removing the **event** keyword from the declaration of **Tempe­rature­Changed** in **TemperatureMonitor** will “fix” the error, i.e. make the code compi­lable. Adding the **event** keyword is thus a fail-safe mechanism, preventing impro­per use of the delegate.

The concept of “event-driven applications” is not easy to graps initially, since it is very different from the classic, sequential execution model. However, whenever you have an application where one part of the application needs to know immediately if some­thing specific happens in another part, you will probably need to use events for mana­ging this. The typical example is a GUI-rich application, where the GUI needs to invoke an action when a user performs a GUI operation. Events can also be used if changes in data (as in the example) need to be relayed immediately.

# Programming III – Advanced

The previous chapters have armed us to created rather sophisticated applications, with feature-rich GUIs and complex business logic. In this chapter, we introduce some additional program­ming concepts that are useful in certain scenarios. Before doing that, we will have a look at a classic topic in Computer Science called **run-time complexity**. This will help us make informed decisions later on in the chapter.

## Run-time complexity

When we need to execute a piece of code, we will often be interested in know­ing the time it takes for the code to be executed. The specific time may depend on a lot of factors, including

* The computer hardware
* Other programs runnings simultaneously
* The code itself, i.e. has the code been written in an effective way

Run-time complexity deals with the last factor. We will never be able to determine exactly how long execution will take in “absolute time” (measured in e.g. micro­seconds), but we can analyse how long execution will take relatively to the size of the data the code needs to process (we will call such a piece of code for an algorithm).

Let’s see an example. Suppose we have a **List** of **int** values, and we want to determine if a specific value is in the list (the **List** class actually contains such a method, but we will analyse our own implementation here). This is a classic example of the so-called **Linear Search** algorithm:

List<int> numbers = new List<int>();

// Insert some values into the list…

int valueToLookFor = 37;

bool valueWasFound = false;

for (int index = 0; index < numbers.Count; index++)

{

if (numbers[index] == valueToLookFor)

{

valueWasFound = true;

}

}

The highlighted part is particularly interesting, since this part decides how many loop itera­tions we will perform. Not surprisingly, the number of iterations will increase, if we put more elements into the list. We can probably expect that if we double the number of elements, the time it takes to complete the loop will also roughly double. If we increase the number ten times, the time it takes to complete the loop will also increase roughly ten times, and so on.

We can express this relation between list size and running time a bit more formally. If there are **n** elements in the list, the time **T** it takes to complete the loop is then:

**T** = c \* **n**

The letter **c** denotes a constant; if the left- and right-hand side should truly be equal to each other, then c must be equal to **T**/**n** (**T** divided by **n**). We stated above that the absolute running is not so interesting, since it may depend on e.g. specific computer hard­ware. Therefore, we usually throw away the constant, and express the relation between running time and data size in this form:

**T** = **O**(**n**)

The “O”-notation (often called the “Big-Oh” notation) is a standard notation in Com­puter Science, and should here be read as “the running time **T** is proportional to **n**”. If **n** doubles, we expect **T** to double, and so on.

This is a fairly simple example. Suppose we want to calculate the product of all combi­nations of value pairs in the list:

for (int i = 0; i < numbers.Count; i++)

{

for (int j = 0; j < numbers.Count; j++)

{

Console.WriteLine(numbers[i] \* numbers[j]);

}

}

This is a bit harder to analyse, but you can probably figure out that if we double the number of values in the list (i.e the value of **n**), the number of products printed will now quadruple, i.e. **T** will quadruple. An increase of **n** by a factor of 10 will increase the value of **T** by a factor of 100. In general, the relationship is now:

**T** = **O**(**n2**)

This should be read as “the running time **T** is proportional to the square of **n**”. Since this loop does something different than the first loop, we cannot really use this information to say whether or not one of these two algorithms is “better” than the other. However, if we did have two algorithms solving the same problem, we would deem the algorithm having time complexity O(**n**) as better than the algorithm having time complexity O(**n2**). Even though the O(**n**)-algorithm might actually be slower than the O(**n2**)-algorithm for small values of **n**, the O(**n**)-algorithm will at some point beat the O(**n2**)-algorithm.

In this way, we consider an O(**n2**)-algorithm to be “slower” than an O(**n**)-algorithm. Can an algorithm be faster than O(**n**)? Indeed it can! Consider this problem: Retrieve the first element in a list. This sounds trivial, and we can indeed solve it with a single line of code:

Console.WriteLine(numbers[0]);

We should however be a bit cautious here; the statement **numbers[0]** will cause some code inside the **List** class to execute, so we don’t know exactly what happens, or how long it takes. It does however turn out that for a **List** object, this operation is a so-called **constant-time operation**, i.e. the time needed to complete the operation does not depend on the size of data. This also seems intuitively correct; the time need­ed to find the first element in a list should not depend on the number of ele­ments in the list.

The run-time complexity of a constant-time operation is expressed as:

**T** = **O**(**1**)

This may look a bit weird the first time you see´it, but it makes perfect sense. This is indeed a run-time that does not depend on **n**. The **List** class actually has the property that any element can be retrieved in constant time.

What about the range from O(1) to O(**n**)? Are there algorithms that are not constant-time, but have a run-time complexity “lower” that O(**n**)? Indeed there are! Quite a lot, actually. Consider for instance the problem of checking if a given number is present in a list of sorted numbers. We will not write up code for this problem, but just try to think it through.

If the list is sorted, we could maybe look at the element in the middle of the list. We know we can look up this element in constant time. This can give us three outcomes:

1. The element is equal to the value we are looking for
2. The element is smaller than the value we are looking for
3. The element is greater than the value we are looking for

What is our next action in each case? Case 1 is easy: we are done. Case 2 is slightly more tricky, but if the middle element is smaller than the value we are looking for, we can draw the following conclusion: Either the element is in the “higher” half of the list (since the list is sorted), or it is not there at all. We can do a similar analysis for Case 3. We can thus repeat the logic above once more, but – and this is the crucial point – only for the “higher” half of the list! In this single step, which we know only takes constant time, we have effectively reduced the size of the problem to half the original size! We can keep doing this over and over, until we have a list of length 1, i.e. a single element. If this element is indeed the value we are looking for, we can answer the ori­ginal question with **true**, otherwise answer it with **false**.

It is hopefully obvious that it is much faster to find a given value in a sorted list, as compared to an unsorted list. But how much faster? Suppose we started with a list of 64 elements. The first step will reduce the list size to 32, then 16, then 8, 4, 2 and finally 1. A total of 6 steps. How many more steps are needed, if the list contained 128 elements? Just one, i.e. a total of 7 steps. In general, we need **p** constant-time steps in order to find an element in a sorted list with 2**p** elements. This gives us a relation between the problem size and the running time:

**n** = 2**T**

This is somewhat backwards, since we want the running time **T** as a function of **n**. If you remember your high-school mathematics, you can solve this by using **logarithms**, and end up with this run-time complexity:

**T** = **O**(log(**n**))

The term “log” means “logarithm”. If you don’t remember (or know) what logarithms are, the important property to know here is that the logarithm function grows very slowly. A couple of examples of logarithm values are given below:

|  |  |
| --- | --- |
| **n** | **log(n)** |
| 1.000 ≈ 210 | ≈ 10 |
| 1.000.000 ≈ 220 | ≈ 20 |
| 1.000.000.000 ≈ 230 | ≈ 30 |

An O(log(**n**)) algorithm is thus much, much faster than an O(**n**) algorithm. If you are familiar with an old-fashioned paper phonebook – where the person-number entries are ordered alphabetically by person name – the (simple) task of looking up a number for a given person is an O(log(**n**)) algorithm, while the much harder task of looking up a person for a given number is an O(**n**) algorithm.

Run-time complexity can in this way be a very useful tool for selecting one implemen­tation strategy over another. An important example of this is the problem of choosing the best (in terms of run-time) collection class for storing a collection of data, given a certain usage pattern for this data.

## Data structures, part II

We claimed earlier in this text that knowledge about the **List** and **Dictionary** class will go a long way with regards to managing a collection of identical elements, be they of a simple type or of a class type. That is indeed true, but there are additional collection classes in the .NET class library worth knowing about. Also, we should be a bit more precise about the advantages and drawbacks of the various collection classes. These advantages and drawbacks are often closely related to the usage pattern of the data, so we need to know more details about this.

We give an over­view of a few of these collection classes below; if you need more detail­ed information, there are plenty of resources to be found online.

### The LinkedList class

We have claimed earlier that the **List** is very efficient with regards to retrieving an element. Retrieving an element by index takes constant time, and can obviously not be done faster. Insertion and deletion are a bit different, however.

The **Add** method inserts a given element at the end of the list. This can also be done in constant time, since we do not need to move any other elements in the list. Inser­tion at the front of the list – by using the **InsertAt** method – will however cause all of the existing elements in the list to be moved up one position, to make room for the new element. Insertion at a “random” position in a **List** containing **n** elements is there­fore considered an O(**n**) operation.

The **LinkedList** offers better performance for certain types of insertion. Where a **List** can be thought of as one chunck of memory allocated to contain the elements in the list, the **LinkedList** can be thought of as several small chunks of memory, where each chunk contain one element, plus a reference to the previous and next element in the data structure. The **LinkedList** class provides properties **First** and **Last**, which returns references to the first and last element in the linked list, respectively.

Insertion into a linked list can be done in constant time at any position in the list, once you have a reference to the position where the element should be inserted. Suppose the new element is called E, and you wish to insert it just after an element called X. Before insertion, element Y follows after element X:

Y

E

X

Insertion of E requires just two steps:

1. Set X to refer to E.
2. Set E to refer to Y.

E

Y

X

These properties have several consequences with regards to peformance:

* Looking up an element by index is **inefficient** (takes O(**n**)), since you will have to start at the first element of the linked list, and step through the chain of elements one by one.
* Inserting an element at the end of the linked list is **efficient** (takes O(1)), since the property **Last** returns the last element, and insertion as such only takes constant time.
* Inserting an element at the front of the linked list is **efficient** (takes O(1)), since the property **First** returns the first element, and insertion as such only takes constant time.
* Inserting an element in a random position is **inefficient** (takes O(n)), since you will have to look up the position first before inserting.

It is fairly easy to make a similar analysis for deletion, which is efficient when done at both ends of the list, otherwise inefficient.

All this leads us to the big question:

When should you use a **LinkedList** instead of a **List**?

This will require knowledge about the typical usage pattern for the collection. If you e.g. often need to look up an element by index, it will be a poor choice to use a **LinkedList**, since a **List** does this much more efficiently. However, if you:

* Often need to do insertions (or deletions) at the front of the collection.
* Often need to apply some operation to all elements, using e.g. a foreach loop.
* Rarely need to look up specific elements by index

it could be worth using a **LinkedList** for your collection. A problem related hereto is the fact that the **List** class and the **LinkedList** class do not offer the same set of properties and methods. If you have written code using a **List** for your collection, you will need to change that code if you decide to switch to a **LinkedList**. A way to encap­sulate this problem could be to define an application-specific collection interface, containing exactly those collection-oriented properties and methods you need for your application. You can then create two implementations of this interface; oine using a **List** class, and one using a **LinkedList** class. It will then be much simpler to conduct experiments with both classes.

### The Queue and Stack class

The collection classes **Queue** and **Stack** are examples of collection classes that are not as such tuned for efficiency, but rather provide an easy-to-use interface for collections with some special properties. The terms “queue” and “stack” here denotes some pro­per­ties about the order in which elements enter and leave the collection.

A “queue” denotes the situation where elements leave the collection in the same order as they were entered. This resembles the real-life concept of a queue in e.g. a supermarket: If customer A enters a queue at a cash register before customer B, we also expect that customer A will be served – and thus leave the queue – before customer B. This ordering is usually denoted FIFO (First-In First-Out). If you need to maintain such an ordering of elements, you can use the **Queue<T>** class. The **Queue** class has three essential methods:

|  |  |
| --- | --- |
| **Enqueue(T element)** | Inserts the element at the back of the queue |
| **T Dequeue()** | Returns and removes the element at the front of the queue |
| **Peek()** | Returns the element at the front of the queue |

We leave it as a small exercise to think about whether a **List** or a **LinkedList** will pro-vide the most efficient implementation of a **Queue**…

A “stack” denotes the situation where elements leave the collection in the opposite order as they were entered. You can imagine a stack of papers on a table; the bottom paper was entered first into the stack, but will be the last paper to leave the stack, since papers can only be removed from the top of the stack (at least we assume so). This ordering is usually denoted LIFO (Last-In First-Out). If you need to maintain such an ordering of elements, you can use the **Stack<T>** class. The **Stack** class has three essential methods:

|  |  |
| --- | --- |
| **Push(T element)** | Inserts the element at the top of the stack |
| **T Pop()** | Returns and removes the element at the top of the stack |
| **Peek()** | Returns the element at the top of the stack |

The reason for the diversity of method naming between **Queue** and **Stack** is mostly historical. The **Push** and **Pop** method names for the **Stack** class are common for all Object-Oriented languages, while e.g. Java uses the names **Add** and **Remove** for **Queue** methods.

### The HashSet class

Whenever we have data with an obvious key/value relation, we prefer to use the Dictionary class, since it provies very efficient operations for insertion, deletion and lookup by key. We may however encounter situations where data has key-like proper­ties, but do not point to any data. With “key-like” properties, we mean:

* Each element must unique
* It must be efficient to check if an element is already present in the collection
* It must be efficient to insert an element into the collection

Furthermore, it may also be required that more advanced so-called **set-oriented operations** can be performed. A **set** is the mathematical term for a collection of elements, and certain operations are well-defined for sets, like:

|  |  |
| --- | --- |
| **Union** | Given two sets A and B, the union of A and B is the set containing all elements that are a member of A or B (or both) |
| **Intersection** | Given two sets A and B, the intersection of A and B is the set containing all elements that are a member of A and B |
| **Complement** | Given two sets A and B, the complement of B is the set containing all elements that are a member of B and not a member of A |
| **Subset** | Given two sets A and B, A is a subset of B if all elements that are a member of A are also a member of B |
| **Superset** | Given two sets A and B, A is a superset of B if all elements that are a member of B are also a member of A |

If you need to store data which has such key-like properties, and/or need to perform set-oriented operations on the data, the **HashSet** class offers support for this. In addi­tion to **Add** and **Remove** methods, the class contains methods corresponding to the operations described above. See the class documentation for further details.

The “hash” part of the **HashSet** class name relates to the internal representation of the data. A so-called **hash table** is used to store data. This representation makes it possible to lookup data in “almost” constant time. By “almost” is meant that even though it is theoretically possible for the lookup to take O(**n**), it turns out that we in practice can look up elements in constant time, at the expense of using a bit more memory than by using e.g. a **List**. A **Dictionary** also uses a hash table for internal storage. If you are interested in more knowledge about hash tables, there are several sources online.

## Recursion – iteration without loops

We have previously discussed loop statements (**while**- and **for**-loops) as a construc­tion for executing the same block of code multiple times. Another way of achieving this is to use **recursion**. Recursion is not a specific type of statement; it denotes the technique of letting a method call itself repeatedly, until some condition is no longer true. In that sense, recursion is definitely strongly related to tradition iteration, but certain problems can be solved very elegantly using recursion.

A first example of recursion is the method below:

public void PrintHello()

{

Console.WriteLine("Hello");

PrintHello();

}

This is not a particularly useful method, since it will keep calling itself over and over, and it is therefore effectively an infinite loop. We can improve the method by adding a way of breaking out of the infinite loop:

public void PrintHello(int numberOfCallsLeft)

{

if (numberOfCallsLeft > 0)

{

Console.WriteLine("Hello");

PrintHello(numberOfCallsLeft - 1);

}

}

This will cause the the method to terminate at some point. However, this somewhat pointless functionality could have been written as e.g. a **for**-loop instead, so we have not really gained anything. A more interesting example is the so-called **Factorial** func­tion. The Factorial function takes an integer **n** as input (**n** must be a positive integer), and returns the product **n** x (**n** – 1) x (**n** – 2) x … x 2 x 1. If e.g. **n** = 5, the **Factorial** will be 5 x 4 x 3 x 2 x 1 = 120. The Factorial of **n** is usually written as **n!**

This definition of **n!** makes it fairly to calculate **n!** using a traditional loop statement. You can however also think of the definition of **n!** as:

* **Factorial**(1) = 1, and
* **Factorial**(**n**) = **n** x **Factorial**(**n** – 1)

This is a **recursive** definition of **n**!, which we can dissect into several useful parts:

* **A trivial case**: a case for which we have a simple solution, that does not require any calculation.
* **A division strategy**: a way of splitting the problem into smaller parts, which can themselves be solved trivially or by recursion
* **A combination strategy**: a way of combining the solutions for the simpler problems into a solution for the original problem

For the **Factorial** function, these parts become:

* **A trivial case**: **Factorial**(1) = 1.
* **A division strategy**: Split **Factorial**(**n**) into **n** (trivial) and **Factorial**(**n** - 1), which can be solved by recursion
* **A combination strategy**: Multiply **n** and **Factorial**(**n** - 1).

With these definitions, we can write actual code for a **Factorial** method:

public int Factorial(int n)

{

return (n <= 1) ? 1 : (n \* Factorial(n - 1));

}

We have extended the “trivial case” a bit, to avoid an infinite loop if the method is called with a number smaller than 1. An alternative could be to throw an exception.

Even though the above looks fairly elegant, it is still not a significant improvement over the iterative version of **Factorial**. It serves more as an illustration of how to apply the steps defined above to a specific problem. A problem of a quite different nature – which turns out to be very elegantly solved by recursion – is the **Towers of Hanoi** game. The problem to be solved in this game is a follows:
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1. Given three pegs A, B and C and a set of disks 1, 2, 3, …, n. The disks have increasing diameter, such that disk 1 is smallest, then disk 2, etc.
2. The starting point is as illustrated above, i.e. all disks are on peg A, with the largest disk at the bottom.
3. The goal is to end up with all disks on peg C, in the same order as they were initially on peg A. You can move disks by obeying these rules:
   1. Only one disk can be moved at a time
   2. A disk can only be placed on a larger disk
   3. All disks (except the disc being moved) must be on a peg

One way to solve this puzzle is simply to apply the breakdown rules from above:

* **A trivial case**: **n** = 0, no disks to move.
* **A division strategy**: This will consist of three steps:
  1. Move (n – 1) disks from A to B
  2. Move disk n from A to C
  3. Move (n – 1) disks from B from C
* **A combination strategy**: The three steps in combination solves the original problem for **n** disks.

It might be a bit hard to spot the recursion here, but it actually occurs in steps 1 and 3. What we do in these steps is to solve a smaller Towers of Hanoi problem. In step 1, a problem with (**n** – 1) disks is solved, where A is the “source” peg and B is the “target” peg. Step 3 is similar, except that peg B is now “source” and peg C is “target”. If we denote the last peg as “extra”, we can see that the only difference between the origi­nal problem and the smaller problem is that the pegs A, B and C play different roles. In the original problem, peg A is “source”, B is “extra” and C is “target”, while the problem in step 1 has peg A as “source”, C is “extra” and B is “target”, and so forth. We can then write up this quite compact code for solving the puzzle:

public void TowersOfHanoi(string pegA, string pegB, string pegC, int n)

{

if (n > 0)

{

TowersOfHanoi(pegA, pegC, pegB, n - 1);

Console.WriteLine("Move disk " + n + ": " + pegA + "->" + pegC);

TowersOfHanoi(pegB, pegA, pegC, n - 1);

}

}

It is possible to write a non-recursive version of Towers of Hanoi, but it is considerably harder and not as intuitive as the above solution.

Even though several problems can be elegantly solved by recursion , it is by no means guaranteed that recursion **efficiently** solves the problem! A famous number sequence known as the **Fibonacci** sequence, is defined as:

* **Fibonacci**(**n**) = 1 for n = 1, 2 else
* **Fibonacci**(**n**) = **Fibonacci**(**n** – 1) + **Fibonacci**(**n** – 2)

This translates very easily to a recursive method:

public int Fibonacci(int n)

{

return (n < 3) ? 1 : (Fibonacci(n - 1) + Fibonacci(n - 2));

}

This looks very similar to the **Factorial** method, but with one extremely important difference: Each call of **Factorial** generates a single recursive call, while each call of **Fibonacci** generates two recursive calls! That may seem insignifcant, but each of those calls will in turn generate two recursive calls, an so on. In terms of run-time complexity, this has dramatic consequences. While the run-time complexity of **Factorial** is O(**n**), the run-time complexity of **Fibonacci** is O(2**n**)!

You should thus see recursion as an additional tool-in-the-toolbox, that certainly offers very elegant and compact solutions to certain problems, but can also be somewhat deceptive with regards to efficiency. Consider using recursion if

* The non-recursive solution to the problem is substantially more complex.
* The recursive solution has an efficiency comparable to the non-recursive solution.

## LINQ (Language In-Line Query)

In the previous chapter on function as parameters, we saw examples of using lambda expressions as parameters to various methods, for instance to the **FindAll** method for the **List** class. This was also an example of an extremely common problem in program­ming: Given a collection of data, find a subset of the data which fulfills certain criteria.

We have solved such problems in various ways. One way is to explicitly iterate over the colllection – typically using a **foreach** loop – and evaluate each element in the collection against the selection criteria. Another way was to use e.g. the **FindAll** method, which only require us to provide the selection criteria. A third way available in C# is to use so-called **Language In-Line Queries**, or just **LINQ**.

### Purpose and prerequisites

The main idea in LINQ is to provide a way of selecting data, which focuses on speci­fying the data subset to retrieve, without spefiying how to retrieve it. This idea is not new; the **Structured Query Language[[11]](#footnote-11)** (SQL) used for retrieving data from relational databases also relies in this idea. In fact, the syntax used in LINQ is quite heavily inspi­red by SQL.

Another main idea behind LINQ is to make it as independent as possible from specific data structures. That is, it should not matter if data is stored in an old-fashioned array, a **List**, a **Dictionary**, or some other data structure. The only requirement that LINQ sets on the data structure is that it implements the **IEnumerable** interface. This is a very small interface:

public interface IEnumerable<out T>

{

IEnumerator<T> GetEnumerator();

}

The **IEnumerator<T>** interface is also quite small:

public interface IEnumerator<out T>

{

bool MoveNext();

void Reset();

T Current { get; }

}

You can perceive the **IEnumerator<T>** interfaceas the absolutely minimal require­ment needed for being able to iterate over a collection. The interface enables you to perform these action with a collection:

* Go to the start of the collection (**Reset**)
* Get the element currently pointed to by the enumerator (**Current**)
* Move forward (if possible) to the next element in the collection (**MoveNext**)

If a collection can implement these two methods and single property, it becomes possible to iterate over the collection with a **foreach** loop:

IEnumerable<int> collection = new List<int>();

foreach (var element in collection)

{

// do something with the element

}

Under the covers, the **foreach** loop first calls **Reset**. It then calls **MoveNext**; if **Move­Next** returns **true**, the now pointed-to element is returned by **Current**. **MoveNext** is then called again, until it at some point returns **false**. This indicates that the end of the collection has been reached, and the loop terminates.

The point is that all collection classes in the .NET library implement **IEnumerator<T>,** so we can apply LINQ queries (yes, it should strictly speaking be written as “LIN que­ries”, but the phrase “LINQ queries” is widely accepted…) to any collection, without worrying about its specific type.

### Sample Data

Since LINQ is used for selection of data, we need a bit of data to wotk with. We have defined two simple classes **Movie** and **Studio**, and created collections containing the data given below:

**Movie**

|  |  |  |  |
| --- | --- | --- | --- |
| ***Title*** | ***Year*** | ***DurationInMins*** | ***StudioName*** |
| Se7en | 1995 | 127 | New Line Cinema |
| Alien | 1979 | 117 | 20th Century Fox |
| Forrest Gump | 1994 | 142 | Paramount Pictures |
| True Grit | 2010 | 110 | Paramount Pictures |
| Dark City | 1998 | 111 | New Line Cinema |

**Studio**

|  |  |  |
| --- | --- | --- |
| ***StudioName*** | ***HQCity*** | ***NoOfEmployees*** |
| New Line Cinema | Boston | 4000 |
| 20th Century Fox | New York | 2500 |
| Paramount Pictures | New York | 8000 |

The classes **Movie** and **Studio** just contain instance fields and properties correspon­ding to the columns in each of the tables above. In addition hereto, we also create two collections to store the **Movie** and **Studio** objects:

List<Movie> movies = new List<Movie>();

List<Studio> studios = new List<Studio>();

### Selection – single property

The first kind of query we address, is a query for selecting a single property from a collection. If we want to select the **Title** property for all objects in the **movies** collec­tion, this is the LINQ query for the job:

IEnumerable<string> titles = from m in movies

select m.Title;

There are several things to take note of:

* The formatting is intentionally a bit strange; you can write a LINQ query on a single line if you prefer, but the common way to format a LINQ query is to split it into sections according to operators (see below), each section on a new line.
* We use a couple of so-called **LINQ operators** (highlighted), which perform certain operations on data. We will dissect them in a moment.
* Even though the original data is stored in a **List**, the return type of a LINQ query has the type **IEnumerable**. You can thus iterate over the result, but you cannot e.g. insert an element into it.

A translation of the above LINQ query to human language would read “from the col­lec­tion called **movies**, select the property **Title** from each object”. In other words, we are stating a **data source**, and a **set of properties** (in this case just one) we wish to select from each element in the data source. We can then write the query in a more general form:

from element in collection

select element.PropertyName;

You can hopefully see that **element** is simply a “placeholder” variable, that will be set equal to the elements in the collection, one by one. This is exactly as we have seen it many times for a **foreach**-loop:

foreach (var element in collection)

{

// ...do something with element

}

Returning to the specific query stated above, we can then use the result returned in **titles** in a **foreach**-loop:

foreach (var element in titles)

{

Console.WriteLine(element);

}

This will indeed print out the titles – and only the titles – of the movies in our collec­tion. The operation of selecting some of the properties from objects in a collection is also called to **project** the objects to a set of properties.

### Selection – several properties

The obvious next step is to consider how to select – or project to – several properties. Suppose we wish to select the **Title** and the **Year** property from the **Movie** objects. This complicates the query – and the returned result – a bit:

var titlesAndYears = from m in movies

select new {m.Title, m.Year};

It is probably not so surprising that we must add **m.Year** after **m.Title**, now that we need to return the **Year** property as well. But why the **new {…}** construction? The problem is that the return type of the query is now something like **IEnumerable<(pair of string and int)>**, which we cannot express in a simple way. By using the **new** opera­tor, we are creating a new object of an **anonymous type**. By anonymous is meant that we have created a new type consisting of an **int** and a **string**, but since this new type only serves as being a return type for this query, we create it on-the-fly, and do not bother giving it a name. On top of that, we let the compiler figure out what the return type actually is, by stating that the type of **titlesAndYears** is **var**, i.e. “let the compiler figure it out”…

Even though the specific type of the returned result is a bit obscure, it is pretty straight­forward to use it in a **foreach**-loop:

foreach (var element in titlesAndYears)

{

Console.WriteLine(element.Title + " made in " + element.Year);

}

In this fashion, we can create queries for selecting any set of properties we wish to be part of the result.

It may seem surprising that we can refer to named properties in the **foreach** loop above, where we iterate over the query result. Since the query result is a collection of objects of an anonymous type, how do we then know that such an object has e.g. a **Title** property? When the object of an anonymous type is constructed by “trivial” selection as in the example, the property name simply becomes the name of the property the data was selected from, i.e. **Title** and **Year** in the example. In case of a more complex selection, you can specify a property name explicitly:

var titlesAndYears = from m in movies

select new

{

Summary = m.Title + " made by " + m.StudioName,

m.Year

};

You can then refer to the **Summary** property when iterating over the query result:

foreach (var element in titlesAndYears)

{

Console.WriteLine(element.Summary + " " + element.Year);

}

This example also illustrates that “selection” should be understood in a broad sense. You can select simple data like the value of a property, but also “select” more com­plex data, involving logic or arithmetic expressions.

### Selection – collections containing collections

The queries in the previous examples return a collection of objects, where each object contains a couple of properties with simple types, like **int** or **string**. It is straightfoward to process such a collection, as shown in the **foreach** loops. However, you will often face scenarios where the objects contain non-simple types, like e.g. a collection. We could imagine that the **Movie** class definition also contains a list of **Actor** objects, which can be accessed through an **Actors** property of type **List**<**Actor**>. A LINQ query to retrieve this data could be:

var titlesAndActors = from m in movies

select new {m.Title, m.Actors};

This query is perfectly valid, but running it through the standard **foreach**-loop will not produce a very useful result. The loop

foreach (var element in titlesAndActors)

{

Console.WriteLine(element.Title + " -> " + element.Actors);

}

will print something like

The Godfather -> System.Collections.Generic.List`1[LINQ01.Actor]

This is not in itself surprising, since this is what we in general see, if we try to print a **List** object simply by handing it to **Console.WriteLine**. The fact that this object is now part of a query result does not change this. If we want a more useful output, we must print each element in the **Actors** collection explicitly, like:

foreach (var element in titlesAndActors)

{

Console.WriteLine(element.Title);

foreach (var actor in element.Actors)

{

Console.WriteLine(actor.Name);

}

}

### Filtering

If we relate the above queries to the data tables with the sample data, you can per­ceive selection as picking out vertical “slices” of the data. How do we then pick out horizontal slices of data, i.e. only include data which fulfills certain criteria? This is done by **filtering**.

The LINQ operator for filtering is named **where**. We can augment the selection from above to only include movies from earlier than 1996:

var titlesAndYears = from m in movies

where m.Year < 1996

select new {m.Title, m.Year};

Filtering is thus a logical condition, and only those objects for which the condition is true will be included in the result. You can create more complex conditions by using the well-known logical operators:

var titlesAndYears = from m in movies

where (m.Year < 1996 && m.Year > 1980)

select new {m.Title, m.Year};

Note that the order of the operators matter; the **where** operator must be placed before the **select** operator.

### Ordering

We can now pick out both horizontal and vertical slices of data, by combining the **where** and **select** operators. These operations preserve the ordering of the elements in the collection. If we wish to order the result according to the value of a specific pro­perty, we use the **orderby** operator:

var titlesAndYears = from m in movies

where (m.Year < 1996 && m.Year > 1980)

orderby m.Year

select new {m.Title, m.Year};

It is even possible to specify additional properties, like this:

var titlesAndYears = from m in movies

where (m.Year < 1996 && m.Year > 1980)

orderby m.Year, m.Title

select new {m.Title, m.Year};

This should be read as “order the result by the value of **Year**; for elements having the same value for **Year**, order by the value of **Title**”.

### Aggregation functions

It can often be useful to be able to perform various numeric operations on the query result. A set of functions – called aggregation functions – are available for such opera­tions. They can be applied on the variable holding the result of the query, or directly on the query statement. Using the simple initial LINQ query as an example, we can e.g apply the **Count** function:

IEnumerable<string> titles = from m in movies

select m.Title;

// This is fine

Console.WriteLine(titles.Count());

// This is also fine

Console.WriteLine((from m in movies select m.Title).Count());

Other useful aggregation functions of a numerical nature are **Min**, **Max**, **Sum** and **Average**, which are applied in the same style:

Console.WriteLine((from m in movies select m.Year).Average());

Some combinations of functions and data types do not really make sense. The below line will not compile:

Console.WriteLine((from m in movies select m.Title).Average());

This line will on the other hand work just fine:

Console.WriteLine((from m in movies select m.Title).Max());

### Joining

The examples above have all been concerned with selection from a single table. However, you can construct (more or less) sensible questions which “transcend” a single table, for instance: *“Return the title of movies produced by studios with head­quarters in New York”*. This requires combination of data from both collections, and use of the **join** operator:

var joinTitleStudio = from m in movies

join s in studios

on m.StudioName equals s.StudioName

where s.HqCity == "New York"

select m.Title;

The first highlighted line defines the query to work on the “joined” collection, i.e. the collection created by joining **movies** and **studios**. What does it mean to “join” two collections? A “join” is obtained by creating all combinations of an objects from the first collection, and an object from the second collection. The “raw” result of joining **movies** (containing five objects, each with four properties) and **studios** (containing three objects, each with three properties) is thus a collec­tion with 3x5 = 15 objects, each with 3 + 4 = 7 properties!

The second highlighted line specifies that out of the 15 objects, we are only interested in the objects for which the two **StudioName** properties (one from **Movie**, one from **Studio**) are equal. If they are not equal, we cannot really gain useful any information from that object, since the underlying **Movie** and **Studio** objects are not related in the way we are interested in. This constraint reduces the number of objects from 15 to just three, which are exactly those objects we are interested in. From those objects, we finally select the movie title.

Joining of collections can be extended to involve more than two collections, but it also becomes more complex. If you need to construct very complicated LINQ queries using **join**, it may be an indication that the data model in general could need an overhaul.

### Deferred evaluation

Since a LINQ query only defines what data to retrieve – witout any details about how to retrieve the data – it is not obvious when the query is actually executed. A LINQ query is not executed when it is defined; the execution is deferred until the result of the query is needed, typically when you iterate over the query result. If you are not aware of this, you may see unexpected results. The code below illustrates this:

// Create the collection

List<Movie> movies = new List<Movie>();

// Enter two objects

movies.Add(new Movie("Se7en", 1995, 127, "New Line Cinema"));

movies.Add(new Movie("Alien", 1979, 117, "20th Century Fox"));

// Define the query

IEnumerable<string> titles = from m in movies

select m.Title;

// Enter two objects

movies.Add(new Movie("Forrest Gump", 1994, 142, "Paramount Pictures"));

movies.Add(new Movie("True Grit", 2010, 110, "Paramount Pictures"));

movies.Add(new Movie("Dark City", 1998, 111, "New Line Cinema"));

// Iterate over the query result

foreach (var element in titles)

{

Console.WriteLine(element);

}

Running this code will print out five elements, not two! Also, the query result is not “cached” in any way. If you later add additional **Movie** objects to the **movies** collec­tion, and subsequently iterate over the **titles** variable again, the query result will now also inclu­de the recently added objects.

If this is not the behavior you want, you can force the query to produce a result immediately. This result will be a copy of the query result, and will not change after execution. You force this behavior in a slightly cryptic way, by calling the **ToList** method in the query definition:

// Define the query

IEnumerable<string> titles = from m in movies.ToList()

select m.Title;

There is more to LINQ than described in this chapter, for instance methods for finding intersections, unions etc. between data sets, and also more sophisticated methods for process­ing data. As usual, there are plently of sources online providing more in-depth treatments of LINQ.

## Unit testing (in Visual Studio)

This chapter has not been written yet

## Asynchronous Programming

This chapter has not been written yet

# Object-Oriented Programming III – Advanced

The structure and content of this chapter is still uncertain. Possible (overlapping) topics:

* Design Patterns
* SOLID principles
* Dependency Injection

Awaits coordinatio with SWD

# Data Persistency

We have until this point not cared much about what happens to our data, once the appli­cation containing the data terminates. Real-life applications will usually contain facilities for saving and/or loading certain data into the application from so-called **persistent storage**. The term persistent storage just covers all those media for data storage, where data is retained even after the power for the media is shut off. Exam­ples of locations for persistent storage could be your own local hard drive, or simply “the cloud”, where the exact location of the data is not known.

Management of persistent storage is a large topic, and more advanced applications will often use some sort of **database** for structured storage of data. For smaller appli­cations producing small amounts of data, simpler media may suffice. Storing data in a text file on your own hard drive is a fairly easy solution to use for such situations.

## File-based persistency

Even for file-based persistency, there are several approaches to pursue. We will here present a fairly simple appraoch, specifically aimed at storing a collection of domain data objects in a text file. Our approach will also rely on using the so-called **JSON** (**JavaScript Object Notation**) format. JSON can be considered a sort of alternative to XML, since it is just a structured way of storing data on text form. We will not explain JSON further here, but there are plenty of sources about JSON online[[12]](#footnote-12).

The reason for using JSON at all is because it provides a general and convenient way of transform­ing C# objects to a text format, which can then easily be written to a file. Likewise, the text (on JSON format) can be read from the file again, and transformed back into C# objects. There are several third-party class libraries available for JSON conversion, the most popular (at the time of writing) being the **NewtonSoft.JSON** package. This library can be installed as a NuGet package: In Visual Studio, go to **Tools | NuGet Package Manager | Manage NuGet Packages for Solution**, and choose **Browse**. The **NewtonSoft.JSON** package is usually found on the first page; if that is not the case, simply search for it using the search field. Once the package is found, simply click **Install**.

With the package in place, it is possible to create a small C# helper class targeted for our needs. We need to be able to save a collection of domain objects into a file, and load it back into the application. An example of such a class called **FilePersistency** follows below:

public class FilePersistency<T> where T : class

{

private const string FileName = "data.json";

private CreationCollisionOption \_options;

private StorageFolder \_folder;

public FilePersistency()

{

\_options = CreationCollisionOption.OpenIfExists;

\_folder = ApplicationData.Current.LocalFolder;

}

public async Task Save(List<T> data)

{

var dataFile = await \_folder.CreateFileAsync(FileName, \_options);

string dataJSON = JsonConvert.SerializeObject(data);

await FileIO.WriteTextAsync(dataFile, dataJSON);

}

public async Task<List<T>> Load()

{

try

{

StorageFile dataFile = await \_folder.GetFileAsync(FileName);

string dataJSON = await FileIO.ReadTextAsync(dataFile);

return (dataJSON != null) ?

JsonConvert.DeserializeObject<List<T>>(dataJSON)

: new List<T>();

}

catch (FileNotFoundException)

{

await Save(new List<T>());

return new List<T>();

}

}

}

The file operation methods **Create**- and **GetFileAsync** are both part of the .NET class library. They are as such not particularly remarkable, but they both end with the suffix **Async**. Also – and perhaps more intriguing – is the keyword **await** seen just before calling the methods. The .NET class library contains a set of classes used for so-called **asynchronous programming**. This is also an important and rather advanced topic[[13]](#footnote-13), but for now we will just note that methods ending with **Async** offers the opportunity to continue execution of the application, even though the method has not returned a result yet! However, the coding style used above essentially cancels out this effect, so the flow-of-execution will be as we are used to: we wait for a method to return a result, before proceeding to the next line of code.

The code above does a two-step conversion between the file **json.data** and the list of C# objects of type **T** (**T** is a **type parameter**, so it can be any class when the **FilePer­sistency** class is actually used). Consider first the **Save** method. The first line creates (or opens, if the file already exists) a file, and returns a variable **dataFile** which now refers to the file. The next line converts the incoming data (in the form of a **List** of objects of type **T**) to JSON format. Since this is a text format, the result of the conver­sion is a **string**. This kind of conversion between an in-memory object and a sequence of cha­racters is also known as **serializing** the object, which is why the called method is named **SerializeObject**. Finally, the **JSON** string is written to the file.
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List of C# objects

File

The **Load** method is essentially the same deal, just in reversed order. A **string** is read from the file, and then converted (also known as **deserialized**) into a **List** of objects of type **T**

List of C# objects

File

JSON string

The **try-catch** block in the **Load** method is added to handle the case where the caller attempt­s to load data from a file that has not been created yet, e.g. the first time the appli­ca­tion is executed. In that case, the **Load** method simply calls the **Save** method with an empty list, to invoke creation of the file.

How can we then use **FilePersistency** in our MVVM setup? Sticking to the **Car** domain example, we could imagine a fairly simple class e.g. called **CarSource**, containing two methods **Load** and **Save**:

public class CarSource

{

private FilePersistency<Car> \_fileSource;

public NoteSource()

{

\_fileSource = new FilePersistency<Car>();

}

public async Task Load(CarModel model)

{

model.Clear();

List<Car> carList = await \_fileSource.Load();

foreach (Car c in carList)

{

model.Add(c);

}

}

public async Task Save(CarModel model)

{

await \_fileSource.Save(model.All);

}

}

We have here assumed that the **CarModel** class is a class that can provide all of the contained **Car** objects as a **List**, through a property called **All**. Also, the **CarModel** class has an **Add** method for adding a single **Car** object. The **CarSource** class effectively adds another element to the chain of conversions shown before:
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The syntax **async Task** in the method declarations may look a bit strange, but you should not be too intimidated by it. It is just a bit of lingo needed when working with these asynchronous methods. With the **CarSource** class in place, we can now add load- and save-functionality to our MVVM application. In the **MasterDetailsView­Model** class, we can add parameterless **Load** and **Save** methods:

private async void Load()

{

await \_source.Load(\_model);

...

}

private async void Save()

{

await \_source.Save(\_model);

...

}

The (...) just indicate that we might need to do a bit more in each method; we could imagine that we would need to refresh the **ListView** after having loaded data from the file, by calling **OnPropertyChanged** for a collection property bound to by the **ListView**. Wrapping these methods up as commands is also pretty simple:

private RelayCommand \_loadCommand;

private RelayCommand \_saveCommand;

...

\_loadCommand = new RelayCommand(Load, CanLoad);

\_saveCommand = new RelayCommand(Save, CanSave);

...

public ICommand LoadCommand

{

get { return \_loadCommand; }

}

public ICommand SaveCommand

{

get { return \_saveCommand; }

}

...

The **async** syntax has ebbed out at this point, so the command-handling code looks just as before. These commands could then be bound to e.g. buttons or maybe menu items in the application. The exact conditions for when to allow **Load** and **Save** – i.e. the exact code for **CanLoad** and **CanSave** – will depend on the requirements for the application.

1. We will in general refer to a computer program as an App (short for ”Application”), without assuming anything specific about what platform the App runs on. This could be an ordinary PC, a smartphone, a tablet, or some other device. [↑](#footnote-ref-1)
2. Details on how to do this may vary from course to course, and is thus found elsewhere [↑](#footnote-ref-2)
3. Again, the specific details of how to obtain and install ReSharper will be part of the course-specific materials. [↑](#footnote-ref-3)
4. Again, details on how to do this may vary from course to course, and is thus found elsewhere. [↑](#footnote-ref-4)
5. Draconian: To apply severe punishments to small offenses [↑](#footnote-ref-5)
6. One could, however, also claim that if you feel the need to add comments to your code, it might be an indication that your code should be restructured to make it clearer… [↑](#footnote-ref-6)
7. https://martinfowler.com/books/refactoring.html [↑](#footnote-ref-7)
8. https://docs.microsoft.com/en-us/windows/uwp/files/file-access-permissions [↑](#footnote-ref-8)
9. For instance at https://msdn.microsoft.com/en-us/library/windows/apps/mt185406.aspx [↑](#footnote-ref-9)
10. https://docs.microsoft.com/en-us/windows/uwp/layout/layouts-with-xaml [↑](#footnote-ref-10)
11. https://en.wikipedia.org/wiki/SQL [↑](#footnote-ref-11)
12. https://en.wikipedia.org/wiki/JSON [↑](#footnote-ref-12)
13. https://msdn.microsoft.com/en-us/library/mt674882.aspx [↑](#footnote-ref-13)