Packages:

1) Back-End Packages:

1.1) Mongoose:

**Getting Started**

*First be sure you have*[*MongoDB*](http://www.mongodb.org/downloads)*and*[*Node.js*](http://nodejs.org/)*installed.*

Next install Mongoose from the command line using npm:

$ npm install mongoose

Now say we like fuzzy kittens and want to record every kitten we ever meet in MongoDB. The first thing we need to do is include mongoose in our project and open a connection to the test database on our locally running instance of MongoDB.

*// getting-started.js*

**var** mongoose = require('mongoose');

mongoose.connect('mongodb://localhost/test', {useNewUrlParser: true});

We have a pending connection to the test database running on localhost. We now need to get notified if we connect successfully or if a connection error occurs:

**var** db = mongoose.connection;

db.on('error', console.error.bind(console, 'connection error:'));

db.once('open', **function**() {

*// we're connected!*

});

Once our connection opens, our callback will be called. For brevity, let's assume that all following code is within this callback.

With Mongoose, everything is derived from a [Schema](https://mongoosejs.com/docs/guide.html). Let's get a reference to it and define our kittens.

**var** kittySchema = **new** mongoose.Schema({

name: String

});

So far so good. We've got a schema with one property, name, which will be a String. The next step is compiling our schema into a [Model](https://mongoosejs.com/docs/models.html).

**var** Kitten = mongoose.model('Kitten', kittySchema);

A model is a class with which we construct documents. In this case, each document will be a kitten with properties and behaviors as declared in our schema. Let's create a kitten document representing the little guy we just met on the sidewalk outside:

**var** silence = **new** Kitten({ name: 'Silence' });

console.log(silence.name); *// 'Silence'*

Kittens can meow, so let's take a look at how to add "speak" functionality to our documents:

*// NOTE: methods must be added to the schema before compiling it with mongoose.model()*

kittySchema.methods.speak = **function** () {

**var** greeting = **this**.name

? "Meow name is " + **this**.name

: "I don't have a name";

console.log(greeting);

}

**var** Kitten = mongoose.model('Kitten', kittySchema);

Functions added to the methods property of a schema get compiled into the Model prototype and exposed on each document instance:

**var** fluffy = **new** Kitten({ name: 'fluffy' });

fluffy.speak(); *// "Meow name is fluffy"*

We have talking kittens! But we still haven't saved anything to MongoDB. Each document can be saved to the database by calling its [save](https://mongoosejs.com/docs/api.html#model_Model-save) method. The first argument to the callback will be an error if any occurred.

fluffy.save(**function** (err, fluffy) {

**if** (err) **return** console.error(err);

fluffy.speak();

});

Say time goes by and we want to display all the kittens we've seen. We can access all of the kitten documents through our Kitten [model](https://mongoosejs.com/docs/models.html).

Kitten.find(**function** (err, kittens) {

**if** (err) **return** console.error(err);

console.log(kittens);

})

We just logged all of the kittens in our db to the console. If we want to filter our kittens by name, Mongoose supports MongoDBs rich [querying](https://mongoosejs.com/docs/queries.html) syntax.

Kitten.find({ name: /^fluff/ }, callback);

This performs a search for all documents with a name property that begins with "Fluff" and returns the result as an array of kittens to the callback.

**Congratulations**

That's the end of our quick start. We created a schema, added a custom document method, saved and queried kittens in MongoDB using Mongoose. Head over to the [guide](https://mongoosejs.com/docs/guide.html), or [API docs](https://mongoosejs.com/docs/api.html) for more.

1.2) bcryptjs

**Usage**

The library is compatible with CommonJS and AMD loaders and is exposed globally as dcodeIO.bcrypt if neither is available.

**node.js**

On node.js, the inbuilt [crypto module](http://nodejs.org/api/crypto.html)'s randomBytes interface is used to obtain secure random numbers.

npm install bcryptjs

var bcrypt **=** require('bcryptjs');

**...**

**Browser**

In the browser, bcrypt.js relies on [Web Crypto API](http://www.w3.org/TR/WebCryptoAPI)'s getRandomValues interface to obtain secure random numbers. If no cryptographically secure source of randomness is available, you may specify one through [bcrypt.setRandomFallback](https://github.com/dcodeIO/bcrypt.js#setrandomfallbackrandom).

var bcrypt **=** dcodeIO.bcrypt;

**...**

or

require.config({

    paths**:** { "bcrypt"**:** "/path/to/bcrypt.js" }

});

require(["bcrypt"], function(bcrypt) {

**...**

});

**Usage - Sync**

To hash a password:

var bcrypt **=** require('bcryptjs');

var salt **=** bcrypt.genSaltSync(10);

var hash **=** bcrypt.hashSync("B4c0/\/", salt);

*// Store hash in your password DB.*

To check a password:

*// Load hash from your password DB.*

bcrypt.compareSync("B4c0/\/", hash); *// true*

bcrypt.compareSync("not\_bacon", hash); *// false*

Auto-gen a salt and hash:

var hash **=** bcrypt.hashSync('bacon', 8);

**Usage - Async**

To hash a password:

var bcrypt **=** require('bcryptjs');

bcrypt.genSalt(10, function(err, salt) {

    bcrypt.hash("B4c0/\/", salt, function(err, hash) {

*// Store hash in your password DB.*

    });

});

To check a password:

*// Load hash from your password DB.*

bcrypt.compare("B4c0/\/", hash, function(err, res) {

*// res === true*

});

bcrypt.compare("not\_bacon", hash, function(err, res) {

*// res === false*

});

*// As of bcryptjs 2.4.0, compare returns a promise if callback is omitted:*

bcrypt.compare("B4c0/\/", hash).then((res) => {

*// res === true*

});

Auto-gen a salt and hash:

bcrypt.hash('bacon', 8, function(err, hash) {

});

**Note:** Under the hood, asynchronisation splits a crypto operation into small chunks. After the completion of a chunk, the execution of the next chunk is placed on the back of [JS event loop queue](https://developer.mozilla.org/en/docs/Web/JavaScript/EventLoop), thus efficiently sharing the computational resources with the other operations in the queue.

**API**

**setRandomFallback(random)**

Sets the pseudo random number generator to use as a fallback if neither node's cryptomodule nor the Web Crypto API is available. Please note: It is highly important that the PRNG used is cryptographically secure and that it is seeded properly!

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| random | *function(number):!Array.<number>* | Function taking the number of bytes to generate as its sole argument, returning the corresponding array of cryptographically secure random byte values. |
| **@see** |  | <http://nodejs.org/api/crypto.html> |
| **@see** |  | <http://www.w3.org/TR/WebCryptoAPI/> |

**Hint:** You might use [isaac.js](https://github.com/rubycon/isaac.js) as a CSPRNG but you still have to make sure to seed it properly.

**genSaltSync(rounds=, seed\_length=)**

Synchronously generates a salt.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| rounds | *number* | Number of rounds to use, defaults to 10 if omitted |
| seed\_length | *number* | Not supported. |
| **@returns** | *string* | Resulting salt |
| **@throws** | *Error* | If a random fallback is required but not set |

**genSalt(rounds=, seed\_length=, callback)**

Asynchronously generates a salt.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| rounds | *number | function(Error, string=)* | Number of rounds to use, defaults to 10 if omitted |
| seed\_length | *number | function(Error, string=)* | Not supported. |
| callback | *function(Error, string=)* | Callback receiving the error, if any, and the resulting salt |
| **@returns** | *Promise* | If callback has been omitted |
| **@throws** | *Error* | If callback is present but not a function |

**hashSync(s, salt=)**

Synchronously generates a hash for the given string.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| s | *string* | String to hash |
| salt | *number | string* | Salt length to generate or salt to use, default to 10 |
| **@returns** | *string* | Resulting hash |

**hash(s, salt, callback, progressCallback=)**

Asynchronously generates a hash for the given string.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| s | *string* | String to hash |
| salt | *number | string* | Salt length to generate or salt to use |
| callback | *function(Error, string=)* | Callback receiving the error, if any, and the resulting hash |
| progressCallback | *function(number)* | Callback successively called with the percentage of rounds completed (0.0 - 1.0), maximally once per MAX\_EXECUTION\_TIME = 100 ms. |
| **@returns** | *Promise* | If callback has been omitted |
| **@throws** | *Error* | If callback is present but not a function |

**compareSync(s, hash)**

Synchronously tests a string against a hash.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| s | *string* | String to compare |
| hash | *string* | Hash to test against |
| **@returns** | *boolean* | true if matching, otherwise false |
| **@throws** | *Error* | If an argument is illegal |

**compare(s, hash, callback, progressCallback=)**

Asynchronously compares the given data against the given hash.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| s | *string* | Data to compare |
| hash | *string* | Data to be compared to |
| callback | *function(Error, boolean)* | Callback receiving the error, if any, otherwise the result |
| progressCallback | *function(number)* | Callback successively called with the percentage of rounds completed (0.0 - 1.0), maximally once per MAX\_EXECUTION\_TIME = 100 ms. |
| **@returns** | *Promise* | If callback has been omitted |
| **@throws** | *Error* | If callback is present but not a function |

**getRounds(hash)**

Gets the number of rounds used to encrypt the specified hash.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| hash | *string* | Hash to extract the used number of rounds from |
| **@returns** | *number* | Number of rounds used |
| **@throws** | *Error* | If hash is not a string |

**getSalt(hash)**

Gets the salt portion from a hash. Does not validate the hash.

| **Parameter** | **Type** | **Description** |
| --- | --- | --- |
| hash | *string* | Hash to extract the salt from |
| **@returns** | *string* | Extracted salt part |
| **@throws** | *Error* | If hash is not a string or otherwise invalid |

1.3) passport

# Overview

Passport is authentication middleware for [Node](http://nodejs.org/). It is designed to serve a singular purpose: authenticate requests. When writing modules, encapsulation is a virtue, so Passport delegates all other functionality to the application. This separation of concerns keeps code clean and maintainable, and makes Passport extremely easy to integrate into an application.

In modern web applications, authentication can take a variety of forms. Traditionally, users log in by providing a username and password. With the rise of social networking, single sign-on using an [OAuth](http://oauth.net/) provider such as [Facebook](https://www.facebook.com/) or [Twitter](https://twitter.com/) has become a popular authentication method. Services that expose an API often require token-based credentials to protect access.

Passport recognizes that each application has unique authentication requirements. Authentication mechanisms, known as strategies, are packaged as individual modules. Applications can choose which strategies to employ, without creating unnecessary dependencies.

Despite the complexities involved in authentication, code does not have to be complicated.

app.post('/login', passport.authenticate('local', { successRedirect: '/',

failureRedirect: '/login' }));

## Install

$ npm install passport

# Authenticate

Authenticating requests is as simple as calling passport.authenticate() and specifying which strategy to employ. authenticate()'s function signature is standard [Connect](http://www.senchalabs.org/connect/) middleware, which makes it convenient to use as route middleware in [Express](http://expressjs.com/) applications.

app.post('/login',

passport.authenticate('local'),

**function**(req, res) {

// If this function gets called, authentication was successful.

// `req.user` contains the authenticated user.

res.redirect('/users/' + req.user.username);

});

By default, if authentication fails, Passport will respond with a 401 Unauthorized status, and any additional route handlers will not be invoked. If authentication succeeds, the next handler will be invoked and the req.user property will be set to the authenticated user.

Note: Strategies must be configured prior to using them in a route. Continue reading the chapter on [configuration](http://www.passportjs.org/guide/configure/) for details.

## Redirects

A redirect is commonly issued after authenticating a request.

app.post('/login',

passport.authenticate('local', { successRedirect: '/',

failureRedirect: '/login' }));

In this case, the redirect options override the default behavior. Upon successful authentication, the user will be redirected to the home page. If authentication fails, the user will be redirected back to the login page for another attempt.

## Flash Messages

Redirects are often combined with flash messages in order to display status information to the user.

app.post('/login',

passport.authenticate('local', { successRedirect: '/',

failureRedirect: '/login',

failureFlash: true })

);

Setting the failureFlash option to true instructs Passport to flash an error message using the message given by the strategy's verify callback, if any. This is often the best approach, because the verify callback can make the most accurate determination of why authentication failed.

Alternatively, the flash message can be set specifically.

passport.authenticate('local', { failureFlash: 'Invalid username or password.' });

A successFlash option is available which flashes a success message when authentication succeeds.

passport.authenticate('local', { successFlash: 'Welcome!' });

Note: Using flash messages requires a req.flash() function. Express 2.x provided this functionality, however it was removed from Express 3.x. Use of [connect-flash](https://github.com/jaredhanson/connect-flash) middleware is recommended to provide this functionality when using Express 3.x.

## Disable Sessions

After successful authentication, Passport will establish a persistent login session. This is useful for the common scenario of users accessing a web application via a browser. However, in some cases, session support is not necessary. For example, API servers typically require credentials to be supplied with each request. When this is the case, session support can be safely disabled by setting the session option to false.

app.get('/api/users/me',

passport.authenticate('basic', { session: false }),

**function**(req, res) {

res.json({ id: req.user.id, username: req.user.username });

});

## Custom Callback

If the built-in options are not sufficient for handling an authentication request, a custom callback can be provided to allow the application to handle success or failure.

app.get('/login', **function**(req, res, next) {

passport.authenticate('local', **function**(err, user, info) {

**if** (err) { **return** next(err); }

**if** (!user) { **return** res.redirect('/login'); }

req.logIn(user, **function**(err) {

**if** (err) { **return** next(err); }

**return** res.redirect('/users/' + user.username);

});

})(req, res, next);

});

In this example, note that authenticate() is called from within the route handler, rather than being used as route middleware. This gives the callback access to the req and res objects through closure.

If authentication failed, user will be set to false. If an exception occurred, err will be set. An optional info argument will be passed, containing additional details provided by the strategy's verify callback.

The callback can use the arguments supplied to handle the authentication result as desired. Note that when using a custom callback, it becomes the application's responsibility to establish a session (by calling req.login()) and send a response.

# Configure

Three pieces need to be configured to use Passport for authentication:

1. Authentication strategies
2. Application middleware
3. Sessions (optional)

## Strategies

Passport uses what are termed strategies to authenticate requests. Strategies range from verifying a username and password, delegated authentication using [OAuth](http://oauth.net/) or federated authentication using [OpenID](http://openid.net/).

Before asking Passport to authenticate a request, the strategy (or strategies) used by an application must be configured.

Strategies, and their configuration, are supplied via the use() function. For example, the following uses the LocalStrategy for username/password authentication.

**var** passport = **require**('passport')

, LocalStrategy = **require**('passport-local').Strategy;

passport.use(**new** LocalStrategy(

**function**(username, password, done) {

User.findOne({ username: username }, **function** (err, user) {

**if** (err) { **return** done(err); }

**if** (!user) {

**return** done(null, false, { message: 'Incorrect username.' });

}

**if** (!user.validPassword(password)) {

**return** done(null, false, { message: 'Incorrect password.' });

}

**return** done(null, user);

});

}

));

## Verify Callback

This example introduces an important concept. Strategies require what is known as a verify callback. The purpose of a verify callback is to find the user that possesses a set of credentials.

When Passport authenticates a request, it parses the credentials contained in the request. It then invokes the verify callback with those credentials as arguments, in this case username and password. If the credentials are valid, the verify callback invokes done to supply Passport with the user that authenticated.

**return** done(null, user);

If the credentials are not valid (for example, if the password is incorrect), done should be invoked with false instead of a user to indicate an authentication failure.

**return** done(null, false);

An additional info message can be supplied to indicate the reason for the failure. This is useful for displaying a flash message prompting the user to try again.

**return** done(null, false, { message: 'Incorrect password.' });

Finally, if an exception occurred while verifying the credentials (for example, if the database is not available), done should be invoked with an error, in conventional Node style.

**return** done(err);

Note that it is important to distinguish the two failure cases that can occur. The latter is a server exception, in which err is set to a non-null value. Authentication failures are natural conditions, in which the server is operating normally. Ensure that err remains null, and use the final argument to pass additional details.

By delegating in this manner, the verify callback keeps Passport database agnostic. Applications are free to choose how user information is stored, without any assumptions imposed by the authentication layer.

#### Middleware

In a [Connect](http://senchalabs.github.com/connect/) or [Express](http://expressjs.com/)-based application, passport.initialize() middleware is required to initialize Passport. If your application uses persistent login sessions, passport.session() middleware must also be used.

app.configure(**function**() {

app.use(express.static('public'));

app.use(express.cookieParser());

app.use(express.bodyParser());

app.use(express.session({ secret: 'keyboard cat' }));

app.use(passport.initialize());

app.use(passport.session());

app.use(app.router);

});

Note that enabling session support is entirely optional, though it is recommended for most applications. If enabled, be sure to use session() before passport.session() to ensure that the login session is restored in the correct order.

In Express 4.x, the Connect middleware is no longer included in the Express core, and the app.configure() method has been removed. The same middleware can be found in their npm module equivalents.

**var** session = **require**("express-session"),

bodyParser = **require**("body-parser");

app.use(express.static("public"));

app.use(session({ secret: "cats" }));

app.use(bodyParser.urlencoded({ extended: false }));

app.use(passport.initialize());

app.use(passport.session());

#### Sessions

In a typical web application, the credentials used to authenticate a user will only be transmitted during the login request. If authentication succeeds, a session will be established and maintained via a cookie set in the user's browser.

Each subsequent request will not contain credentials, but rather the unique cookie that identifies the session. In order to support login sessions, Passport will serialize and deserialize user instances to and from the session.

passport.serializeUser(**function**(user, done) {

done(null, user.id);

});

passport.deserializeUser(**function**(id, done) {

User.findById(id, **function**(err, user) {

done(err, user);

});

});

In this example, only the user ID is serialized to the session, keeping the amount of data stored within the session small. When subsequent requests are received, this ID is used to find the user, which will be restored to req.user.

The serialization and deserialization logic is supplied by the application, allowing the application to choose an appropriate database and/or object mapper, without imposition by the authentication layer.

# Username & Password

The most widely used way for websites to authenticate users is via a username and password. Support for this mechanism is provided by the [passport-local](https://github.com/jaredhanson/passport-local) module.

## Install

$ npm install passport-local

## Configuration

**var** passport = **require**('passport')

, LocalStrategy = **require**('passport-local').Strategy;

passport.use(**new** LocalStrategy(

**function**(username, password, done) {

User.findOne({ username: username }, **function**(err, user) {

**if** (err) { **return** done(err); }

**if** (!user) {

**return** done(null, false, { message: 'Incorrect username.' });

}

**if** (!user.validPassword(password)) {

**return** done(null, false, { message: 'Incorrect password.' });

}

**return** done(null, user);

});

}

));

The verify callback for local authentication accepts username and password arguments, which are submitted to the application via a login form.

## Form

A form is placed on a web page, allowing the user to enter their credentials and log in.

<form action="/login" method="post">

<div>

<label>Username:</label>

<input type="text" name="username"/>

</div>

<div>

<label>Password:</label>

<input type="password" name="password"/>

</div>

<div>

<input type="submit" value="Log In"/>

</div>

</form>

## Route

The login form is submitted to the server via the POST method. Using authenticate() with the localstrategy will handle the login request.

app.post('/login',

passport.authenticate('local', { successRedirect: '/',

failureRedirect: '/login',

failureFlash: true })

);

Setting the failureFlash option to true instructs Passport to flash an error message using the messageoption set by the verify callback above. This is helpful when prompting the user to try again.

## Parameters

By default, LocalStrategy expects to find credentials in parameters named username and password. If your site prefers to name these fields differently, options are available to change the defaults.

passport.**use**(**new** LocalStrategy({

usernameField: 'email',

passwordField: 'passwd'

},

**function**(username, password, done) {

// ...

}

));

# OpenID

[OpenID](http://openid.net/) is an open standard for federated authentication. When visiting a website, users present their OpenID to sign in. The user then authenticates with their chosen OpenID provider, which issues an assertion to confirm the user's identity. The website verifies this assertion in order to sign the user in.

Support for OpenID is provided by the [passport-openid](https://github.com/jaredhanson/passport-openid) module.

## Install

$ npm install passport-openid

## Configuration

When using OpenID, a return URL and realm must be specified. The returnURL is the URL to which the user will be redirected after authenticating with their OpenID provider. realm indicates the part of URL-space for which authentication is valid. Typically this will be the root URL of the website.

**var** passport = **require**('passport')

, OpenIDStrategy = **require**('passport-openid').Strategy;

passport.use(**new** OpenIDStrategy({

returnURL: 'http://www.example.com/auth/openid/return',

realm: 'http://www.example.com/'

},

**function**(identifier, done) {

User.findOrCreate({ openId: identifier }, **function**(err, user) {

done(err, user);

});

}

));

The verify callback for OpenID authentication accepts an identifier argument containing the user's claimed identifier.

## Form

A form is placed on a web page, allowing the user to enter their OpenID and sign in.

<form action="/auth/openid" method="post">

<div>

<label>OpenID:</label>

<input type="text" name="openid\_identifier"/><br/>

</div>

<div>

<input type="submit" value="Sign In"/>

</div>

</form>

## Routes

Two routes are required for OpenID authentication. The first route accepts the form submission containing an OpenID identifier. During authentication, the user will be redirected to their OpenID provider. The second route is the URL to which the user will be returned after authenticating with their OpenID provider.

// Accept the OpenID identifier and redirect the user to their OpenID

// provider for authentication. When complete, the provider will redirect

// the user back to the application at:

// /auth/openid/return

app.post('/auth/openid', passport.authenticate('openid'));

// The OpenID provider has redirected the user back to the application.

// Finish the authentication process by verifying the assertion. If valid,

// the user will be logged in. Otherwise, authentication has failed.

app.get('/auth/openid/return',

passport.authenticate('openid', { successRedirect: '/',

failureRedirect: '/login' }));

## Profile Exchange

OpenID can optionally be configured to retrieve profile information about the user being authenticated. Profile exchange is enabled by setting the profile option to true.

passport.use(**new** OpenIDStrategy({

returnURL: 'http://www.example.com/auth/openid/return',

realm: 'http://www.example.com/',

profile: true

},

**function**(identifier, profile, done) {

// ...

}

));

When profile exchange is enabled, the function signature of the verify callback accepts an additional profile argument containing user profile information provided by the OpenID provider; refer to [User Profile](http://www.passportjs.org/guide/profile/) for further information.

# OAuth

[OAuth](http://oauth.net/) is a standard protocol that allows users to authorize API access to web and desktop or mobile applications. Once access has been granted, the authorized application can utilize the API on behalf of the user. OAuth has also emerged as a popular mechanism for [delegated authentication](http://hueniverse.com/2009/04/introducing-sign-in-with-twitter-oauth-style-connect/).

OAuth comes in two primary flavors, both of which are widely deployed.

The initial version of OAuth was developed as an open standard by a loosely organized collective of web developers. Their work resulted in [OAuth 1.0](http://oauth.net/core/1.0/), which was superseded by [OAuth 1.0a](http://oauth.net/core/1.0a/). This work has now been standardized by the [IETF](http://www.ietf.org/) as [RFC 5849](http://tools.ietf.org/html/rfc5849).

Recent efforts undertaken by the [Web Authorization Protocol Working Group](http://tools.ietf.org/wg/oauth/) have focused on defining [OAuth 2.0](http://tools.ietf.org/html/rfc6749). Due to the lengthy standardization effort, providers have proceeded to deploy implementations conforming to various drafts, each with slightly different semantics.

Thankfully, Passport shields an application from the complexities of dealing with OAuth variants. In many cases, a provider-specific strategy can be used instead of the generic OAuth strategies described below. This cuts down on the necessary configuration, and accommodates any provider-specific quirks. See [Facebook](http://www.passportjs.org/docs#facebook), [Twitter](http://www.passportjs.org/docs#twitter) or the list of [providers](http://www.passportjs.org/docs/downloads/html/) for preferred usage.

Support for OAuth is provided by the [passport-oauth](https://github.com/jaredhanson/passport-oauth) module.

## Install

$ npm install passport-oauth

### OAuth 1.0

OAuth 1.0 is a delegated authentication strategy that involves multiple steps. First, a request token must be obtained. Next, the user is redirected to the service provider to authorize access. Finally, after authorization has been granted, the user is redirected back to the application and the request token can be exchanged for an access token. The application requesting access, known as a consumer, is identified by a consumer key and consumer secret.

## Configuration

When using the generic OAuth strategy, the key, secret, and endpoints are specified as options.

**var** passport = **require**('passport')

, OAuthStrategy = **require**('passport-oauth').OAuthStrategy;

passport.use('provider', **new** OAuthStrategy({

requestTokenURL: 'https://www.provider.com/oauth/request\_token',

accessTokenURL: 'https://www.provider.com/oauth/access\_token',

userAuthorizationURL: 'https://www.provider.com/oauth/authorize',

consumerKey: '123-456-789',

consumerSecret: 'shhh-its-a-secret'

callbackURL: 'https://www.example.com/auth/provider/callback'

},

**function**(token, tokenSecret, profile, done) {

User.findOrCreate(..., **function**(err, user) {

done(err, user);

});

}

));

The verify callback for OAuth-based strategies accepts token, tokenSecret, and profile arguments.token is the access token and tokenSecret is its corresponding secret. profile will contain user profile information provided by the service provider; refer to [User Profile](http://www.passportjs.org/guide/profile/) for additional information.

## Routes

Two routes are required for OAuth authentication. The first route initiates an OAuth transaction and redirects the user to the service provider. The second route is the URL to which the user will be redirected after authenticating with the provider.

// Redirect the user to the OAuth provider for authentication. When

// complete, the provider will redirect the user back to the application at

// /auth/provider/callback

app.get('/auth/provider', passport.authenticate('provider'));

// The OAuth provider has redirected the user back to the application.

// Finish the authentication process by attempting to obtain an access

// token. If authorization was granted, the user will be logged in.

// Otherwise, authentication has failed.

app.get('/auth/provider/callback',

passport.authenticate('provider', { successRedirect: '/',

failureRedirect: '/login' }));

## Link

A link or button can be placed on a web page, which will start the authentication process when clicked.

<a href="/auth/provider">Log In with OAuth Provider</a>

### OAuth 2.0

OAuth 2.0 is the successor to OAuth 1.0, and is designed to overcome perceived shortcomings in the earlier version. The authentication flow is essentially the same. The user is first redirected to the service provider to authorize access. After authorization has been granted, the user is redirected back to the application with a code that can be exchanged for an access token. The application requesting access, known as a client, is identified by an ID and secret.

## Configuration

When using the generic OAuth 2.0 strategy, the client ID, client secret, and endpoints are specified as options.

**var** passport = **require**('passport')

, OAuth2Strategy = **require**('passport-oauth').OAuth2Strategy;

passport.use('provider', **new** OAuth2Strategy({

authorizationURL: 'https://www.provider.com/oauth2/authorize',

tokenURL: 'https://www.provider.com/oauth2/token',

clientID: '123-456-789',

clientSecret: 'shhh-its-a-secret'

callbackURL: 'https://www.example.com/auth/provider/callback'

},

**function**(accessToken, refreshToken, profile, done) {

User.findOrCreate(..., **function**(err, user) {

done(err, user);

});

}

));

The verify callback for OAuth 2.0-based strategies accepts accessToken, refreshToken, and profilearguments. refreshToken can be used to obtain new access tokens, and may be undefined if the provider does not issue refresh tokens. profile will contain user profile information provided by the service provider; refer to [User Profile](http://www.passportjs.org/guide/profile/) for additional information.

## Routes

Two routes are required for OAuth 2.0 authentication. The first route redirects the user to the service provider. The second route is the URL to which the user will be redirected after authenticating with the provider.

// Redirect the user to the OAuth 2.0 provider for authentication. When

// complete, the provider will redirect the user back to the application at

// /auth/provider/callback

app.get('/auth/provider', passport.authenticate('provider'));

// The OAuth 2.0 provider has redirected the user back to the application.

// Finish the authentication process by attempting to obtain an access

// token. If authorization was granted, the user will be logged in.

// Otherwise, authentication has failed.

app.get('/auth/provider/callback',

passport.authenticate('provider', { successRedirect: '/',

failureRedirect: '/login' }));

## Scope

When requesting access using OAuth 2.0, the scope of access is controlled by the scope option.

app.get('/auth/provider',

passport.authenticate('provider', { scope: 'email' })

);

Multiple scopes can be specified as an array.

app.get('/auth/provider',

passport.authenticate('provider', { scope: ['email', 'sms'] })

);

Values for the scope option are provider-specific. Consult the provider's documentation for details regarding supported scopes.

## Link

A link or button can be placed on a web page, which will start the authentication process when clicked.

<a href="/auth/provider">Log In with OAuth 2.0 Provider</a>

# User Profile

When authenticating using a third-party service such as Facebook or Twitter, user profile information will often be available. Each service tends to have a different way of encoding this information. To make integration easier, Passport normalizes profile information to the extent possible.

Normalized profile information conforms to the [contact schema](https://tools.ietf.org/html/draft-smarr-vcarddav-portable-contacts-00) established by [Joseph Smarr][schema-author]. The common fields available are outlined in the following table.

provider {String}

The provider with which the user authenticated (facebook, twitter, etc.).

id {String}

A unique identifier for the user, as generated by the service provider.

displayName {String}

The name of this user, suitable for display.

name {Object}

familyName {String}

The family name of this user, or "last name" in most Western languages.

givenName {String}

The given name of this user, or "first name" in most Western languages.

middleName {String}

The middle name of this user.

emails {Array} [n]

value {String}

The actual email address.

type {String}

The type of email address (home, work, etc.).

photos {Array} [n]

value {String}

The URL of the image.

Note that not all of the above fields are available from every service provider. Some providers may contain additional information not described here. Consult the provider-specific documentation for further details.

# Facebook

The Facebook strategy allows users to log in to a web application using their Facebook account. Internally, Facebook authentication works using OAuth 2.0.

Support for Facebook is implemented by the [passport-facebook](https://github.com/jaredhanson/passport-facebook) module.

## Install

$ npm install passport-facebook

## Configuration

In order to use Facebook authentication, you must first create an app at [Facebook Developers](https://developers.facebook.com/). When created, an app is assigned an App ID and App Secret. Your application must also implement a redirect URL, to which Facebook will redirect users after they have approved access for your application.

**var** passport = **require**('passport')

, FacebookStrategy = **require**('passport-facebook').Strategy;

passport.use(**new** FacebookStrategy({

clientID: FACEBOOK\_APP\_ID,

clientSecret: FACEBOOK\_APP\_SECRET,

callbackURL: "http://www.example.com/auth/facebook/callback"

},

**function**(accessToken, refreshToken, profile, done) {

User.findOrCreate(..., **function**(err, user) {

**if** (err) { **return** done(err); }

done(null, user);

});

}

));

The verify callback for Facebook authentication accepts accessToken, refreshToken, and profilearguments. profile will contain user profile information provided by Facebook; refer to [User Profile](http://www.passportjs.org/guide/profile/) for additional information.

Note: For security reasons, the redirection URL must reside on the same host that is registered with Facebook.

## Routes

Two routes are required for Facebook authentication. The first route redirects the user to Facebook. The second route is the URL to which Facebook will redirect the user after they have logged in.

// Redirect the user to Facebook for authentication. When complete,

// Facebook will redirect the user back to the application at

// /auth/facebook/callback

app.get('/auth/facebook', passport.authenticate('facebook'));

// Facebook will redirect the user to this URL after approval. Finish the

// authentication process by attempting to obtain an access token. If

// access was granted, the user will be logged in. Otherwise,

// authentication has failed.

app.get('/auth/facebook/callback',

passport.authenticate('facebook', { successRedirect: '/',

failureRedirect: '/login' }));

Note that the URL of the callback route matches that of the callbackURL option specified when configuring the strategy.

## Permissions

If your application needs extended permissions, they can be requested by setting the scope option.

app.get('/auth/facebook',

passport.authenticate('facebook', { scope: 'read\_stream' })

);

Multiple permissions can be specified as an array.

app.get('/auth/facebook',

passport.authenticate('facebook', { scope: ['read\_stream', 'publish\_actions'] })

);

## Link

A link or button can be placed on a web page, allowing one-click login with Facebook.

<a href="/auth/facebook">Login with Facebook</a>

# Twitter

The Twitter strategy allows users to sign in to a web application using their Twitter account. Internally, Twitter authentication works using OAuth 1.0a.

Support for Twitter is implemented by the [passport-twitter](https://github.com/jaredhanson/passport-twitter) module.

## Install

$ npm install passport-twitter

## Configuration

In order to use Twitter authentication, you must first create an application at [Twitter Developers](https://dev.twitter.com/). When created, an application is assigned a consumer key and consumer secret. Your application must also implement a callback URL, to which Twitter will redirect users after they have approved access for your application.

**var** passport = **require**('passport')

, TwitterStrategy = **require**('passport-twitter').Strategy;

passport.use(**new** TwitterStrategy({

consumerKey: TWITTER\_CONSUMER\_KEY,

consumerSecret: TWITTER\_CONSUMER\_SECRET,

callbackURL: "http://www.example.com/auth/twitter/callback"

},

**function**(token, tokenSecret, profile, done) {

User.findOrCreate(..., **function**(err, user) {

**if** (err) { **return** done(err); }

done(null, user);

});

}

));

The verify callback for Twitter authentication accepts token, tokenSecret, and profile arguments. profilewill contain user profile information provided by Twitter; refer to [User Profile](http://www.passportjs.org/guide/profile/) for additional information.

## Routes

Two routes are required for Twitter authentication. The first route initiates an OAuth transaction and redirects the user to Twitter. The second route is the URL to which Twitter will redirect the user after they have signed in.

// Redirect the user to Twitter for authentication. When complete, Twitter

// will redirect the user back to the application at

// /auth/twitter/callback

app.get('/auth/twitter', passport.authenticate('twitter'));

// Twitter will redirect the user to this URL after approval. Finish the

// authentication process by attempting to obtain an access token. If

// access was granted, the user will be logged in. Otherwise,

// authentication has failed.

app.get('/auth/twitter/callback',

passport.authenticate('twitter', { successRedirect: '/',

failureRedirect: '/login' }));

Note that the URL of the callback route matches that of the callbackURL option specified when configuring the strategy.

## Link

A link or button can be placed on a web page, allowing one-click sign in with Twitter.

<a href="/auth/twitter">Sign in with Twitter</a>

# Google

The Google strategy allows users to sign in to a web application using their Google account. Google [used to support OpenID internally](https://developers.google.com/identity/protocols/OpenID2Migration#shutdown-timetable), but it now works based on [OpenID Connect](https://developers.google.com/identity/protocols/OpenIDConnect) and supports oAuth 1.0 and oAuth 2.0.

Support for Google is implemented by the [passport-google-oauth](https://github.com/jaredhanson/passport-google-oauth) module.

## Install

$ npm install passport-google-oauth

## Configuration

The Client Id and Client Secret needed to authenticate with Google can be set up from the [Google Developers Console](https://console.developers.google.com/). You may also need to enable Google+ API in the developer console, otherwise user profile data may not be fetched. Google supports authentication with both oAuth 1.0 and oAuth 2.0.

### oAuth 1.0

The Google OAuth 1.0 authentication strategy authenticates users using a Google account and OAuth tokens. The strategy requires a verify callback, which accepts these credentials and calls done providing a user, as well as options specifying a consumer key, consumer secret, and callback URL.

#### Configuration

**var** passport = **require**('passport');

**var** GoogleStrategy = **require**('passport-google-oauth').OAuthStrategy;

// Use the GoogleStrategy within Passport.

// Strategies in passport require a `verify` function, which accept

// credentials (in this case, a token, tokenSecret, and Google profile), and

// invoke a callback with a user object.

passport.use(**new** GoogleStrategy({

consumerKey: GOOGLE\_CONSUMER\_KEY,

consumerSecret: GOOGLE\_CONSUMER\_SECRET,

callbackURL: "http://www.example.com/auth/google/callback"

},

**function**(token, tokenSecret, profile, done) {

User.findOrCreate({ googleId: profile.id }, **function** (err, user) {

**return** done(err, user);

});

}

));

#### Routes

Use passport.authenticate(), specifying the 'google' strategy, to authenticate requests. Authentication with Google requires an extra scope parameter. For information, go [here](https://developers.google.com/identity/protocols/OpenIDConnect#scope-param).

// GET /auth/google

// Use passport.authenticate() as route middleware to authenticate the

// request. The first step in Google authentication will involve redirecting

// the user to google.com. After authorization, Google will redirect the user

// back to this application at /auth/google/callback

app.get('/auth/google',

passport.authenticate('google', { scope: 'https://www.google.com/m8/feeds' });

// GET /auth/google/callback

// Use passport.authenticate() as route middleware to authenticate the

// request. If authentication fails, the user will be redirected back to the

// login page. Otherwise, the primary route function function will be called,

// which, in this example, will redirect the user to the home page.

app.get('/auth/google/callback',

passport.authenticate('google', { failureRedirect: '/login' }),

**function**(req, res) {

res.redirect('/');

});

### oAuth 2.0

The Google OAuth 2.0 authentication strategy authenticates users using a Google account and OAuth 2.0 tokens. The strategy requires a verify callback, which accepts these credentials and calls done providing a user, as well as options specifying a client ID, client secret, and callback URL.

#### Configuration

**var** passport = **require**('passport');

**var** GoogleStrategy = **require**('passport-google-oauth').OAuth2Strategy;

// Use the GoogleStrategy within Passport.

// Strategies in Passport require a `verify` function, which accept

// credentials (in this case, an accessToken, refreshToken, and Google

// profile), and invoke a callback with a user object.

passport.use(**new** GoogleStrategy({

clientID: GOOGLE\_CLIENT\_ID,

clientSecret: GOOGLE\_CLIENT\_SECRET,

callbackURL: "http://www.example.com/auth/google/callback"

},

**function**(accessToken, refreshToken, profile, done) {

User.findOrCreate({ googleId: profile.id }, **function** (err, user) {

**return** done(err, user);

});

}

));

#### Routes

Use passport.authenticate(), specifying the 'google' strategy, to authenticate requests. Authentication with Google requires an extra scope parameter. For information, go [here](https://developers.google.com/identity/protocols/OpenIDConnect#scope-param).

// GET /auth/google

// Use passport.authenticate() as route middleware to authenticate the

// request. The first step in Google authentication will involve

// redirecting the user to google.com. After authorization, Google

// will redirect the user back to this application at /auth/google/callback

app.get('/auth/google',

passport.authenticate('google', { scope: ['https://www.googleapis.com/auth/plus.login'] }));

// GET /auth/google/callback

// Use passport.authenticate() as route middleware to authenticate the

// request. If authentication fails, the user will be redirected back to the

// login page. Otherwise, the primary route function function will be called,

// which, in this example, will redirect the user to the home page.

app.get('/auth/google/callback',

passport.authenticate('google', { failureRedirect: '/login' }),

**function**(req, res) {

res.redirect('/');

});

## Link

A link or button can be placed on a web page, allowing one-click sign in with Google.

<a href="/auth/google">Sign In with Google</a>

# Basic & Digest

Along with defining HTTP's authentication framework, [RFC 2617](http://tools.ietf.org/html/rfc2617) also defined the Basic and Digest authentications schemes. These two schemes both use usernames and passwords as credentials to authenticate users, and are often used to protect API endpoints.

It should be noted that relying on username and password creditials can have adverse security impacts, especially in scenarios where there is not a high degree of trust between the server and client. In these situations, it is recommended to use an authorization framework such as [OAuth 2.0](http://www.passportjs.org/guide/oauth2-api/).

Support for Basic and Digest schemes is provided by the [passport-http](https://github.com/jaredhanson/passport-http) module.

## Install

$ npm install passport-http

### Basic

The Basic scheme uses a username and password to authenticate a user. These credentials are transported in plain text, so it is advised to use HTTPS when implementing this scheme.

## Configuration

passport.use(**new** BasicStrategy(

**function**(username, password, done) {

User.findOne({ username: username }, **function** (err, user) {

**if** (err) { **return** done(err); }

**if** (!user) { **return** done(null, false); }

**if** (!user.validPassword(password)) { **return** done(null, false); }

**return** done(null, user);

});

}

));

The verify callback for Basic authentication accepts username and password arguments.

## Protect Endpoints

app.get('/api/me',

passport.authenticate('basic', { session: false }),

**function**(req, res) {

res.json(req.user);

});

Specify passport.authenticate() with the basic strategy to protect API endpoints. Sessions are not typically needed by APIs, so they can be disabled.

### Digest

The Digest scheme uses a username and password to authenticate a user. Its primary benefit over Basic is that it uses a challenge-response paradigm to avoid sending the password in the clear.

## Configuration

passport.use(**new** DigestStrategy({ qop: 'auth' },

**function**(username, done) {

User.findOne({ username: username }, **function** (err, user) {

**if** (err) { **return** done(err); }

**if** (!user) { **return** done(null, false); }

**return** done(null, user, user.password);

});

},

**function**(params, done) {

// validate nonces as necessary

done(null, true)

}

));

The Digest strategy utilizes two callbacks, the second of which is optional.

The first callback, known as the "secret callback" accepts the username and calls done supplying a user and the corresponding secret password. The password is used to compute a hash, and authentication fails if it does not match that contained in the request.

The second "validate callback" accepts nonce related params, which can be checked to avoid replay attacks.

## Protect Endpoints

app.get('/api/me',

passport.authenticate('digest', { session: false }),

**function**(req, res) {

res.json(req.user);

});

Specify passport.authenticate() with the digest strategy to protect API endpoints. Sessions are not typically needed by APIs, so they can be disabled.

# OAuth

[OAuth](http://oauth.net/) (formally specified by [RFC 5849](http://tools.ietf.org/html/rfc5849)) provides a means for users to grant third-party applications access to their data without exposing their password to those applications.

The protocol greatly improves the security of web applications, in particular, and OAuth has been important in bringing attention to the potential dangers of exposing passwords to external services.

While OAuth 1.0 is still widely used, it has been superseded by [OAuth 2.0](http://www.passportjs.org/guide/oauth2-api/). It is recommended to base new implementations on OAuth 2.0.

When using OAuth to protect API endpoints, there are three distinct steps that that must be performed:

1. The application requests permission from the user for access to protected resources.
2. A token is issued to the application, if permission is granted by the user.
3. The application authenticates using the token to access protected resources.

## Issuing Tokens

[OAuthorize](https://github.com/jaredhanson/oauthorize), a sibling project to Passport, provides a toolkit for implementing OAuth service providers.

The authorization process is a complex sequence that involves authenticating both the requesting application and the user, as well as prompting the user for permission, ensuring that enough detail is provided for the user to make an informed decision.

Additionally, it is up to the implementor to determine what limits can be placed on the application regarding scope of access, as well as subsequently enforcing those limits.

As a toolkit, OAuthorize does not attempt to make implementation decisions. This guide does not cover these issues, but does highly recommend that services deploying OAuth have a complete understanding of the security considerations involved.

## Authenticating Tokens

Once issued, OAuth tokens can be authenticated using the [passport-http-oauth](https://github.com/jaredhanson/passport-http-oauth) module.

## Install

$ npm install passport-http-oauth

## Configuration

passport.use('token', **new** TokenStrategy(

**function**(consumerKey, done) {

Consumer.findOne({ key: consumerKey }, **function** (err, consumer) {

**if** (err) { **return** done(err); }

**if** (!consumer) { **return** done(null, false); }

**return** done(null, consumer, consumer.secret);

});

},

**function**(accessToken, done) {

AccessToken.findOne({ token: accessToken }, **function** (err, token) {

**if** (err) { **return** done(err); }

**if** (!token) { **return** done(null, false); }

Users.findById(token.userId, **function**(err, user) {

**if** (err) { **return** done(err); }

**if** (!user) { **return** done(null, false); }

// fourth argument is optional info. typically used to pass

// details needed to authorize the request (ex: `scope`)

**return** done(null, user, token.secret, { scope: token.scope });

});

});

},

**function**(timestamp, nonce, done) {

// validate the timestamp and nonce as necessary

done(null, true)

}

));

In contrast to other strategies, there are two callbacks required by OAuth. In OAuth, both an identifier for the requesting application and the user-specific token are encoded as credentials.

The first callback is known as the "consumer callback", and is used to find the application making the request, including the secret assigned to it. The second callback is the "token callback", which is used to indentify the user as well as the token's corresponding secret. The secrets supplied by the consumer and token callbacks are used to compute a signature, and authentication fails if it does not match the request signature.

A final "validate callback" is optional, which can be used to prevent replay attacks by checking the timestamp and nonce used in the request.

## Protect Endpoints

app.get('/api/me',

passport.authenticate('token', { session: false }),

**function**(req, res) {

res.json(req.user);

});

Specify passport.authenticate() with the token strategy to protect API endpoints. Sessions are not typically needed by APIs, so they can be disabled.

# OAuth 2.0

OAuth 2.0 (formally specified by [RFC 6749](http://tools.ietf.org/html/rfc6749)) provides an authorization framework which allows users to authorize access to third-party applications. When authorized, the application is issued a token to use as an authentication credential. This has two primary security benefits:

1. The application does not need to store the user's username and password.
2. The token can have a restricted scope (for example: read-only access).

These benefits are particularly important for ensuring the security of web applications, making OAuth 2.0 the predominant standard for API authentication.

When using OAuth 2.0 to protect API endpoints, there are three distinct steps that must be performed:

1. The application requests permission from the user for access to protected resources.
2. A token is issued to the application, if permission is granted by the user.
3. The application authenticates using the token to access protected resources.

## Issuing Tokens

[OAuth2orize](https://github.com/jaredhanson/oauth2orize), a sibling project to Passport, provides a toolkit for implementing OAuth 2.0 authorization servers.

The authorization process is a complex sequence that involves authenticating both the requesting application and the user, as well as prompting the user for permission, ensuring that enough detail is provided for the user to make an informed decision.

Additionally, it is up to the implementor to determine what limits can be placed on the application regarding scope of access, as well as subsequently enforcing those limits.

As a toolkit, OAuth2orize does not attempt to make implementation decisions. This guide does not cover these issues, but does highly recommend that services deploying OAuth 2.0 have a complete understanding of the security considerations involved.

## Authenticating Tokens

OAuth 2.0 provides a framework, in which an arbitrarily extensible set of token types can be issued. In practice, only specific token types have gained widespread use.

## Bearer Tokens

Bearer tokens are the most widely issued type of token in OAuth 2.0. So much so, in fact, that many implementations assume that bearer tokens are the only type of token issued.

Bearer tokens can be authenticated using the [passport-http-bearer](https://github.com/jaredhanson/passport-http-bearer) module.

## Install

$ npm install passport-http-bearer

## Configuration

passport.use(**new** BearerStrategy(

**function**(token, done) {

User.findOne({ token: token }, **function** (err, user) {

**if** (err) { **return** done(err); }

**if** (!user) { **return** done(null, false); }

**return** done(null, user, { scope: 'read' });

});

}

));

The verify callback for bearer tokens accepts the token as an argument. When invoking done, optional info can be passed, which will be set by Passport at req.authInfo. This is typically used to convey the scope of the token, and can be used when making access control checks.

## Protect Endpoints

app.get('/api/me',

passport.authenticate('bearer', { session: false }),

**function**(req, res) {

res.json(req.user);

});

Specify passport.authenticate() with the bearer strategy to protect API endpoints. Sessions are not typically needed by APIs, so they can be disabled.

# API Schemes

The following is a list of strategies that implement authentication schemes used when protecting API endpoints.

| Scheme | Specification | Developer |
| --- | --- | --- |
| [Anonymous](https://github.com/jaredhanson/passport-anonymous) | N/A | [Jared Hanson](https://github.com/jaredhanson) |
| [Bearer](https://github.com/jaredhanson/passport-http-bearer) | [RFC 6750](http://tools.ietf.org/html/rfc6750) | [Jared Hanson](https://github.com/jaredhanson) |
| [Basic](https://github.com/jaredhanson/passport-http) | [RFC 2617](http://tools.ietf.org/html/rfc2617) | [Jared Hanson](https://github.com/jaredhanson) |
| [Digest](https://github.com/jaredhanson/passport-http) | [RFC 2617](http://tools.ietf.org/html/rfc2617) | [Jared Hanson](https://github.com/jaredhanson) |
| [Hash](https://github.com/yuri-karadzhov/passport-hash) | N/A | [Yuri Karadzhov](https://github.com/yuri-karadzhov) |
| [Hawk](https://github.com/jfromaniello/passport-hawk) | [hueniverse/hawk](https://github.com/hueniverse/hawk) | [José F. Romaniello](https://github.com/jfromaniello) |
| [Local API Key](https://github.com/cholalabs/passport-localapikey) | N/A | [Sudhakar Mani](https://github.com/cholalabs) |
| [OAuth](https://github.com/jaredhanson/passport-http-oauth) | [RFC 5849](http://tools.ietf.org/html/rfc5849) | [Jared Hanson](https://github.com/jaredhanson) |
| [OAuth 2.0 Client Password](https://github.com/jaredhanson/passport-oauth2-client-password) | [RFC 6749](http://tools.ietf.org/html/rfc6749#section-2.3.1) | [Jared Hanson](https://github.com/jaredhanson) |
| [OAuth 2.0 JWT Client Assertion](https://github.com/xtuple/passport-oauth2-jwt-bearer) | [draft-jones-oauth-jwt-bearer](http://tools.ietf.org/html/draft-jones-oauth-jwt-bearer) | [xTuple](https://github.com/xtuple) |
| [OAuth 2.0 Public Client](https://github.com/timshadel/passport-oauth2-public-client) | [RFC 6749](http://tools.ietf.org/html/rfc6749) | [Tim Shadel](https://github.com/timshadel) |

# Log In

Passport exposes a login() function on req (also aliased as logIn()) that can be used to establish a login session.

req.login(user, **function**(err) {

**if** (err) { **return** next(err); }

**return** res.redirect('/users/' + req.user.username);

});

When the login operation completes, user will be assigned to req.user.

Note: passport.authenticate() middleware invokes req.login() automatically. This function is primarily used when users sign up, during which req.login() can be invoked to automatically log in the newly registered user.

# Log Out

Passport exposes a logout() function on req (also aliased as logOut()) that can be called from any route handler which needs to terminate a login session. Invoking logout() will remove the req.userproperty and clear the login session (if any).

app.get('/logout', **function**(req, res){

req.logout();

res.redirect('/');

});

# Authorize

An application may need to incorporate information from multiple third-party services. In this case, the application will request the user to "connect", for example, both their Facebook and Twitter accounts.

When this occurs, a user will already be authenticated with the application, and any subsequent third-party accounts merely need to be authorized and associated with the user. Because authentication and authorization in this situation are similar, Passport provides a means to accommodate both.

Authorization is performed by calling passport.authorize(). If authorization is granted, the result provided by the strategy's verify callback will be assigned to req.account. The existing login session and req.userwill be unaffected.

app.get('/connect/twitter',

passport.authorize('twitter-authz', { failureRedirect: '/account' })

);

app.get('/connect/twitter/callback',

passport.authorize('twitter-authz', { failureRedirect: '/account' }),

**function**(req, res) {

**var** user = req.user;

**var** account = req.account;

// Associate the Twitter account with the logged-in user.

account.userId = user.id;

account.save(**function**(err) {

**if** (err) { **return** self.error(err); }

self.redirect('/');

});

}

);

In the callback route, you can see the use of both req.user and req.account. The newly connected account is associated with the logged-in user and saved to the database.

## Configuration

Strategies used for authorization are the same as those used for authentication. However, an application may want to offer both authentication and authorization with the same third-party service. In this case, a named strategy can be used, by overriding the strategy's default name in the call to use().

passport.use('twitter-authz', **new** TwitterStrategy({

consumerKey: TWITTER\_CONSUMER\_KEY,

consumerSecret: TWITTER\_CONSUMER\_SECRET,

callbackURL: "http://www.example.com/connect/twitter/callback"

},

**function**(token, tokenSecret, profile, done) {

Account.findOne({ domain: 'twitter.com', uid: profile.id }, **function**(err, account) {

**if** (err) { **return** done(err); }

**if** (account) { **return** done(null, account); }

**var** account = **new** Account();

account.domain = 'twitter.com';

account.uid = profile.id;

**var** t = { kind: 'oauth', token: token, attributes: { tokenSecret: tokenSecret } };

account.tokens.push(t);

**return** done(null, account);

});

}

));

In the above example, you can see that the twitter-authz strategy is finding or creating an Accountinstance to store Twitter account information. The result will be assigned to req.account, allowing the route handler to associate the account with the authenticated user.

### Association in Verify Callback

One downside to the approach described above is that it requires two instances of the same strategy and supporting routes.

To avoid this, set the strategy's passReqToCallback option to true. With this option enabled, req will be passed as the first argument to the verify callback.

passport.use(**new** TwitterStrategy({

consumerKey: TWITTER\_CONSUMER\_KEY,

consumerSecret: TWITTER\_CONSUMER\_SECRET,

callbackURL: "http://www.example.com/auth/twitter/callback",

passReqToCallback: true

},

**function**(req, token, tokenSecret, profile, done) {

**if** (!req.user) {

// Not logged-in. Authenticate based on Twitter account.

} **else** {

// Logged in. Associate Twitter account with user. Preserve the login

// state by supplying the existing user after association.

// return done(null, req.user);

}

}

));

With req passed as an argument, the verify callback can use the state of the request to tailor the authentication process, handling both authentication and authorization using a single strategy instance and set of routes. For example, if a user is already logged in, the newly "connected" account can be associated. Any additional application-specific properties set on req, including req.session, can be used as well.

1.4) Socket.IO

**Introduction**

Writing a chat application with popular web applications stacks like LAMP (PHP) has traditionally been very hard. It involves polling the server for changes, keeping track of timestamps, and it’s a lot slower than it should be.

Sockets have traditionally been the solution around which most real-time chat systems are architected, providing a bi-directional communication channel between a client and a server.

This means that the server can *push* messages to clients. Whenever you write a chat message, the idea is that the server will get it and push it to all other connected clients.

**The web framework**

The first goal is to setup a simple HTML webpage that serves out a form and a list of messages. We’re going to use the Node.JS web framework express to this end. Make sure [Node.JS](https://nodejs.org/) is installed.

First let’s create a package.json manifest file that describes our project. I recommend you place it in a dedicated empty directory (I’ll call mine chat-example).

|  |
| --- |
| {  "name": "socket-chat-example",  "version": "0.0.1",  "description": "my first socket.io app",  "dependencies": {} } |

Now, in order to easily populate the dependencies with the things we need, we’ll use npm install --save:

|  |
| --- |
| npm install --save express@4.15.2 |

Now that express is installed we can create an index.js file that will setup our application.

|  |
| --- |
| var app = require('express')(); var http = require('http').createServer(app);  app.get('/', function(req, res){  res.send('<h1>Hello world</h1>'); });  http.listen(3000, function(){  console.log('listening on \*:3000'); }); |

This translates into the following:

* Express initializes app to be a function handler that you can supply to an HTTP server (as seen in line 2).
* We define a route handler / that gets called when we hit our website home.
* We make the http server listen on port 3000.

If you run node index.js you should see the following:

![A console saying that the server has started listening on port 3000](data:image/png;base64,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)

And if you point your browser to http://localhost:3000:

![A browser displaying a big 'Hello World'](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnwAAAHOCAYAAAACB9S1AAAYTGlDQ1BJQ0MgUHJvZmlsZQAAWAmtWWdUFM3S7pmNwC455xwlZ5Ccc46isuQMLhkBERERVESCKJgAFQxgFhUBARMiSYKiIAoKKCoGMsjXi+F9zz33/vtmz/Q8U11dU1Vd0z1VCwAfiRITE4EyAxAZFUd1tjAW9vTyFiaMACxAARP8iVL8Y2OMHB1twf885gYAQut8Jk+T9T/Z/nsHS0BgrD8AiCPs9guI9Y+E+BoAWEb/GGocALg2SBdLjIuh4UmI2alQQYhXaDh4HeOh9oDd7xcWX+dxdTYBAK8FAJFEoVCDAWA0hXThBP9gKIcxAPaxRgWERsFhSRDr+4dQII23HvJsiIyMpuFxiKX9/iUn+F+YQvH7K5NCCf6Lf9kCR8IHm4bGxkRQktdv/j+byIh46K/1QwS2pBCqpTO8skO/lYdH29AwCeJLUX72DhCzQtwQCi36jTtD4i3dIKbxj/rHmkBfAk6IfwRQTG0g5gcApY8PdzP6jSUpVIjW+VHj0Dgr19/YnRrt/Fs+GhYVYU+LDygHTQ0JtPqDDwXGmrlAOtQBDQsKNbeCGM4VWp0S4uoBMdQTrU8IdbeHmBHitthwF5oONDm9KSEmNPo6DzXemaazOKRPBlHNaTZCHgwpMhaidfkYUX/K+rO4IV0tLsTVEtLhWIxtQKCpGcTwuRjPwCi33/pgQmLijGlyaPwpMRHr8Q31xBwKjLCg0UUhropNcPkz9kEc1ZVGh37DDIRRrGnxCnXGfIiJc6T5hKbPArAFJsAUCIN4ePqBaBAGQjunb07Du1895oACqCAYBAL535Q/IzzWe6Jg6wJSwCcQBXli/44zXu8NBAmQvvqX+musPAha701YHxEO3sMnRGJ5sfpYXawtbA3hqYLVwmr/GSfM9EdPvBneFG+JN8fL/KEAf6h1BDypIPS/0GxgXyC0jgrbqD82/CMP9x7Xg3uL68eN4l4AdzC+LuW3pVtDM6l/NPgr2Q6MQmm/vBIIPRYFpv7wYCWh1upYY6we1B/qjuXE8gJ5rBq0xAhrAG1Th9Q/3qNpHf9Xt398+cfvf/hoWgv/y8bfdEZZRvXfWvj9sQrO5B9P/KeUf3pCQQDksvlPTkwO5irmIeYe5jGmAXMTCGOaMPWYDsxdGv6ts/m6d4L/Ps153aPh0IbQPzxK55WmlFb+3P21lQIpNA1ocwDjPy4wKQ7GHzCJjkmmhgaHxAkbwVU4UNgqyl9hg7CKkrIaALQ1ncYDwHfn9bUa4ez6h0aJAEBLBQB6439o0XAdqC2GYX3kH5okfB95tAG44uwfT034JQ9Lu+AAPdwp2AEPEARiQBrapAI0gC4wBGbAGjgAV+AFtkCvh4BIqHUiSAU7QTbIAwdBMTgKToBKUA0ugivgJmgA98AD8AR0g37wEsbGO/ARzIA5sIwgCAEhI2wIDyKESCByiAqihegjZogt4ox4Ib5IMBKFxCOpyC4kDzmEHEVOITXIZeQWcg95jPQgL5A3yBTyDVlCMSgJZUcFUElUEdVCjVAb1BXdjAaj29AUNAs9gJaiFegF9AZ6D32C9qOj6Ed0FgMwDBhOjAhGHqOFMcE4YLwxQRgqJh2TiynBVGBqMbfhXD/DjGKmMYtYPJYNK4yVh/FpiXXD+mO3YdOx+7BHsdXYG9g27DPsG+wM9ieOjOPHyeF0cFY4T1wwLhGXjSvBncFdx92H78473Bwej+fES+E14bvphQ/Db8fvwx/D1+Gb8T34MfwsgUDgIcgR9AgOBAohjpBNOEK4QGgi9BLeERaIDEQhogrRnOhNjCJmEkuI54iNxF7iBHGZjplOgk6HzoEugC6ZLp+uiu42XRfdO7plehZ6KXo9elf6MPqd9KX0tfT36V/Rf2dgYBBl0GZwYghlyGAoZbjE8IjhDcMiiZUkSzIh+ZDiSQdIZ0nNpBek72QyWZJsSPYmx5EPkGvIreQR8gIjG6MCoxVjAOMOxjLGG4y9jJ+Z6JgkmIyYtjClMJUwXWXqYppmpmOWZDZhpjCnM5cx32IeZJ5lYWNRZnFgiWTZx3KO5THLJCuBVZLVjDWANYu1krWVdYwNwybGZsLmz7aLrYrtPts7djy7FLsVexh7HvtF9k72GQ5WDjUOd44kjjKOuxyjnBhOSU4rzgjOfM4rnAOcS1wCXEZcgVx7uWq5ernmufm4DbkDuXO567j7uZd4hHnMeMJ5Cnhu8gzzYnlleZ14E3mP897nneZj59Pl8+fL5bvCN8SP8svyO/Nv56/k7+CfFRAUsBCIETgi0CowLcgpaCgYJlgk2Cg4JcQmpC8UKlQk1CT0QZhD2Eg4QrhUuE14RoRfxFIkXuSUSKfIsqiUqJtopmid6LAYvZiWWJBYkViL2Iy4kLideKr4efEhCToJLYkQicMSDyXmJaUkPST3SN6UnJTilrKSSpE6L/VKmixtIL1NukK6TwYvoyUTLnNMplsWlVWXDZEtk+2SQ+U05ELljsn1bMBt0N4QtaFiw6A8Sd5IPkH+vPwbBU4FW4VMhZsKnxXFFb0VCxQfKv5UUleKUKpSeqnMqmytnKl8W/mbiqyKv0qZSp8qWdVcdYdqvepXNTm1QLXjas/V2dTt1Peot6ivamhqUDVqNaY0xTV9Ncs1B7XYtRy19mk90sZpG2vv0G7QXtTR0InTuaLzRVdeN1z3nO7kRqmNgRurNo7piepR9E7pjeoL6/vqn9QfNRAxoBhUGLw1FDMMMDxjOGEkYxRmdMHos7GSMdX4uvG8iY5JmkmzKcbUwjTXtNOM1czN7KjZiLmoebD5efMZC3WL7RbNljhLG8sCy0ErASt/qxqrGWtN6zTrNhuSjYvNUZu3trK2VNvbdqidtV2h3St7Cfso+5sOwMHKodBh2FHKcZvjHSe8k6NTmdN7Z2XnVOeHLmwuW13Oucy5Grvmu750k3aLd2txZ3L3ca9xn/cw9TjkMeqp6Jnm+cSL1yvUq96b4O3ufcZ7dpPZpuJN73zUfbJ9BjZLbU7a/HgL75aILXe3Mm2lbL3qi/P18D3nu0JxoFRQZv2s/Mr9ZvxN/A/7fwwwDCgKmArUCzwUOBGkF3QoaDJYL7gweCrEIKQkZDrUJPRo6Ncwy7ATYfPhDuFnw9ciPCLqIomRvpG3olijwqPaogWjk6J7YuRismNGt+lsK942Q7WhnolFYjfH1sexw4/njnjp+N3xbxL0E8oSFhLdE68msSRFJXUkyybvTZ5IMU85vR273X97S6pI6s7UN2lGaafSkXS/9JYdYjuydrzLsMio3km/M3zn00ylzEOZP3Z57LqdJZCVkTW222L3+WzGbGr24B7dPSdysDmhOZ17Vfce2fszNyC3PU8pryRvZZ//vvb9yvtL968dCDrQma+Rf/wg/mDUwYECg4LqQyyHUg6NFdoV3igSLsot+lG8tfhxiVrJicP0h+MPj5baltYfET9y8MjK0ZCj/WXGZXXl/OV7y+ePBRzrPW54vPaEwIm8E0snQ08+P2Vx6kaFZEVJJb4yofJ9lXvVw9Nap2vO8J7JO7N6NursaLVzdVuNZk3NOf5z+efR8/Hnpy74XOi+aHqxvla+9lQdZ13eJXAp/tKHy76XB67YXGm5qnW19prEtfLrbNdzbyA3km/M3Ay5OVrvVd9zy/pWy23d29fvKNw52yDSUHaX425+I31jVuNaU0rTbHNM8/S94HtjLVtbXrZ6tva1ObV13re5/+iB+YPWh0YPmx7pPWp4rPP4VrtW+80nGk9udKh3XH+q/vR6p0bnjS7Nrvpu7e7bPRt7GnsNeu89M332oM+q70m/fX/PgNvA80GfwdHnAc8nX0S8+DqUMLT8MuMV7lXuMPNwyQj/SMVrmdd1oxqjd9+Yvul46/L25Zj/2Mfx2PGVd1nvye9LJoQmaiZVJhumzKe6P2z68O5jzMfl6exPLJ/KP0t/vvbF8EvHjOfMu6/Ur2vf9n3n+X72h9qPllnH2ZG5yLnl+dwFnoXqRa3Fh0seSxPLiSuEldJVmdXbP21+vlqLXFuLoVAp698CGNiiQUEAfDsLANkLALZu+E3B+CvnWueAn8gI5IHYHVFAPqJtmF1YF5whXorAS+SmE6LXY7AnhZMPMt5immaRZw1kq2Qf45TlSuZu4mXi8+CvEvgutFE4S+SpGIu4s8R+ySfSQEZVNkju8IZ2+XlFaSUn5QyV86r96qiGsuZmrVztGzpvNpL1tPR9DfYaXjZ6ZUI01TDzNz9oUW85Yo3YiNta2IXZ5ztcc3zutODC6arq5uAe6bHfs9brifebTTM+85uXtwJfegqPn7y/UYBz4NagwGBKiEvoxjDhcCR8NKIp8mTUruiQGMdtWlThWGLsl7iB+MaE6sTCpPTkiBSv7Vapemma6Ro7tDOMdtpkeuwKzIrbvTu7aE9VztW9zbkdeQP7Xu+fOPAp/9vB2YK5Q7OFs0VLJdjDHKUbjlgc9S/bUV56rPZ404knJ/tODVWMVk5V/TiDOctRLVtjfM7nfOKFootXanvqvl5muaJ61eVa7PWDN2pu3q6/d6v1dvOdOw3X79Y11jRVNh+7V9yS25raFnbf5YHGQ+6Hi49GH3e1P3jS2nHvaUNnXVdpd2yPSS+599mzsr6gfvUB3MDgYPXzhBeGQ/ihhzC+1F9NDBeM6I6Mvd4/qjv68c2Jt85jmLG6cbfxxXdF7ze8b5pwnhif3D2lODX+ofpj1LTq9Oynus/+X1i+XJ9xnHn/NfUb17cH3/N/RM1S5oJgHI0v3V9VWFtbn38x5BIahlHBTGIv4zLwngQ9ojydFL0UgyhJiazD6MTkz5zOcoK1kW2Kg5lTi4vCncNzjXeEn0FAVXCTUIbwKZEm0ZdisxIMkkJS6tJWMr6yyXKFGy7LdyhMKmGVRVQ2qnqrxannaVRp3tJ6qv1W58dGvB6fvrKBnWGEUb7xJZNu00/mRAsBSxUrM2s3G3/bKLsk+3SHXY67nbKdc1xyXfe55bpneSR7hni5eptuMvAx3+y9JXFrse8lSotfu//9gOuB5UHbgz1ClEJJodNh3eG3I2oiy6LyozNjqNt8qIaxQrHLcf3xFxOyE/2SzJKVUsS3C6TypHGkM+/A75jLeLuzPfPyruKsxN2bs633mObY7qXk7sw7ve/B/pEDn/NnD84XzB76XjhT9Kl4uuTz4YUjzEe1y6LKzxzrPD52Yurku1OvK15U9lQ9Ot14puFse/WncyLnN18ov/iijv2S/eUcuHotXle4EXCzrL73Nu6OWsPWu7sbzzQ1NDfeO9dysDWtLfF+xoP8h8ceVT4+3n7gSXyHy1P5TmznUNeV7ryesF6nZ2Z9Zv1OA36D8c+zXuwZSnsZ9MpkmHd4euTW6z2jnm/k3xLfvh9rHT/2btt7wwnSRN9k5dSOD6EfA6ZDPkV+jvkSMxPzlfot4Xvyj8TZ0DmLeab5qwtmC08WvRc/LXWvkFaH1udfDrQhNshzNBCDx+Rj5bBduBS8In6KcJoYQqdIt0jfznCClEh2ZlRhYmSaY37B0sxaw1bInsYRzOnMpcctw8PBs8I7ydfL3yhQK1gpVCZcIlIkmi+WLZ4gQZE0kxKWWpDukDkhGytnuUFEHpWfUhhUfKR0W/mcSqlqhpqvurYGXqNLs1jLU5tH+4XOMd2AjSp6eL0R/RsG+YYhRqbGkibMpsD0u9mE+YDFHcsSq0BrCetRm1JbBzuCXav9LgcrR27HD06NzoUuIa66bmS3EfeLHqme1l4cXq+9qzdFw/1/cfPdLRlbTXyJvj2Ucr9w/40BpIChwLNB24K1gldCmkIzwgzDQXhzxM5Ikyhs1P3o3TFGMQvbzlO94J5dE+cQ9yO+NGFjwkhiRpJA0t1k3xTOlKHt51N3pXmmS6fP7WjNKNwZnGm6SzaLezdDNsj+sWcs5+neutx9eZR9avsJ+4cOXMrPPRheYHGI9dCDwk2F00UpxUYlxodzjhCP5paNH+M5rnJC+6T2KfUKxUrpKpHTPGdYztJX09UwwUjSu+B7cU/txbpnl1auSF/1vnboes9N9nqvW+W3Bxtwd2UaLZr8mnfcO97S2Pq6be2ByEOTR8GP97VffjLQsdop07Wp+3DPyDOVvv39nwddnt8aEnlZPKz4mvFN4njeZPIn+29zi060+f9Ve6PtCXgNAAphnum+H55TABTcBEDyDgBc9AA4kgFw1QbonlqAWtQCJHz33/0DgfVJIsw5OYEQkAFqMNO0Bd4wc04Ce2FGeQE0gl5YB1lBWBEZxBDmh7HIfpgP3kfGUAQVQY3RAHQPzPJ60SWMGMYOk4KpxgxiiVgdbCS2EvsCx4qzgRlZKx7BG+Iz8C0EHMGacJDwnChCjCDeoiPQedBV0y3R29Gfop9nsGeoJmFJfqRWsgR5L/kzoytjA8x0CpgB8zbmcRYvli5Wc9a7bFpsN9h12Fs5nDnGOOO58Fwl3JLc9Tz2PJO8OXzKfGP8JwT8BOUEF4QeCBeLBIiqieHFXopflciXjJCykZaTIcvMyPbL3dlwXD5dwUdRW4ldaUb5qco51b1qIerWGgqaHJprWp+0R3R6dds33tdr039o0Gk4ZDRpPGcKzPBwnSNaEq3orEk27LYidmr29g5RjkVODc7vXMluau5eHmmeJ73avCd8GDYrbXHfmupbRen0WwgQD3QJ2h3cELIUZhJ+JGIxyj+6d5s5tSFOLb4uUT7pcsrG7d1p0Tv4MwYyi7Jsd8/tKdq7Iff+vsADHPmvC54WDhevlQof1S63Pb71ZHLFyaqhs/I1Jy8o1Y5ePnVty02GW7UNm5vkWoTumz+q6CB1SffM9RUMSr/oeXX89eG3ve99pxY/sX658A38UJrTnl9bzF2qX+5bubNa+TNmTXN9/UDWaw6sgA9IwlqDAbADPrC2kA4KQBW4Bbpg3WAV4UQUEWskCFYEKmAV4C2KRaVQW5SKHkVb0S8YfowNJhVThxmHlTJnbB72Pg7B6eG24+7gVvAG+F34xwRmghfhNOEb0YhYSHxPp0tXSDdNbw7nfIXBk+EazISppD6yNvkkIwNjEuMEkxdTJ7M5czOLPksTqwlrO5sL2zDMTJc48jllOZ9wbePm5L7B48TznjeZj8xXxW/IPy5QIGgtxCg0LHxV5IBoqJixOLf4R4m7kgelgqSNZSRkWeWIG3DyRAVGRVYlFmWi8qLKpOqgWrv6PY17mu1aL7W/6TJuVNJz0g81iDOkGoUYe5pYmGqbqZlrWVhYbrVKtz5l89B2xp7PwcwxHO5pRS6HXYvditxPejR5fvVW35Th83SL4NY43y4/Mf+ggOLA60GdweMhy2Gc4aoRrpEJUUejm2M+ULlizeMS4s8mDCUxJ9ul5G9/niaZnrZjbGfwLuas9uy4HPzePXnYfTkH+PJbCzILPYtNDuse0S3TPaZ9QuYUtuJBVcIZvrN3a/zOc1wYrr1/qevK7HXlm6m3njQwNZo2U1vOtE09NH58pUO5s7x7uPdH39eBiedjQ5OvfrxG3tCPsb8Tn7CcKpnW/JL7/cx8xGLnctZK6+qPn4vr84/Ct58FVpvkgT5wgvXPNFACLoEO8AGhg7UhO4SKlCLNyAeUEzVF49Az6BCGBWOFycI0Y1ZhZSYFexu7gjPC5eIG8TL4nfhhgj6hgkgkRhP76LTpjtGjsBbSz2DKcIekTbpHdiS/Z8xkEmFqZvZhnmM5yCrP+pQtip3MXs1hzPGKM5lLkKuT+wCPH68xnyw/O/+ywLBgvdAh4UgRW1ElMW5xvPiixFfJL1LfpVdlGeXENxjK+ypkKB5Tqld+pvJdjVfdSiNTs1WbpOOje0mPAL9VG41EjQtNOc1qLbytWKx7bI/aRzu6Oau4DLl5u3d4Wno92xTks7Blly9CifHrD9AMLA+mC9kZRh9eGWkXDWJuUqPjBONbE+OTA7Z/Tq/KSN45kLmShe4mZjPvUc2J3duX57Zv6kDOQYWCF4U5xbolX0trjm4ppz929oTmybsVBpXNp03PtFc71vSdd73QXWted+uy9JXD14jX026s1O+9LXmn+25mk0bzVEt5m8MD7MM7j2OfyHWMdx7v9uxlf9bbnz9o/Xxt6MIrh+HJ1/Gjq28zxzHvMifQyV0fsB93TH/+bP4leebY1/3f4r+bfp//cW7WfvblXMjc3HzC/NSCz0LXosni+SXyUsxS77L6cuny1xWrlYqV5VXX1Ys/MT89f15YQ9bc1s7R5j82SBXWK+GBkIxh+XFkbe27JACEQwCsFqytLVesra1WwmTjFQDNEb/+z6Ex0/4nKn9NQ+2y/Rm067+P/wOUHsrkhElSWwAAAZ1pVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IlhNUCBDb3JlIDUuNC4wIj4KICAgPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4KICAgICAgPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIKICAgICAgICAgICAgeG1sbnM6ZXhpZj0iaHR0cDovL25zLmFkb2JlLmNvbS9leGlmLzEuMC8iPgogICAgICAgICA8ZXhpZjpQaXhlbFhEaW1lbnNpb24+NjM2PC9leGlmOlBpeGVsWERpbWVuc2lvbj4KICAgICAgICAgPGV4aWY6UGl4ZWxZRGltZW5zaW9uPjQ2MjwvZXhpZjpQaXhlbFlEaW1lbnNpb24+CiAgICAgIDwvcmRmOkRlc2NyaXB0aW9uPgogICA8L3JkZjpSREY+CjwveDp4bXBtZXRhPgp61AmPAABna0lEQVR42u2dB7hkVZW2V91uupumAzQNTTdBck4iOCphFAUD5lFGBQwzjgHjKKPzG0fHHGZ0xMyYFceIIsqgIIIIgiCgJMkg0DShybH71l/fodeddffdJ1Tdqntvd7/v89RTVadOqrPP3ufba6+1thkAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMDaQ4tLwLUCAABYjWlzCRAxiDYAAABY68Vii/8DAAAAsGYLwhbnjogEAABAnK3ZIrC1lp4vIg4AAABxuNaIv9YafI4trh0AAABibYL2P6XFX2sNOa/WGnodAAAAYPJFYnuCj7dGC75BirzWGnrNAAAAEHETu6/VUvy1VrNzaA3ofyHiAAAAEIfdrj9IobjGCL5+Cr3WgP8vghAAAGDNEXT9FnZTXvhNlpBp9WGdiRCBCD0AAIA1Q/hNlLhr9+EYq73gG6QI60UAYvEDAABYs4Rdt9v1KuAmQlyuloJvvFa91jiXtyboeiAGAQAAJk/UdbuP9jgFXrvPx1+tBd94hl+7scy1xikerY/bAwAAwMSLwXYft+9G5I3nnAYu+iZCuPQq9lo9LGv14fgM8wIAAKwe4q6b7XoRXe0ufu9FJE6Y6JvM2Sj6JfQGYQHs9vwQgQAAABMr7vohrHqx4A1S+A1M9A1SkAxK7LVqlncr8FpdfkfsAQAATA3RV7VdL7557S7222T/U0b0DUqU9EPs9Sr0Wn34bTzLAQAAYOIFYdPl7T781o3wmxKibxCipR8BGE3EXreCsBtfv9YkXTsAAADoTfA1FW5lv/ci6MZr7Zsw0TeRgm88QRh1Qq9O5HVj6et1HQAAAJgcsdce5zrtBgKuW+E36CCPSRV8/fDNayr2WjXir6kFsKmw7OX6IQgBAADGL+i6EUFNLHB14q5K5LW7PNagfP0mTfD1W+xVCb0q8ddEFHYjApt+BwAAgIkXhd0IqjorX7uB8KvbV9umoOjrl2iZSLFXJ/RaDYRdryKwl/8LAAAA/RF3TURQU3FXt267gfBbbUTf9AkuuG6FVhNxVyf0ehGAdeeB0AMAAJhc4VfnL9eqEYG+Tju8txs+0+N67WRfZcduJcdv2Wo4l+54h0S7EWUta2bZa3Uh8pqIzV6uH0IQAABgfMKuye/d+NXVWffaNeu1G65Xt6zp9ybXZUIE33inQKsTYDmLXZ2Fr078mdVbB63mN3z6AAAAJl4ENk2fUiXWrIHIq1vWbiAWm4i+fqRwGbjg6yWJci9ir4l1r07ozeu8Flrz4eC682tyDRGBAAAAvYu7psKvaS69VJTd2nnd1UDkdbt8vKKv7758gxB8vYq9Kt+7Kqte1Xdftuj1r3/9Tm9605tet2jRov0636e1221rtR5ZLX4e+J286lh6HznBkmP7Oul5pu91x2p6Tt1uN97r4P8td7zcf2xyzUpv1FX7Ktsv5U/5U/6UP+W/9pT/0NDQyqVLl/7205/+9GePPvroSzqr3VxirWvXfK/7rUx09ir6pqzgqxN/TSx7vYo9/zz/yCOP3Ot973vfMZ0CnrNy5UobHh4eU5HSmy9X2XI3pF7aX2ffo24oX+af4w1adpx4jG4qYbpe7kZPjxXPKbd9WkFy28Vl+q/Cr63/lqvQ6TnG/aTXIl5/P0Z6PdKGwM8xV7513yl/yp/yp/wp/zW//LW/adOmaf173vve977yc5/73HmdxXc2FHLdir6mkb11AnDSBN94rXu9ir1Wl+ttfvHFF39iww03PEA3Qq6HVdZjKrvx4nLdNLFya3l605f17NKb2CuMbkIJ01iJvEGJ+0vPraoy5xqCWFFz/7mscqaNQHz38841ZPEax0qpbaZPnz7yX6sauty1yPUcqxpEyp/yp/wpf8qf8vffly9fftrOO+98VOfr9YlwayL8+i36Bmbl62dalskQe0MV6/iyGR2xt59uqvQG8Zstd4PGHod+9+3jzeKVzm/SeLOm+8iZlNMeUVphfX1vVHI3eTBPjzmX2GDkKkf837EBqqqgsVLp3Rsnvcft096kn0t6vLj/sl5v2rCl18wbyVhesUFJe3yUP+VP+VP+lD/l7+UvjSCtkGiHVLz5suESg1eaziVN25JL2VKWzmUgqVtafdyuacBDP8Rebp0y8bf1TTfddFq8oWIvIe1p5fwEcj2anHk8NZ+X9UbSyh9v5LIeZpXvQ2wY0sYmZ9rOVfoq/5DY6MTKVOUvkevl5npj6fHjOVVdj/T6xe29AfAepzdGlD/lT/lT/pT/2lH+d911lx1zzDF2zz33FBbE+N8eeOABe9/73jdKuC5ZsuSAzterSqx0wzXWvX5b+gZi5euXha+XFCX9EHtNxOCQKn3sDcTKFW+gO2660S791Sl21bnn2NIrryyu5uJttrEtH/MY2/HAA23BppuNudFiDzHtLd51+1K79A//a9deepYtu+aKYtnCLbe1rXZ8nG2/10G2wUabjmyXq5hp7+bmW2+y3154ml145fl21Y3XWqs9bFtuupXtuc2etu/uB9gmGy1JnVJH7Stn0vbrUWbGj+vF4Yq08udM5WlvL63sVecUP8cGIPUPKRtqSBv4JuWfUtZJaFr+ueufnls35V81LJO7lhNR/g8//PDIw3VQ5R+vc9zWj0v5T175U/8p/6la/nPnzrU3velNdsopp9g666xTvHy/y5cvH/P/gtEoZ90bsnw6Fxunpa9KH/XdyjdtAoZvrUTYWYnIG+pS7A0ln+N3/b8N3/zmN78s5+8Qe0XXnf9HO/3oz9mlx/3QNnrgPttz0Sa25ez17N5rr7WLf3Oa3XrNtTZnk0U2d+ONsz2mtAG57rI/2G9/8h92zclft8VDd9re225s2240yx666XK77Pcn2tJbr7c56y+2eRsuLnVwjed60eUX2Lf+96v28/NPtAc2eNg222WRzdlsPbvuzhvszPPPtBuXXm8bzV1oGy1YNKpC5Zxbq3xVchUoDXKJPdgyX44y83vaO63ywSgbbkjPI/V3Sc85NiBl5V/WU835kDQp/9zwTVWPt678095sbv+5h8qgy/9d73qXLVu2zHbfffeBlf/Pf/5z+6//+i875JBDimW/+MUv7NOf/vTI94ks/zvuuMNOP/304iFyxRVXFNsvXLhwzAP85JNPtl/96ld233332RZbbDFmvxdddJH97Gc/s2s77cuSJUts5syZo4536623Fv/zD3/4g82ZM8fWX3/9KVn+1P+1u/5P9fL3+vnXv/61sPL5trLwbbvttqPK/z//8z+/qSreYESyG53Utt7z+/Y9VHp6H8TeeC2DVUO8TYVe1TpD6dh+ana/c+lN9oevfMPuPudM+9enHmQLnvFUs7/d/5GiOvV0u+3nJ9rn/vdXdm5nl3PedpRtsGTTUZUq9mS0P1n2zv3Vl2zool/Yka97kc3b7/k2Y+6BxSk9/q5T7M7f/dC+98Xv2h9aw7be+u+x9RcuGdOjjDf50ttusu+f/j923q0X2uGvf649b/un2eJ19yzW+ev959oPL/uFfeerJ1j7tLa9ev2FtmjBJqMqsaww+h57fOlwQ85cn0aixZ5jWe83jejy4ZS0UsdGpCxaLR2y8IrtwzR693U8+jpW4NjQV5V/2rD67zkfl7Rnmiv/tEEqszakjXpZ+eca9HQIKjeMMxHlr16zGtJYFv0uf+0/OrLrc3rMfpS/hn6uueYa23nnnUvL/8Ybb7Q///nPtueeexZC94Mf/KC94hWvsCc96Ukj+/vkJz9pDz74oP3t3/5tIeouvfRS+4d/+IeRayLB+J3vfMcOPfRQu/rqq+3d7363feADH7D11luv2IfE3jvf+U478MADbeNOB1PHeOMb3zgiqqdS+VP/1+76P9XLX3XpRz/6kW2//fajysLPISn/oWBwKrPuDYUh3qaWvjK/vX7op/agBV8vwrDJjBjdvIYy36NJdijx7Ss1tYurTv613X36b+2Inbe1BVt1euOXXWb254sf+XGdabbhNo+yI7bZyr592hl25V572aMPe8nIjZWarXUjXnnBSTZ08S/suYfsZvN33s2G7vqrrbj9mEfWnz7D5u+0uz3vkIvsuE4P/soLHmePefLLxzREMerrrD+dbucuO98e96w9bZcttrXLV15jF9x5ebG/2dPWsT0ftaNd86zr7azjzy/WffYBLxhVgVJHXK+M8WbPmefdByZtXGKjVRax5evG4fTUd2TFihVjwvmrouS0ju/PK7g3KPF/pv81bTjT8i9rtMqGVuI1yZV/7GWmPf+yCLOq8k8fHt7oxXJLUxZMVPnr//rvgyp/reM+OH4+Lvj6Wf7nn39+IcQ++9nPlpb/rrvuao9+9KNHncevf/1re+ITn1j8fvHFF9tf/vIX++pXv1rsd7/99rMjjjjCDj744MKSp+N8+9vftqOOOqrYl85fvkQnnniiPe95zyu2+clPfmJ/8zd/UwhJra+hqW9961v2sY99bMqVP/V/7a7/U738VZdkYVfHVMLXI4Jz5Z/RD8M2OkgjiryhhqLPGgztVgVwTLqFr07YNfm923QrVUO4dVa/aWlvzyut33i3n/N727NzfRffc7fZ2eeZLVjQUVLrPnIW991vdvvttvjeu22PTvEuO/tsax1+mKVRv/5ZN/Hy686x3Tc3m7/eTGtdeaG15i6woZmzHynRh+631j3Li9+0zl+uPbuzryPG9Iy0H1928Y0X2ZwdN7B158+y82+51ObNnG8zOjewuOnhB+yOB+6xWfPXtbk7bWAX3fBne7a9YEyEl/alfZY5xcbhDW9A0oqeGz6oy8MU9+vXPb7nKnrOAdfLKzZIaW8unkv0i8kN68Ty92sdy7QsJ1b0KSsrf2/002GIeF7psarKP20co6+QN9xlPjKDLv/0wSSxI0Fzww032Pz58+2ggw6ypz3taSPb6/fvfve7xVCmGl5Zxl74whfalVdeaT/96U8LC9usWbOK7Z761KeOnGO8jv5dljMJNDlnP+MZzyiO4+euYWANqeq3zTbbrBBdW2+9dXEeOvb3vvc9u/zyy4uhVFnTZJHTed9999321re+1bbZZhs78sgjC/Gn4R8tEw899FDx4PDzuuSSS2zHHXccue5nnHGG7dXpFPo6uhdkMTzzzDMLi96FF144Mpx0//33F9vss88+hSXQBd/vfve7wqJ37733Fr/Lmqgh7Ouuu84233zzKVX+1P+1u/5P9fKfPXt20Z6ofuv/qwOm+qU66NcxXOtpJdY8K7HuVYm+sqHcusjddoUVb9xCcJAWvqbDwFXpVpqKvaGMlW9keS6KKT6oHr70Ctupcx1nXre0U2M7N9bdd3YE39xVgq8jAm+/02YuvaWzzgq74YorRjm6pib5wj/g7qttyRaLbMa6w7aO3WWtlS09KR5ZacW91h7u7L/zm9b507JrxvT00l7osntvsMW7LrSVHc14b+uBYvnMFY8IvoeGH7b7OsuGZ7Vtk0dtZDeffeOY6KxchFka0ZU2aLlIq1yPN9cApNumDU/VsXJ5pjKm95HKmg6DpD3w2HMvK//cEEwuH1U6LFNW/mnj5Ov6EESZH09Z+ef8htJziA+a+KAbdPlHK4ocoT/60Y8WwkVDlPJTk++dGl0Nb2p4Rb9LEElAzZs3r9OXur04lxkzZtgzn/nMQtyc3elUSeDIauaO1qmVQtsdd9xx9qpXvaoYZv3Sl75UHEONu/zrTjjhBHvDG95gu+yyS9HL//CHP2yf+MQnCl+4H/7wh7bTTjsV56hzckvdYYcdVgjBj3/84yP/adGiRYV4i+V/1VVX2bnnnlsIxq222spe8pKXjDxAdV4Si/EBtOGGG9ptt91WlL+Ot8EGG4y6t3ROWi7uvPPO4uEksexIlOo6aB2J16lU/tT/tbv+T4XyV6dObUmu/GUpVydL7hJPecpTiuXqZKqDFa2DQTtMC5Y9F3e+LCf0ykTfkOXTt7T7NTw7EYKvl2nTWhV+e90M9daJvTIr37TYE4mV3IeEZs+cbvMWdG4YWeE26LzP6Yi92et19tTZfHpnd62h4vP8To989sx1xuQn8h6I9zpmzJph0zfcyIY2WGit+Rt09tvZ1/RZqwRfp6GZ1ek9TWt31nnIZty1TtZvIfaaZsyaZvPnzLF5s2Z3XrNsvWkzbd3OqwgvH55mQ+t0bvzpbVsw9yG7Y9Z92eGI1PTvjVLq++HXxHuUVdMRpdc1bRhiFKeb4/080h5fGoGZNm4ekZnmtUp9TNIovNi7zJV/mm7Aoz/9c4wGLYuSi+Xvy3zIMXVALruOZeVf5fwdHxJlEXGDLv9YLuo5638/97nPLcpdPmePecxj7NRTT7X999+/+F3LX/7yl9u6665bfFZAgo4p4aTjKchhu+22K36To/WjHvWorBO4hN073vGO4vgSQZ/73OcKq6L2c9ppp9nee+9dDJnqf0iAHn/88YWVTVZACSj54clCuOmmm448iN1X0MtfL4lAPy//z7LySYDpP8giqeCNLbfcsjhHWQ60/2iV0HcFe2h/EnPaLpaP9qXftF8dx30Uo7+TttG+y6JJJ6v8qf9rd/2fCuUvd4fDDz+86CSp0ymfPXW8JOye8IQn2G677VYcRxZzt+apc5mW/yqt0LKxEbntZJi3TvS1bXS0b6tkWSoAm1j+xhW9OwgLX6uBJW88fn1pFG66fIw/X+pgGhsGFfrcnXeyO6+82hZu0OlVL9rQbKONO8JvA91VZnfcabbsls4TZrbdcdedNmeLR2UTb0YH2XkbbWfL2zfaZuut3xGOnX2u13mts6rH/nBnfw90LvvKh215a35n3U3HOJPGMH+d66YLtrIH7r7H1ttshm0wY13bYPp8mzs0p9jd3cP32LShO4sb+Y57zDZfsPUY5+L4AIuVM015kfZg43t0vi2r7NG3JK6nc0sbzlw0VzTVpz2+tDfo18f9MXK9/TRVQln5p71ybxRySUdTp+i0/L2hdKtQdLCOCULLItTS8o/XK72+aWqIeO0mqvzju6xTGjaVMBEaspQAk7jS9VBPXH5sEmupb9PSpUsL65pEm6LqfEgpWiviA15WMffJ0buvr3VkTVNjL3Hl/1nnoYeB1pdV8Mtf/vJIYMTzn//8QpT5tXcnd32XAEvvQ1kH99hjj+Lek5VR1kUFVghZ87RNLH9913Jtu2DBguJ7tIDoQSThq/3pf7nAjPem/ou2nWrlT/1fu+v/VCh/1a3vf//79vSnP72w3KkDqHZIVniNGHhHKW1D4jVe9T6UDNtGATYcNMXKjNBrVUTntiuWVVn++m71GxqgyGv1MJSbC8RIP1dZ/IaCEByKUbq5vD/+mrvPY+2G+XM7amlzs8WbmsnXZ7sdHnlttaXZks06v21hN86ea/M763pvxS0DfkN7xZi/6d629KFhu09+drM7r5kSfgseec3qCL+Z69j9nd+WPtAu1o2VIs0uXjxgFu1iK2970OasXMfm2WzbsCP4FszYsHhJ/M1vrWtzVnQq9S0P2I6LdhrTy3PfjTTSLF6D3JCBtosVIvUZSYVvOk9xeoy0txhzO6Wi2dfV59h4x8istBFKI7DSLO658k/9RrxhcR8sHU/Xwa+FN5BV5Z82yGW91vi/y8rfr7+fS5qF3xvS6NSc+vQMsvzj0JgEyU033TSq/K+//vqiQdZ3CblbbrmlEIZp+X/hC18otj/66KOL4V5/SHr5+8Mkln8UjDG57kYbbVT4u8XhLglJnYev+y//8i/F0O2f/vSnIoVKfNjUlb/ElyJ6ZbWTL56GWvW/tL4sfTpWLH9ZKj01i961ra6BX0ut78PAsvbJ6qhhar/u+qwH2yabbDLlyp/6v3bX/6lQ/gpqUr2SG4c6duo0CX0uK/+S+X2HwmtaibbIjSJGA5OV/J7TO9aFbmpNtuBr9bBuq6FALLuIQ5lh3KGK79Nc8MUbON5kem38hMfbvTvtaOcNtx8RfBtubDavI8zmdW6chYvMNl1i53aE/H07bW+L9n1C9oaPPZ4l2+5vD87cyS64epndvWLYHu50CIbbj7webg8Xyy646hZ7YMZOtul2B4xy0E0bLL1232pvWzy0hS29+BZrPdCy6Sun27T2tOKlz0MPtorfFrceZXts/dgxpv1oLSyrpNGJORdxFb/7w7csH5Q3kqlDsW8TG7G0xxd7196Ypbmy0sYi9hDjf4kNYFn5x2sQr3mMwkt7v1X+K/E/x3ss9tbT4aHUgTu1GsTebc4fyR8WZfsfZPn7EKiWK/hAYuj3v//9iMi67LLLbN999y22fdzjHlf48yk4Q8ERGsKUUNJ+ZA2U9U+Wvt/+9reFwPHhzTjE6efojb1fa8+xpe8axtFwrfal8zjrrLOK8/XoWvneyQooAaghY7eASGjpvHRcvw4aHtaQtF8DibX4EPrNb35TDCW5qJXfocSmRJr2KT9GWfDkSyT0H+VXqOFtt/6dc845RRSvl7UsFT787eega6gH21Qrf+r/2l3/p0r5y0dPwVFqXzywSnWxm/KPmqGhxkjjB1LjVBMB1xqHnpqSQRtlw7atBr+3GijpnD/fqGHfNPQ83twq8NkLN7LNnv1cW3ryr+zUq66yxZ2Hx8Lp6xRb37rsFrup84B4eMH6tvjAg23mBgtGTZvjPg+xEs2eu5FtvtuhduMlx9mZv7/MFm1xhy3c+JEEy7cuu8luvu5me2jFtp11nlWs6z2wXFbxInHk/I3sgB2eamdfdYr9+cxL7J5N7y/yc4mbl91sV/31WptnG9njdn6KbThv4aicRKmTb2y0YuWOjr9u4vf/p4dpmtMqNen7dU2dhXO+NbGRiD3I2IhFv5rUvyPXOMYJzMtyXeXKP4qIsonL02GHeF658k8Fu59XbPRyPjFl5V/lp5P6tsXvE1H+8ZpL+ChQ4itf+UoxtCJxpKFVNbzuu/aWt7zFvvjFLxbDLdqvfPxe8IIXFMOqxx57bOFrJ3EkcaioWWXKj3U1l4IhWjn00jCtrG9KY6IHgM5N5yULox4EGoa9+eabCwGleuTO3IsXLy5E64c+9KHCB/DZz3524fCtc9d/0H4uuOCCYvjILXVa9uY3v3nkfPQfX/va1xaWSolADSPLmujXWvt69atfXeTqk3VRlj7tWyJQv2k9RRJKNGqYWEPNepgpajc+ZKdK+VP/1+76PxXKP4041r7UQYq+lU3KP+PDZxm/PVs1pOvrrbTqfMLtkncrGe5tT4QY62X9VoWoswqlW+WbZxUqOvXbq1PhvmyHyy677DtlZly/GeVX1L7nblveadDvuOwyu3vVkMrcTo98/R12sA322KPTjZgz4t+TRmulCTIVdbjyobvslr+eZcuXnm/33HVV8duceVvbBps82jbe/HE2bca8opGPN2NqClclVIXTUM+9D91tl95wvl19y2V22/Klxb2x4fqLbauNd7CdNnu0zV5nzohVIFb6XGOYi+TN9dZijzKN2kp9O2KjkfNLSSt2dNyNvi0xrD7dNk7SHX1Xco7DVY1FzkE6l/cq58vTpPxTH5t4rWMjHq9zVfmXOWPHnn/qGzQR5a9hWA828CTJipiT0NG77kdZzfw/++8SZHrX/5Pokajx4AVfV1Y/XTuJHgk3WQNV/qqr+u4RtnrpPLQfr5/yidO6OraGePQuXx79pihZH6ZTPdW5+LXQOcki58N6Wld40IWOq/3KeqjzkmCU8ItWFu1T56jhbaVR0XlFK77+p44jK6DvX/81lr9+1/lquYaodfyyqNHJLH/q/9pd/6dC+Z900klFZ9P/i+qtIunVYfNo9yblv+OOO76ks/iyTJTusI3OyRe/r0zWbWfWt2SfdXPwWiYIJPXzazeI/J0wwVc2PJsb3y4Lyqgyn7Yy4+xDJdvucPHFF38rzd+T+hp4Q6weut79pvUHg4SZizO/4dLKmFZUf1DF/bmTuRpyf0jksqt7xYn71Hedn/YbK4HvTw/e9L+l0WlpSoDo0Jsznecqba5xKJuGKP0PaYVPzzV1IE4b3DRxaVkjF8sjfS8r/zQtQDyfuE3T8k+Hg3I95G7KPw5fxgYxTco6Fcq/7D/E6xmHd6oa+l7L3/9f6oSfm1EgtVpGp/60/L2tiMEdaflrOxewZeXv5ZjLh+b3Vs5KsjqUP/V/7a7/E1n+P/7xj4sOXjxndcLUIVTKJP3WpPx32mmnwxPBVyXyysRdbtsqkTecCLwo7tqTKfhaXQq/bmbSyCVQLhN+VZa9oYwVUILvG7EypZUuVs74wIom4lyizLIeQ6woqpyx4rvPRW7amVzEU+yZeeX0B0FM0plOH6d1/H/5Q9UbpzQhaJo3KtdbjP8x7aHl5lzMNXJpBU7D7tPJx9NGPZro01kWcgk8cw+AuvKPIiQtt17KP23cYmPTS/lHS1Hq4E35U/6UP+W/tpW/LOA5MVtMgrB8eem5p+W/8847vzQRfCszgm+4ZNlwhZWv3VD8pWKvG6HXSPT104evqfNhU9+9pkKxqUPlmLH+1E8i54NRFoqf7q+qpx9D1XM+IWkFLJvv0f0/NNTjPkt+s6ZDDGlIvwvNNHQ/jaJKLR653m467FE2H2XaS4z/MTZcaXRYdPKNFdR9HX3o0K9HFOe5+Su7Kf8o9tP5Fnsp/7TBix2HXso/Dm3Ea0T5U/6UP+W/Npa/XD1yVtM0Gruu/C0/l+5wJrh12KpnCGtn/PraFT59VVqpr759gwraaDKPblkES1mgRpPEy1nLX+oQmjYGsceVTlsTK0juhk8jjXJh87meYezZlCXV9HOISTzTXERpBnOvSKkjc5qlPDec4ctjBGQ6fVBZxS/Lbp9eg9SfJZc6wX93Z+HUWTkOd+ScfNOkqmWinvKn/Cl/yp/yp/wzgm+45HM7CexoZYI5UvGXapuqQI6Bzqc7UVOr1Q0lN7HumeXz86WicIzFrywHj98U6Q2cJo/M9bbKzNmp6TrXE4z+CDH/kt98esnx2ytBTAPhw7rRhy8XmRadZ7V96vibRjz6cVMn3BiNlvY2U7+KeMzY8MUGMx3WSBse/49xqqC0MsdK6lFkZQlDc71yyp/yp/wpf8qf8o/lb2Mnb4istLGzcMTPdVa+cc2Q0S8GkXi5yZBtmeWvzCrYiw/gyGcv1NQ5Or0h400eQ+OjP16awy86v0ZzepqkMjYYXoFTE3v0VVAARjqsHKdrSn1WUlO9Vxb33YgNTzr0EE3uae6qsh5hrkGLGeZjj83/b9pbzDlLx6GLNLoszf2UNpqpr0baYFH+lD/lT/lT/pR/SfkPNdQUdanjykYuq7RNlXbqJcB2IBa+Vh+2bxLoYSWWvrocfMXnaN7NJU3Ohe6nvnxaR5Uwrdhp2H3sPaRm9jR5Zi4MP83HFM8rnToonlvOb8IrQ+p8GxuGNCN96s+S+nHE48YeWTpnZerYG3uPufNOnX7T4ZLUiTdNvBsjGcuGGyh/yp/yp/wpf8q/JLDGNcNwxiDWzlj4cvPjlrmzlc2f24tmak+W4GsyVGtdqNemSZiHMuKv1L/Pzc25OfrcAVYh3Ndee23hAKo8XGU3e255OtdhmvAx5zwcb8p0f2VRZ7mkk76+0r8ocaxmC1i0aNGY3FSxsiu9jM5R/1XTPi1btmzkP6e9uLRRylXA3H9UXjVFTylBrc9CEB12Y4SdpzfwMlBSXAWm5JyByxqv1L8kPe/ctprjVQl+lT4jTo2Um4Q8jezK+eSkCVnT9BBpY5yWcRrsk7vnco192lMta7TTqLSya5j7nLtX0+PkrAXp/0/n/kwj7nK5uKryo0W/q5zvTvrf03ON87FS/pT/mlj+WqaZW3bdddcREZhLfdLP9r8qHUw8x1Sk5fIS9tr+6xmkPJl6Bvn83GXP/1Xf41y6lvHTa5f48KWvugCNJr8NZOh3eh9EXS/bdpPDr5vh3Jx/31B09syJKSVAVdZ7Pfw1rZEna+zqj5U43taJxlyDULZeFUruqmSTmkZKE0b7ZO3pVDkutiTyNIuA/vPTnva0ItFr3XGbnJuv4+ejabbU0EiExsqe9rSUpNYFWK9l0M056hw0E8Pznve8UdN2AQCsSajNV+f70EMPLX1GddO2j3edQRKPH59Bu+2224jhIX3+h8kKhhIrX7tE9HUzrNtU9E2ItW+innRN55JrOpzbamLZ82XRadULOZrmZeWS0JAwiTdA05s37cE2EX5pJvMqy2HO+pf2zGTh002t73/5y1+KDP45/w/3RfH/7Nt4yHvZfy6zGJZdB52PX0/Np6rKlpuSSC9db827+tjHPrbYJvp9NDlW7pyr8ma54JNlz2d4AABYE/Hnn97TIc+mgq3b9r/quZcOYzex5PXS/vszSPu/4ooritl4cs9/fw7b2ICNKktfnT6xGuNWe7zibaIsfOO15JWJPSsRgE3y9KXRuqNEYTrVSxrpo2mSNJ9mbhggdQaNoq7KxJ3j/PPPL6xvcZ85H4u4z9zxc862vkyTwWtCd00UH/cfc1ap4sui9uQnP3nMLAR+XaqGsKsEVXodNLWUzmf33Xcf46Qb/Uf8fHJzTdYJuvQ6lTUw6TVUJJzPrAIAsCYisRfnw41tfu551s/2v8x4kXu2lbX7423/t9xySzv99NNHnkGZdCxu8MgFaqzMCL2cPskJul6GcQc6r+4gEi9XLW91IRJ7GeLNzc7R8pspTpMjB1y3dsl/TdOvVE2DlFaMshsu+qCk+/AkzLkbuKzyRFGX3tjRydeRxUrzmkb/l3SWD6H/rB5Q3D431VRaif793//dfv7znxcTvr///e8vRFM8l5wvn46VTm4dLZQ6P62jdVMBXOZHkqv0Ta2rcZ/eGJbxpwtvt5N/c5lddvMymz1nlk0bmm733Xu/bbfJRnbgvtvZbrsv4IkCAFOWOPds7rnSTftfZlUra/+rrHZlHfJ+t//+DCp7/icaxIVdfB+2ZsO2rYwobKJ76nLvTYnEy60uxF23c/DWibycGi8Vfy4wfLoZN+HGaKUYSp9GSOWGa8t6Q3Gf6RyEUXjGyaJTMRLnSYxzK6bnklr4otNrDPGPUWIxEWWMNItWwLIpcI499tjC7+9v/uZvChP5//t//88+8pGPjHJ0zjnV5oJUol+lf49lEdMKpD5/aSLPNEt92fmnjuDxleNbx/7ZTjnjBnvRq55k/7rP3FG/nXHlvfaFz/7W9r14oR324l15qgDAhPGtb33LDjnkkMJ1p/ZBneT4i+1yfDbUtf/p8GsuqrmJqIvE4BNfv9/tvx+j7PnvLk821oevSlustGZpWbq17DURgT0LwKaCr99emGU5+LqN1q3NwWdhTF7RqbJIeU4eL3gXHqloqurppJUpmobTKLGYj8jnvS3LxO77TDOyp9PgxLxNsaLmzPYxn5Gv5+eSE6U5i9jFF19sP/jBD2zrrbe2V7/61cUw6Nve9rbC4veud72rdHLrKFijxTHOXxnzPaXJM315en38/TGPeUzx+dxzzx0ldHMNlweslEXApWLvpz9Zbjse9kRbtP1c+92tw7bsjvttqLPdrZ336bNn22ZPebx95z9PNXto2A572e6V+/uP//iPIhhlp5126nvj/8tf/tJuv/12+/u///uBH6vKiqAIawX/yFcmx3XXXVf85hOdp/VG22v4JbpgOHLA1oToikIHWNu59NJL7corr7T999/fDjjggEaBZ7F9jdOU5dp/ZXDQ89IzQCiILp2HNico69r/VDjqpfZL7XgUr03b/9x0aWn777+VPf/9eWijo3Rz/np1QRtNBV4/0rP0ZAWc3nBH47X81VkBm8y8YdYsKmaMIIzzzarQ483tN1O0oOXy/+Tm5vN19aDSTfvKV75yRFhEwRSFm4uzsrQtxxxzjB100EFFKHnsiVU9aOM5+sPSrXu5bOMxsWXMmJ5mWo/HkLDbZZddiu9f/OIXi+/ve9/77B3veId96lOfsje84Q2jrmecBDxW9phsNPbk9IoJNGODkLNk+ufHP/7xI/8pnQw8N/F5EwvfhRfcZsd94zy7b6u/tZmbz7Wzl5nNnDZkv7/sbttuyXybvu58+9ypV9tVl91uS25u2Tc+dZbt/ujNbPc9Niwtp6997Wu2ww47aILuvjf+SrlwzTXX2Ite9KKBHUtpcmbNmpX9TUJMwT9ykL7jjjsKl4If/ehHhT+pPzz+7u/+rhB6119/vR1++OH29re/fWT7U045xV772tcWAlUBPl//+teLAB4vd91jJ554YhFpqLL6/ve/XwhLgLUJ1Y3f/va3RYCbkEhR3ZFv+DOf+cyizpcJMm8XYw691AoW23+1J0JiT59V/+V/7sGA8RkR29m0/Y9tfu55pW29XcnNOV/X/ucsiWn7H/eXe/4Ha+JQjxqjTreYNUvB0pOI62b9fvjwNRF4Lav38Stbp1dfvpHCS4ccPTI0+jDkMpCX5bTym0sPslNPPbXIHyeLV67XFH3kdHPFCOC0YrhY/OlPf1o83NR7y+XUqwsWif8l3uypCPVrELfXstRPQpV9/fXXt5kzZxb/Sdakf/u3fytesu598IMfLCw3sjDl8mSllTn6U6Y5v2KDkeu5RZN/cQOv6tnGihyHBnJ+lmU9VeekE8+3P/26bXevuNJm3Li57b3OujZzhtl2221iMzq7O/Gy2+yqm+8zu/Mhu3H7OWYXb2Inn3ppR/Dtu0Y+aGQxlKiUhTeHhJzSH/i1VsdH23z6058uvkvc7bvvvvbhD3/Y7r777uLBoXv7CU94QiEODzvsMDv++ONt7733tpNPPtle8pKXFBYMla38RU844QQ7++yziwfDkUceWXQ0PvnJT6IAYK3hpJNOKoLfxoP7kKdz8ebafz3P1KZvs802RVur1CbK7DB37twxz54032JVoEYqROOITvQxbNr+p9Ok5dr/NB9i+vwPz4k0vVvbup8Qokz/VAVixO36KQDHMDTAe7QXS1+dsCu7wJUCUCLKQ9JVyHLYTJNU+pQ3PuTqN4Rv68v1rhx2xx13XGFpUMVQz0qCSL9p3/6ul7ZNt4/T1/hvfhztZ8cddywedj/84Q/tJz/5SXE8Pxdt5+v79np5ZY7RuNEUHqeliZG7/orn6cfw/eo/PuMZzyj2pc+yPmqI7ROf+EQxxCvrzv/+7/+OnJf/73g+7kPhFdAbBF/Hr4kfX9v7ftIy8cZLv6sHGoNP4rWM/02CMJ5fmtU9vs761RV2zwFb2u3bzLW/dMT8uutpPSV0NDvu3L/aSadf1TmBzpfFncZv0Xp25xYL7PyLb8/uK7UIu6iX/6OGL/V661vfWpyT/y6RI/GjBlf3lnrYugde9rKXFd/32GMP+/a3v126fyEh9dKXvrSIkj7qqKMaHVtlesQRRxTDpipX5aeU0JK4+vWvf11Y8L73ve8VlgZ9Puecc0YN0/vnyy+/vCOOtys+33///cU2surpuyxzz3nOc+wb3/hG8f1nP/tZ0bnZZ599iu+Klld56Xj6LmvfC17wgiKaWt8lDn1bXrzWhpfSbEnsqf2UJe/d7373SFus+vLmN7+5eGbUtT+x/fP2sqz9129qM9Um3HbbbSPJib1dVftywQUXFAYPWR1l/PD9a/3zzjuviIw944wz7Oqrrx4ZvdG26hyedtppxUvD0t5ue/uv7dXBVOdPrjo6lrf/F110UTFKIBcjWTf9GVHX/kfrZu75H9KyNMmv161OqdI7/RhVbcz0CRJ3VmHFq7pATQSd1Vj6WqkVKwYSuCCJN3o0BceJnHXzK7GxbjhZ3vTQi5as1Kcu1/OJvaxcD0n7UcVWZnA98HXza3hss802K/LmyZoSt0390tzi5T0e/18+m4T/J7dqpj2j1BzuKVNU+SQePHfetttuW1RWPYyVAkbXIorN1B/SGws/ts+uERulmCcqWkWjKH/Sk55UWBr9HJU0WjzrWc8a2UYNlQRoOqSeBqiUccV1D9lt+8zuCLo5dtUNt9gNy9azTefPst/9eZnNGR6y/bbc0O5YMWy3ds536dCw3fvYze3e22c2riwf//jHix67Og0ql3/6p3+yD3zgA8UwuRoyXVMJMQk1WVN1r8ky9uxnP9uOPvro4r/JaiYRVYZEnV5vetObimsmq5uGTKuOLXGlayhfO5W5cidKjL3qVa8qGl65G0iw6TcJwjjEq0b9f/7nf4oHkyx32kZo+EnlKnHpaKhXolao8Y+/CXUotD/fr5zTHa171113FfVC5wewpiPhJNTWqW4J1WWJvyZBG7Ft92dUzHOaa//9+aXRHYk5dTiV1sSfG0qSr2eUXGpk+ZMo1XPAO/bqmKrt0HYSf5tsskmxb33XTEoK/NO5K/jPj+edfE2CoA6g9q/harUhajNcsOn7VlttVTxzdH7RkOHpZ8r8+HLPfxfDVu+nV6dF0mjdnIWvzPo37uHaiRR8ZvVRu00FYi8TD9cq8yhA3Bycpgrxwk8tY0IPGA1paaoWVTYXK/EmcktUOkzr0/d4Lyp1co0CxwWVm55VUST8VKkUmSVfKFUUH6aOIiv6wMWeTBR46TCr96pipYjrqnJ+6EMfsu23337UsLX2oUqnc1HFk9VGPTFvTNKplKLfovbtibC1P+03WhvjsHg6FKBGxR/0csD1tDASNfq/XlZutYr7imUVLVJjAjjmrmu24Tq2eIOZtuXcmXbJJbfbtK1m2z7brG+33985503adsl199n6D3auY3vYHjV7XRtauW6jJN1utZIg2muvvYplL3/5y4trLOEly53KW5+1rjfoSi3wwhe+sPh84IEHFveDXAnUqKbWPfHGN75xRHSp7NRwyqev6tgqU0VhuwUvDtlKZOteFBrmkWUuorL36fkuueSS4vzUKZA48/OPSbnVedJ3/a7v8dz1Xcvd6hi3laVPSADrgQCwpuM+e6qzXg9kvW/8YA4zSsQOtLeLufbfg7BUl9XG7rfffkWbrc60rPZ6Vzsl44e331qudkJ11Kcr9eeP6qvqtQSf2hFto86spgPVPty6qM6kAkR0DlquIWTlydXxHI1AaB9u+fPni47jz4Bo5IlT5+We/8HA00hLNBzOrRNz3aRgmRJpWboVgq0aYddqYPHr1vrXcgtfjGqNUUlxaDWdyDn6lunBq4eoeiu6aXXz6uZ24aWbKrUQphGi0dLk6/lyFyF6RSudbmA5xavH9OIXv3gkx14ML3fLWRRxcUaLWOnjUKabv11wpn4RLvYkFDTUrPNQRdP5qRemB67Eg971W5rTL53rMc72EYVpFNpxEuwYZevrf+ELXxhl8dP5Cfl1pY1knGcznXi8Kqpt2+3n2LXTZ9iW82fakvVn2waz17MH72/ZLe2Vdsh+82zh7CE797r17Fdn3W3zZ0y3K6+4xRYvu6qz5R6NKoTEkPzYHA3RqqFTOeo39ZpT8agG76Mf/aj98Y9/HOMHmv0PHbHluCiuO7asgGrgNZysIAr53JUFaqRIIEo0ClkfFcEty7Q6SEICTveQkIhz8SjrpcRoJP3dRaPvR/h+AdZmJLKUD1XPIvlU11n4XNy5ESD6scf2X99lxVfnTv57ctOQlU2/+Vzs8rP1fej56B1+nZPcUNQB9A5a9BtXe+SdQ+0rjojp5VY+nw1J68dnpz5LQLpFL40EjoadaLyJv6fP/y4EX7uhNmlbdSaS3Hy5A59to1vBN96x5VYP+6yKhGkk/uJQnpt8c2lT0gzkftP4jar9qJel9TTE5b0WD2bQzRtz/cTKEwVWFDrpUK9b97QvVSBZVw4++OCRB2GsPG49c8tiNM/7f/ShXF/fLZNxO/89ijWJPQ3/+RyEqqASdpqPUceQtUnvy5cvLyIz41BuLhAmmM1HWfiiA64P9cZrl6aocSGnRiFWaPUGo4NwzOkX9xEtoznLmNh3ny3ssiuGbaNZM2zxBvNs3lz5CVoRsLH5jGGbLYviFjNtm41n2v+cdIst/fM0e/wOm1Ra+KI1UWJFQxmKxhYaDlFvWQ3bkiVLCt/QdF8KjNFwqXzbJHo8YjX14UuPlR6/6th6ff7zny/EnuYYll/Qa17zmjGWgjoUoKHhX62v3rgP3WiYRsiCqE6Eflfkt4apo5+RXAXi73rY+O86Xz14cqldANZE5M6jOqHOnupWRMt8nbL6mbahwi1hUSDF9l/to55BGi3RCIFEnyzt6rSpE6j1VUdVt30feh5qG9VRddSULkbf5Y/nvnSqt2619/oen3/at9o3WRRjG6Zh5fjc9PY/ppkpa//jdcg9/4PYbeI2ltMgTYdnWwMYqu1q+0EFbXTrlNiy6tQsdRfZqgoqzdadRuRGc3fq9BmDKnSTSdxI/OjhJX8KiRvdoN5TSIMeon9edCqNw6lxOFPffbhL+1d6ClnPdIwY7BHPzStoPF5MfRLPwdeL5vz0JYuPxJ6sPxIIbsqX2FMD4D4dcur3Hlr631MxGYee0ygxr/TRuTYXyBGDObx3JkHrQ83RCTk6JafBMr6/Mg4+aGfb/IEb7aF71rE5M2bZvPXN5i7s9I467xdeNWSSGrIvte+6z25d1raNV9xqBx24Q+PKIV88BeOoTPVScI78cYQinSVev/SlLxXnqPtNDamErsSPrp18+HxYs1uqji3rnnrn8tVRx0b+MT4k7L42QvfHO9/5zsL/znvp6pw48uWTWHRLqnwNNZQsdN/If09DycKnNPQIRPdXdXH4ile8olimOiC++tWvFsErAGsLimgXv/jFL4ogCNVRvfRZy+I6TSx8cdgz1/7HZ4rqtuqnLH0ScqrnarMl9OT+oWFfDbnqWaD2SNuo4ygjiNostSme6UG/STDqGaJnnJZpn/F5ps6nG1TUzmjfOkYa3Of/Jw2KzLX/aYLo3PM/+PBZQ9HXVKNU6ZtBGtcmbUi3F+HXZPi38bBuzDenmyMmW44qXxUh7QGk1pIYwSShoeEv3ejqaaW+EC5molUphoOnAQVaTz0c+anJj8EfytEy5fuMFrBMT2VE/Ol7tLjFoV5VuDjc6ecvsaf/Jcueron+nx7U8rnIDSWmwSlxnVjxfF0XatFEHytwjJzKpVaJPht+Ti7qoiXPhW3MMRXLqMyHb489F9rhB21hX77wJrtx8WzbdNPZttHsznWd0akwHV0zZ2Xbrrt7pX331yvt9luW20sfu3GxTe3NvupYGoJRNKwPu6q8NVzriaQ/+9nPFgEbGqLRf1UOOg2dK5jjxz/+sT3/+c8v5h3WPs4888ysBS4XvVt37K985StFDj9ZGWXN/cd//MdiuQThe97znuLcFLGrxl7byPKsB4ECK3S/qHOihlwdou985zsjx1dAiIJq1OPXQ+C9733vSI5A1TdF8SqHoIaQFDCigBLfVhYNiT7tXw8LWQ40ZNzU2giwuiOfcfkoy7qv9EV6RfRbVZL1mHjY21cXSGqH0/bfLWcu+LSNOv56Bsjars6c6qqeDXJx8vXldqSgLvl2y01DolTWeI1GaPjXs1lomFcRvjoPtT8eqevPJHU4//CHP4yM2ugc3Q3F23m38MXnTln7H40Puee/jzZZc/+9KsNTTqO0+2jRG6glzqw+UXLVBSmbBSO+x5eWTVv1eVpYPi18n558n5Z5xe127lSU90dfNX93Z1M5oOth6pamdLjRewhuSYq5gDyqVgLN06fE3D8xIlVDWZ4cMwovv3H1XZVDw6RpEEPMlxT/Qwz4cB9ABZcooita01IBICuL/+c0AafSXvh5ypr3+te/vtiXHuzRLzCXCDNO6ebnp/NRpGU8ZxfCvr5yrSkgJScm45BvKmzUuAg1Gn7NY5CKX4M4fO7lo7QiGrJ08ZnyjWMvsh9c0mm0HreN7b7dDJu97jRb3Fk++/4V9pM/P2xXXXadHbL1OvbSQ3tLcOyW3FwSYV0fOT27L5sLYokpra/PEuLuF9evY6shVS8+t1+JNZ1PbiYMNdSy+KkxV5Rtbh3dP7q/y2ba0PYSork8iaoT+u+y/gGsjUg0KZWJ/HB9GFedKLemlyGRo2ecOnKx7U79rePIi9ZVWyBrnD8rfXtZ81S/JQJlzfOk7HIDkshTm+IJmtWWuBuROufaXoEaepcVUM9MdeK0raz4bvRQh9PPVcvU9ug8tK2Op5GPKGhjMEra/uvcNS2oZ3JIn//+DDvooIPe09n8Yntk2rThVa+VmVdcviL5Hrfz93ZY7q925r1d8t0y3y35zTKfJ93C162/Xm7YtkxFl2a8zvnWubUnPkxdFLjpWzeE+9PpJvSpZjzqNg6PesRQFEFRnMQh2ygefSJnF2t+Y3vPI1q2XDhGf7/odJo+ZNPExtFxNg6Pxtk13Hopc7oLPg3nRcfeWJmiUND+1QB4njs37/u5R0tntIK6NTKa4GNljOH2fi38fNXjTCPPfDg9TQETGzs1NnVz6b7sJbvanuffar/87aX2uz88YPevO88WzO2c6+3323brz7YXP33bRpa9MqrEmv6/GrdRlXVVx8I/d5OSoemxdV087U1KldiS0POZWMqQVaDq/5bNFCA01FM2ZRvA2mLp62W6xNj2+zMoGiTS9l/fJSr9OedBjeqweZvqAWbeoY7tv4SduyDFc/B2W/uJacJkCInnqI6su5PE9lufdczY/rsBoqr99+dN2fM/pEbrdQaNOu3SrV/fwBiv4Gv1uE1rHOs0+W1U4UQR5qIo+jHoAee9i5gbzv0ZtDyGhafT1PiNlbMspZXLl/lNGiuiC0M/R930HsSR5raL5xB9E2QF8SASHUcVMPosuLjUA1rrxnP366EAAf8sJPiiZdOvafxPvr3PeOHLdQyJ5XTGkiiOta2ceNU79Chl308cxo5DsvH4UQT7slToplMHxfKsQoJuPKIOAGAq4J35dMqxtP2Pxgpvb8va/zgMHNv/smnSYq7UGGEbfen63f7rOerJ+XPP/2REoVUj8LrRIXVCr5fh3XENCU+mD183wq+phS+rsqM48psjjNsXCYU1ZOSm5nSIVDeMrx/D2V0c+s0VBVqMUvUbVkEQ7nzuFct9CqIQTNOT+Plq324ij70vt4jp3XMbpZHBXkm0jd5lnvekvm72dzGk5L/p1HJpLy0Os6apaHySai2ThVCWoTRiNiaL9iEEWRX1Hn1K/BguhuN5uM+lW02jhTOmD4g+K94YuRWrysIHALC6EyPg07yv/nyK7b9b68bT/rubTJqyLM7ME4MH3UoYjSDjbf/1u85Dw9J6zpU9/4NA7UlfZNYdhNCbEha+fgu/uoTM1kB5jykoF2IuOtLoUfkiaMoWfdawkYsBv+ly4iD2JqKZOFqvfB9+g8lU7Tdo7N2k8/75by4I4/x/MfrWj6n1ZB3TjS1rnBxcY+BJemP7cKGirDxySlY4/28SazqWekVeCb3B8P/ova2YP9CPo+0lTCWiNeSq1C5phG7ssWm50nfofHRu8gHRPmKi52ipdQHnItgbq+gT6A1KHP6OZv+0hwoAsCYSc7a6q1IUcamPdz/a/yjSfDQrGkNcCMZ9+EiQGz60n/G0/zKuyIgg32B/BuWe/35uDS17ZYaodkPd0p7Me2Gip1Zruo+WNQ8oqTXBui+eR+JKwLllTcskeBQtJP8ACT+JFR8i9ZvUhVMcro29jZjgNwYsxJu1KhVI6niaTv2SmtyjgNWNr8qhaaeUTkPDo2l+O9+/VyKJKkVdKkGmpslxy2GsDNEEXxb8EM/F19M27ryvY+h6x8oWAzz8s85HQlVloAguT+KZRuimvc10ku54zun0On4O7h8oPxNFk/r9Ec/L3+MQv59/vCd8m3g/eS8y9ji9gUyDUtJp8qIo9tlZtI37QkaLrvvS6Pp6bzadMDwtfxfRMZLNy0/HiCkN0vL3/IdpYvHoXxl9ZX09f8jkrAFp1v/oaxPn6I2dq2hpjz480RXDr3nMbekdjVj//f9T/pT/mlr+2q8ifDVrRZpw2a9dLMd+tP+xTKMrTVr+uc52miGj1/ZfwWGy7OmZqOeLz2+fPv8rptpspC8ajF72Q+hNuanVyoRfaxyCsG5It8l2Q1E0eaWPN6bfBAoHl0DxHlDaQKUCKhdBmrt5oxk9pmJJJ3COZvfYsMWGIO2RpXn4PIzel3uDlaZ/0X+WKNP/1cwOaY8rVsjYcMeUKbExiL/5/9B5SLj5zBBuvfTrFiudrLDu+K/0HtHh1oNXYm8wpn2J5xKXpb9FXxD9Lx1PQ87+YPBzS62zqZ9jLsI6F0Hs1zuWf7wP4jK/3nHWlNjox4dM7HTEYRE/TrRcxodOGrXs18TX133vZRItsn6eMfAmDsmns73kZqyJD434YI9DK/5AiB00P694/6ViJj7EYr1J51L28/T7KZYv5U/5r8nl7+nD0hGiuvJPn5sTWf5uHcyVf1rWafn7f/RULz7Kl3v+ByvoUJfCrpch3br9DGxatUEN6bastxk1ermwrSai0ntgKnDvDflyt3jps0cWpb0uDz33Gy/21rynFW/0OG2LV4LY8Ogm9xswNhJpHrtYadz3LvbAvRHwihMjfmNFSXv6vr7WdT+36LOR5q2LU5RFi6VHL8dh0fThEAVinP4mCk+hcnGRKFN8bIiCyb04Ziy3tJfmYj36LcaG1KOI0/JPxfTqXv7egKciPE4FGC09gyz/2OmJ60ZrjMo/Whcof8qf8u9f+SsNE+Vf/vzPpYKqcDvrZki3V+tdmQAcF9N6GGqte697DTVcZ6jic1kev9xr48MOO+wAt3b5DRZTsKQBEOn8rbEXFk30adh57F2kQxUxYbIPM0fLUzrPr1eWGODgvbkooPxmTns2cU7emGAyZiv3Y8QIJ68Y3rDEYZvoz5FOx5P2aONwR+y9pUNMcX9xuCj1P4zDPF5W3vv1hi02sN4Yx0hdyp/yp/wpf8qf8s+V/3e+853TOz/dYvncd2V58oYr1qt6WXIMayDwptyQbjdWvaZTkPQFz/WW+nv40KJutpgfz83babh57L15ZfMbMJr/fZ2YU85vRO9ZRR+H9DxzwzB+w8b5fVO/h9ib8sodfVLiun6smGg6nX8wNgD6H55jL+axS9eN1zlGRHmF9vNPh2vSY7tfSjT1+3C1l1t0Co65++I18u0of8qf8qf8KX/KP1f+EzTaWTfsO9DAjiGbfJrOM9ezGIzm5TRayG9SN4n7jRenL/ObPU10HHuAZY6lftPH+XljBY7+NLGypvvyHEreAMUeTzyHaApPe2QxP1H0K/HrkOb70zKP2PIK6NFUcWghdUaOFTLm//Nr7JU2+m/EXnX8HCuiIpHTnmP0L4yJrT1AJw5LUP6UP+VP+VP+lH+u/AfswjYwY1a/o2ubDOkOlQzpDjUYqs290mnT4ufpNnZKtelWPrXaLieccMK7Yk8hBiREU7z7lHky5ui3Ec3ofiPH/He56NDoHOu/ufk5Rl/FyhOdqqPvROxNxl5T9FtIpzmLn31fcQjB9+MVOprDUz+UaIKPeZJiYuc4L6/3eqPzsP/v1IE3jXxOfV60j+grEv1sYrShD1vElDSxd0r5U/6UP+VP+VP+ufJ/2tOe9oHOx4usfGq1FTZ2irUVlp9ybTjZT+7VTj5XDRPbquVmY6dUm7JTq01kgMjIS/O0xmgu78nE8P1cjyqG4+dy7KU3Z2qiT6PJYuRb6qQb/R/KQtVz28YI3nR/8XvZtG/x93h9/Hs0kafRaPFY8f/Fa5GmYIlpC2LvMzoNx9D/9Lr7Pt3cH69L6nOTXj/Kn/Kn/Cl/yp/yz5W/1adfmRJWurXZwpda9qZlttmlcyO80wAAAAByQqfV+mBi4VtZ8lqxulr4hihmAAAAgDUbBB8AAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAwLiYziUwO/nkk+2b3/xmo3Vf9rKX2ZOe9CT77Gc/a+ecc06jbd797nfbNtts09O5HX/88fbDH/5wzPKnPOUpdvjhhxef//Ef/9FWrlw5Zp2jjz7a5syZQwH3SJNrX0fVfTKe+wIAAADB1yW77rqrPfOZz7Svfe1rdsIJJ2TXefnLX24veMELinX9ob/hhhvaZz7zGfvd736X3eaf//mf7eCDD7ZNNtmk53Pbfffd7Qc/+IF94xvfGLV87ty5I6LjwAMPtLe97W124403jlrnk5/8JIJvHDS59nUccsghtuWWW9oHP/hBO/PMM0f99trXvhbBBwAAE0Kry3VaJe9D4Xt8DWW+DyWfc69p4T39PD18nx6Wpy9fZ5d2u/3OJhfj4YcfLh7OqXDaf//97bTTTstuc9ddd9nChQuLbSMveclL7Nvf/nZfCmn58uWFuOz8j5Flr3vd6woLXhSXn/rUp0Ztd8sttxTnBoO99k2QpVAdhogE4OMe9zguMgDAZIuhVuuDnbeLOi8Nlw2ves+9VoR1VoTlw5nPwxWvdvK5HZa1k5etWm7he/qefh4DPnyBddZZx3baaacxyx/96EeXbjNv3jzbeuutu9qmWzbYYAObP39+enOO+i6hmrmBKdQJuPZNWH/99SkfAACYNBB8GdGXMmPGjK63yS0DAAAAQPABAAAAAIJvTeO+++6zBx54YNKOPzw8bDfffPNqee36fe79LIcHH3zQVqxYwQ0OAABTAqJ0JwGJlPe85z12xhln2NVXX20PPfRQEa35mte8xt74xjfa0NBgdbiEyMc+9jH7xS9+Yeeff37xfb311rO99tqrCCx41ate1fU+n/rUp2ZTwwgFr/zlL3+x973vfaXbf/WrXy3Sl3zuc58bWbZgwQL73ve+N+5z/7u/+zu78847s8fcdNNNi9Qpxx57rJ199tlFgM6nP/3pIkK3FxS1/d3vftfOPfdcmzVrVhFB/Za3vIWbHgAAEHxrEz/72c+KvHnLli0rhMhZZ51VCD4JA0XaXnLJJfbFL35xYMe/6qqr7MUvfnEhbpSy5ac//akdcMABhYB6znOeY7/85S+Lz1/5yleKgIWmSGgddthhhWXLmTZtWrG/jTbaqNjXW9/6Vnve8543ap2dd97ZfvzjHxfCS9GwEo2HHnqoLVq0yI477ri+nPu73vWuIm3Nr371q1H7u+eee+yf/umfivWdU0891d7//vcX6Vi6QdbBV77ylaMis+X7eeGFF9qTn/xke+lLX8rNDwAAkwZDuhPIn/70J3vuc59biD3x8Y9/vBAusmRJ7IkvfelL9q//+q8DOf7tt99epAGRYBI6ppJIS5gpD6GLEgktCdAyi10OiddXvOIVo5ZJ8Oh4sljq89Of/vRCmEUkBrfffvtindmzZxf7UVSsrIExZcl4zl0R00ceeeSYcz7qqKMKa9wee+wxarmEYUzD0oQ3v/nNo8Se/qfS+1x++eX285//vBD6Kd0eAwAAAME3QDTkp3x2ZS9Z5Zqg/G0uRBYvXmxbbbXVyG977rnnyOePfvSjhVDoNxKSys3nPP/5zx/1+3777TfyWcOl3eaae/3rXz/q+/33328/+tGPRi179rOfPeq7LJzyY3ROOeWU4j21iI333JcsWTLmfHXsiy++2H7/+9/bQQcdNLL8Wc96VlcpU6688kr77//+7/+rVB3x+pGPfKQQ89qPLHwf+MAHqEgAADBpMKTbAOXm09BhGZqW7bbbbqvcx0knnWSnn376yPdHPepRo35PEyRr/e22265v/0Ei6Jhjjhm1bNtttx313WcRceRnKOHVdGh3l112sSc84QmjZh6Rn5yGeh0Ny0Y0vPvrX/+6mJFCaLYTDduuu+66Az93+R16OcgCp3LULBoadu4GibkYoPGYxzzGdtxxx1HrkCcRAAAQfFMcDRFq+LUMDQHWCb4LLrhg1Hcl4o1RoWnePvmjySLYLzRTSBxC1BBrOu1aKo40i4gCKTQ9XFPkyxcFnyx21157bSGsFFUrS5iSVWvfjvzuJPi0TBbBdFaTQZ17/E37lG9lL6RTpu2www5UGgAAmFIwpDtBKEo1cuKJJxZWLH8pSCHSdJi4KRdddNGo74ogTZEPXd12dbzwhS8cNTOFhNrXv/71ERGrYd5PfOITY66FUESu/Pn23nvvCTn3boJSytD/u+aaa8aIeQAAAATfWkg6lKkhSYm6spcc/QcpOGfOnNlINKXb1aF9xCFcIcEnYfTlL3+5COyQKIwWTfnAyWdRw785K9tEnXsv3HDDDaOijkUcjgYAAJgKMKQ7QSgaNaJhTs3BWzdtW79ILYi5pMBKD1O3XROU6iTm05PYlfXu+OOPL4IkZAFTkEQUtZ/85CftvPPOK9aZzHPvlty5PPzww9zwAAAwpcDCN0FoqDIVBRI/E4UCKiK5WSVitGzZdk1QxPE+++wzapksewp8UYJpIStfRLkHlbJGKWom89y7ZYstthgj2nPnAgAAgOBbC8hF3CrJ70SR5prTMGSaZ+/ee+8ds51y2PWCrHwR+e69+tWvHvkucZcGqihx8VQ4964q0NBQYamNXH/99dzwAACA4JvK5JLh1iXIbbKNcrEp5UdEyYWVnDdFUb9KUtxPlJxY0485iphNhUnqZ3jEEUeMSX/SFKVWiZG0Gl6NSZd9WNdRTkJFQw/q3Hsp126ubeSPf/zjmCFmJY5O0f8AAABA8E0CcsJPqbPYNNlGiX8//OEPj1p2xx13FMJIqUtksVKQgab1kvXr7W9/+8h6Eg/pMKG2rfqeLpMl6vOf//yoeXqVcDiiacAciVMlgO4Vib0XvehFI981pJta9OKwrn4vy0vXj3PPzaW7fPny2v/R5Nq/853vHDUUvXTp0iKfoHPrrbcW66QovyAAAACCbwKRT52mxsr51SlPnJIDpxYZDSMqP19ObGlfCkKIViRN76VZHCLKMSfrnyxeyt/27//+70Xakic+8Ykj62jO2NRi9Jvf/GZkijbNCatzTPn+978/6vtjH/vYIpjCo1x1LB8aVd46n8NXc9pqW80GMh6Uk09IyKVDvMKHdSXk0mnZUsZz7iq3dF5eoZx/OX/ASN21Fyq7z3zmMzZ9+v/FQL3lLW+x1772tfaxj32sSDOz2Wabjdm3xL3m+CXIAwAApgKt8Bpa9Zq26jV91WvGqpeexkqSprwUypOhMT2NY87rvJScTYnPNuy8NK3Exp3XJp2X5rzS03CLzmvLzksOUXJ4U/banTuv3TovOXFpTE+RAI/vvPbtvDT1hcYANS74tM5LUzVo3i5Nk/CCzuvQzuvFndcH2jV885vfbM+YMUPKrPI1e/bs9rHHHlts03mYtztCpXabefPmtS+44IJRxzvmmGPa8+fPH7Purrvu2j7zzDNHrdsREqX7njVrVvv6669vd0RO6Tqve93rxvxfnY+Opd87QqR9xBFHtDfffPPi+wEHHFDss1/sscce7YMPPrj092c84xntpz/96Y3318u577jjjqXXZ86cOe1/+7d/yx6rybWPdMR7e5NNNhm13sKFC9sf/ehH25dccknxvSNw23vttVf7RS96Uftf/uVf2p/61KfaDz74YBsAACYPaYVVmuHQVRrieas0xSGrNMZBqzTHAas0yONXaZK9VmmU3VZplh1WaZitV2maLVZpnCWrNM/GqzTQhqs00fxVGmnuKs00e5WGmrVKU7m+cr3l+sv1WNRotWKum3VaJe9DGXHYypxMPMGhite0RFimInMofJ5W8vJ1dumU5TunmopW4IGGITUDx6abblpEtabTqw0aDUXLCnn11VcX08fJT04Wsn6i6eTWW2+9UT54kbPPPruwjJX9Ppnn3gtK06JylR/f7rvvXkyzJgumho/1X/fff/9szkAAAJhEy1ar9cHOm7L1a+hoeNV77rUirLMiLB/OfB6ueLWTz+2wLDUy2KrlFr6n7+lnBB8AAADA2ib48OEDAAAAWMNB8AEAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAEDwAQAAAACCDwAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAAAQfAAAAAAIPi4BAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAAAQfAAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAAIIPAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAAAQfAAAAACA4AMAAAAABB8AAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAEDwAQAAAACCDwAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAAAQfAAAAACA4AMAAABA8AEAAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAAIIPAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAEHwAAAAAgOADAAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAACCDwAAAAAQfAAAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAAQfAAAAACD4AAAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAACD4AAAAAQPABAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAACA4AMAAAAABB8AAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwAQAAAACCDwAAAADBBwAAAAAIPgAAAABA8AEAAAAAgg8AAAAAEHwAAAAAgOADAAAAAAQfAAAAAIIPAAAAABB8AAAAAIDgAwAAAAAEHwAAAAAg+AAAAAAAwQcAAAAACD4AAAAAQPABAAAAIPgAAAAAAMEHAAAAAAg+AAAAAEDwjYv2qlfZ8rLfAQAAAJrqhtVeTwxNsYvd5AK3M+sj8AAAAGDQArBdolmqhCKCr4GoW6PUNQAAAKxxorBO5E0J/TI0ARejW6GHqAMAAIA1TQzWaZyB6p+hAf/ZifhDVUO7xWt4eBgRCQAAAGNYpRHKXhOhXSZE9A1C8A1qHLtdIurqVPOD559//l+4pQEAACBllUZ4sIGmKdMf/RZ+Axnt7Lfg6/eJ93ph43a3H3XUUSc/0IHbGgAAABxpA2kEaQXrPvizXaJVetU6TTRVz0xrsE4r87lV81vZa6jiNyv5fSgsH0q+1x1H7w9dc801w2eccca1u+2227wlS5asb+QfBAAAWGvRMO555513+cte9rIfn3rqqVd3Fi1LhNtwyStdJzcMPJx8zonCqmjfgQi/Vp8EX6tE8KXCbFpGkKVCblrm3bebHr4PJd+nJb8NJd8XdF6bZo4TBeS0jMiMy+vEatn1AgAAgHpyfnM50ZS+VmbEWlweRdvKVe/3d1632iPWPV++Mlkvfa1IflsRjrMy2f/KjFhM31fWiEirEYqN/QynT3KhtmtEUTtZr13xe5lJ1Zct77zuSkRe7hVF3lAQc3WCL2f1xJIIAADQnOGMgGk3EHzDYfuc+Ct7razRDnX6wqz5kO6kZiIZr+CrE2zjFXqtLi9Ykwibds3LgrgcXiXa2n24cQEAAKBeI/Qi+PyZ2/RZ32QShzqtUfdbE63S67WZcMHXb4GYE3pVF69K3KWvVrLvuhvAxZ6/AwAAwNQUfOlQaTdir85Y1NSQVPc/JpXp4yiQVhfrNRF6TZeVjW03Lagm28bewpCRDBoAAGAqC75exN54hF4/I2t7yUQyYYJvEAVbdRFTy1/Tgqt6tayZiXfYCL4AAACYyoJvuAfh183LuhB/dT5/k8L0ARZYq4vfq4Zym1xo60HFR+tdzg9gqMtCygWWIBQBAADGJ/isgeAbhKirmuChTpPULWt6DSZN8PUSpFG3fVO/vjoh2PRmiBa7st/SYdwoDlvJ5xidO97rAwAAgOAb/blOjA1b98O7vQz/diP0moi4QczS0TfBNx6Rl7Pgla0XL2Cr5CbodTg3FXCpxS9XeMOJ2GOYFwAAYHIFX12C43aPYrCp+DNrni+vTBj2a4q2CRV83Vjvqixh7QpxOB7LXtUwbhqcEa19LRs9vOs3VczNZ1Y9+wgAAAD0R/A1ScTc7YwY47H6lemYuv9V9d/r1p00wddN1G5OzLWsPDCjrlBbVj98W5Wk0YLYi5a7VOSlyZZzfn6tHq8LAAAAYm80w5nfm4iysmnQhq0/1r1erH9NROFARd/0ARdc08CNnNBrWXW+HLPefPfKLH3pkG6ZhS/67rUTgZj+55aR0gUAAKAX0Vc3tZpZ91a8XiN6q3RIE+HXV/E2WYKvmxx7VcO7ZbNrlIm/KuU9nAiuKPDSz5YItnb4HnsZ6VRqOaGa/kcSNgMAADSnbmo1s+4tfMMly8o+NxGBZtUzdlT9nmqcXoM++i74uh2W7MWyV5WSpUki5bph3aEuhF8rEYy5qNwy8WdWHZgCAAAAzYRN0+lRrQsB1+TzeIZzq4Zku7H0tXu8ZuMSfL2IvqYnl5vurFs1n/rppUO36ecYdJH7nEbipsEY7RLRl4smxn8PAABgfOKlSY68sgCM4YzwG7b8VGzDNds3GeotE39Ngj0GyvRxFkpVkEI3n8vMny3rLrVKTgimoi618KW/p0EbUZy2ks85wWcIPgAAgIELPrN85G7ZkG6Z2BuuEHZmeZexboZ56yx8VZ/7NlvHoNOyVIm9svXqRGCViTWKvCjg6gRgXJZa6Fo21oevjeADAACYNMFXJrqigLOGYq9bq16vIq/qv65WefiqxFuZ8Gvq7JhbnhvGbVl+iLdM4LWS38zyPnxlFj0EHwAAwNQTfDkRN2zNhntzFsNuAkerdE2V0BtoEubpE1iArRpRmPr1meUjeKtSrbSCoreMgLMaoWclIm7I6od0cyIPwQcAANCb4KubS9esfEi3G1++Jla/uuFes+4sfwMXeP0QfOMJ4Kiy/NWJu6b59aZZ9fDucIXQs4yIKxOCVesh+AAAAPoj+MqydVhGjJk1G6atezcbX76+pla9flyngQm+bsRgnbCr+s0aiDyz8qTKZmMtfVVTodUJvnQfdfsBAACA8Yuauswd1ifB19Sy1ySFS53YayIE+2r5m96Hwmj1oTDLhnGtQjG7yCvLpWdWbuVrIvjaVh+kgQ8fAABA/0VemfBrmhtvOBF/3QRrVE3FNmzdB5Wm6473OkyK4MsJvzJLXrtE4FUlXm5Zs7HyXKDGUCL6rIHQc4asWcBG3X4AAABgfOKvLs/deARflWVvvMO5ZYK17D8MROj1W/CNRyDmLkKrYlnOTy8XmOHCrUrwtYMwTMXpkI3NyVcl/Cwj+BB/AAAA3Ys8s/KgjZxgKgvaaGLVy60fX5asZ1Y+hFw17NxXATdVBF/ZHLNVARpV4i/Nk5ebFq0stUrqz5cTa1Hg1Q3pmlVb+BB7AAAA/RF9ZvUuXk2CO7sdxq1KxpzbTxOR127wfwYmCAeReLnpXLplgRpm1cO5OZOtJaIvF3iRJmIeSj5Ha1+ahmWoROjVReki/gAAALoTeGVCr0zsmY2dAaNsSLfOAlg25JuzBDadd9esu4TMdev3JAind1kgdVOlNRV3VYVdNZybFuQ0K4/WyYmxoeQcWhnRlwvSaFt1epYycYfQAwAA6E38NRnSNWtu4cslUS6biaNqWtemQ7hl1r4mom68Ynlcgq/bE6hKtJyjTuilQi43H65Ztd9etOKttP+z/OVEXs5vr5shXQQfAADA+AVMN0O6ViHa0uHXJgEcTYd2mwq/qhk5uhZx3TDIPHxNUraUJVvOCb2h5EIMJwIyFX1xWW7otlUi/Kqset1G5yL4AAAA+i/4uhFXOT+7JrNq1M3CUSf8rIG4q/r/UyoPXzciMGfhq0vfkvPrGw7irCwww4KIW5kIvHisnPDrZzoWBB8AAED/BV+d+KubkSMn/Mzqo3ct87mp8DPrLh1LX5k+zkJpdblulS9fzspXJu7KInPT720rD9YoG8ZtJ+Kum6FcInUBAAD6J/jqZqmoi5Ct8skbtu7m4C2bi7dOhDYRsOMRxAMXfHXir10jetoZcZQWUi4NS86fL/rylVn1qkReKzn+UMl/6CUdC6IPAABgfGKvieCzRLyZdZdAOWftyw3zNp3WrU6MNkndMi6RNwjBVyf+0hMum2kjXZb7w9Gfz4Vdbtq0YSv3wasSgHVRudal4AMAAID+CcAyq183U641mU1juEb8NZ1xo25Zv65PXwVfLklyVaqWnJUvJ+rKkjHnLH65z2b54Vi39uWsea0GgrBM8DUZzgUAAID+Cr8myYu7yZGXS9NSl86lSvg1FXu9WPemxFy63QrFKoXaSgSdNRR9qb9eOnVaFJJ1As+sPNlyN4IPEQgAANCbuOtV8A2X/FYnBJtE4Dax8pVZEbv5z31nep8KpyoVS53lr10ilMouQCr0csEWZUmUyxIv514rk/OpG9pF5AEAAAxO/FXNvFE1zFuV/27YqnP5DZes13RIt4n1rxuhO6mCr6kQNKv21+uG1ALowm/YxqZdKZsTt2qO3HRZ25rPqIHgAwAA6K/g6zbYoW56s7Z1l7S5aeDHePz6+iLs+in4uknH0rQwyyyAdaIvFXVDmXNM9900mXLdMC4iDwAAYGKFn1n9/LTdCMCyId10WRMxWDWLRt2wbt1/7vb3vgi+bgRhnZUvt103oi8Kv/i5LpmyVYi/nJiri84tE3wIQQAAgPEJnW6Gdq1C6Jl1N+za68useoaNCbfu9VPwVUXv1m1TNrTbVPSVWfdalrfuNU290qoQpwg+AACAiRF8Zs393ZoMoVpDoefLcnPwNhGMVSK13cX/m9Q8fL3MsmFWP4TbjeiLs2Z4AVSJvPT4rQpRV2fVG68PIgAAAPQuBqsEVNMgDutS/A1bd9bBMtFpNeKvV1FcyXgsUE3SkFQFNpQJqqph1rocembNfPNy59LNDBrMnwsAADBxAs9qBJ7ViMEqkVcnCruNwG0SkdtNQMqkC74mgqdONPUq+uqEXpnws4r9mXUXqIHQAwAAmBzhVyaUmlr+urXyNRF04xV7deKvZ7Enpk9AIbW6/L3J8G7d0G86Y0cuYjcnMssCRppE6LYRgQAAAH0Xdt0IPCtZZzwCcFBir29irgmtAW3fbc66Jpa+uKzb5Vayz1ZDYderZQ/BBwAA0B/R1+S3JsERdSLPehR63Yq9CRnK7acgafWwrBfRVybsmubQy4m7JsKuiU8f4g4AAGBiRGA3wQ9NEx13I/56EXtVAq9pVO6kC76moq/bIIgqa1vTxMhN9le3rOo6tSbo+gIAAKyN4q7p73ViqpcI3yYpXZrsrxux182yKSP4+in6zLqfEaPs9zrxZw3OA2EHAAAweUKw1+HROlFWJwy7mRqt3eW5NRW0PTF9EgqsLEFzOyOgqmbqaCJCY+BGXYBIlXhr9yhwAQAAoD8ir9vfuk3dUvdb1RCuWXc+e30Rcd3QmoB99Trc263PX5Np0Zrsq5tzBAAAgMkVgt0EPNT5+/Vq+bM+iL2BWfcGIVr6LfrMmidvrhJ+TcVdq8trgw8fAADA4MRcL+Knbli17remQq/psSZd7A1KkIxH9JWJrrpkzk3Tq1gXwo65cgEAAKa+IOzFD248Q7xNtu9G2A1c7E204OtV9HUj/HrdtqnAQ+wBAABMPdHXjbgbj4hrIgb7IfZWC8HXi+irEmpNBV0T4dbq4ni9LgcAAICJF3y9pmxpKhR7EYS9nG/fxd6gRUs/RN94hF+dwOtWaE6lawsAALC2Cbput+vnUG8vQm/KiL2JECWDEn1Vwq/pvnsNuGhNoesLAACwtoq9Xn3f2j3uo0kAyJQUexMlSPoprHqx4nV7fCx6AAAAq6cIrNquF6E1kUEYA83LN1EiZTzpSwZhwRtvUAbiDgAAYGqKwHYft+/FAjjlxN5EC5dBiaxeffMGdT0QgwAAAIMVdf3cx3iDLAYpPvvGtAkuvFYf1utn1CzDtwAAAGuPGOynZa4fvngTNr3aZAmXiZjFYpDiEgAAAFYvIdgvEbZaCb2pIGj6Ge3aGvD/RfgBAACsnkKvH9u1J2g/a6TgG4Tw6/V/IegAAAAQhIMUcO3JvABTSegMUqS11tBrBgAAgICbmmJw0kXe6iBeJtpCh4gDAABAIE6GKFyrBV8/zrHFtQMAAEC8TdD+21P5oq1uoqW1lv5vAAAAmHqisb26/OHVWfi0uEYAAAAwgcKrvbpeoDVNzCDOAAAAYK0WdwgkBCEAAACsoaIOAcS1AgAAQLABAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADAWsH/B+mOsY8iEJkpAAAAAElFTkSuQmCC)

**Serving HTML**

So far in index.js we’re calling res.send and pass it a HTML string. Our code would look very confusing if we just placed our entire application’s HTML there. Instead, we’re going to create a index.html file and serve it.

Let’s refactor our route handler to use sendFile instead:

|  |
| --- |
| app.get('/', function(req, res){  res.sendFile(\_\_dirname + '/index.html'); }); |

And populate index.html with the following:

|  |
| --- |
| <!doctype html> <html>  <head>  <title>Socket.IO chat</title>  <style>  \* { margin: 0; padding: 0; box-sizing: border-box; }  body { font: 13px Helvetica, Arial; }  form { background: #000; padding: 3px; position: fixed; bottom: 0; width: 100%; }  form input { border: 0; padding: 10px; width: 90%; margin-right: .5%; }  form button { width: 9%; background: rgb(130, 224, 255); border: none; padding: 10px; }  #messages { list-style-type: none; margin: 0; padding: 0; }  #messages li { padding: 5px 10px; }  #messages li:nth-child(odd) { background: #eee; }  </style>  </head>  <body>  <ul id="messages"></ul>  <form action="">  <input id="m" autocomplete="off" /><button>Send</button>  </form>  </body> </html> |

If you restart the process (by hitting Control+C and running node index again) and refresh the page it should look like this:
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**Integrating Socket.IO**

Socket.IO is composed of two parts:

* A server that integrates with (or mounts on) the Node.JS HTTP Server: [socket.io](https://github.com/socketio/socket.io)
* A client library that loads on the browser side: [socket.io-client](https://github.com/socketio/socket.io-client)

During development, socket.io serves the client automatically for us, as we’ll see, so for now we only have to install one module:

|  |
| --- |
| npm install --save socket.io |

That will install the module and add the dependency to package.json. Now let’s edit index.js to add it:

|  |
| --- |
| var app = require('express')(); var http = require('http').createServer(app); var io = require('socket.io')(http);  app.get('/', function(req, res){  res.sendFile(\_\_dirname + '/index.html'); });  io.on('connection', function(socket){  console.log('a user connected'); });  http.listen(3000, function(){  console.log('listening on \*:3000'); }); |

Notice that I initialize a new instance of socket.io by passing the http (the HTTP server) object. Then I listen on the connection event for incoming sockets, and I log it to the console.

Now in index.html I add the following snippet before the </body>:

|  |
| --- |
| <script src="/socket.io/socket.io.js"></script> <script>  var socket = io(); </script> |

That’s all it takes to load the socket.io-client, which exposes a io global (and the endpoint GET /socket.io/socket.io.js), and then connect.

If you would like to use the local version of the client-side JS file, you can find it at node\_modules/socket.io-client/dist/socket.io.js.

Notice that I’m not specifying any URL when I call io(), since it defaults to trying to connect to the host that serves the page.

If you now reload the server and the website you should see the console print “a user connected”.

Try opening several tabs, and you’ll see several messages:

![A console displaying several messages, indicating that some users have connected](data:image/png;base64,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)

Each socket also fires a special disconnect event:

|  |
| --- |
| io.on('connection', function(socket){  console.log('a user connected');  socket.on('disconnect', function(){  console.log('user disconnected');  }); }); |

Then if you refresh a tab several times you can see it in action:
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**Emitting events**

The main idea behind Socket.IO is that you can send and receive any events you want, with any data you want. Any objects that can be encoded as JSON will do, and [binary data](https://socket.io/blog/introducing-socket-io-1-0/#binary) is supported too.

Let’s make it so that when the user types in a message, the server gets it as a chat message event. The script section in index.html should now look as follows:

|  |
| --- |
| <script src="/socket.io/socket.io.js"></script> <script src="https://code.jquery.com/jquery-1.11.1.js"></script> <script>  $(function () {  var socket = io();  $('form').submit(function(e){  e.preventDefault(); // prevents page reloading  socket.emit('chat message', $('#m').val());  $('#m').val('');  return false;  });  }); </script> |

And in index.js we print out the chat message event:

|  |
| --- |
| io.on('connection', function(socket){  socket.on('chat message', function(msg){  console.log('message: ' + msg);  }); }); |

The result should be like the following video:

**Broadcasting**

The next goal is for us to emit the event from the server to the rest of the users.

In order to send an event to everyone, Socket.IO gives us the io.emit:

|  |
| --- |
| io.emit('some event', { for: 'everyone' }); |

If you want to send a message to everyone except for a certain socket, we have the broadcast flag:

|  |
| --- |
| io.on('connection', function(socket){  socket.broadcast.emit('hi'); }); |

In this case, for the sake of simplicity we’ll send the message to everyone, including the sender.

|  |
| --- |
| io.on('connection', function(socket){  socket.on('chat message', function(msg){  io.emit('chat message', msg);  }); }); |

And on the client side when we capture a chat message event we’ll include it in the page. The total client-side JavaScript code now amounts to:

|  |
| --- |
| <script>  $(function () {  var socket = io();  $('form').submit(function(e){  e.preventDefault(); // prevents page reloading  socket.emit('chat message', $('#m').val());  $('#m').val('');  return false;  });  socket.on('chat message', function(msg){  $('#messages').append($('<li>').text(msg));  });  }); </script> |

1.5)Validator

A library of string validators and sanitizers.

## Strings only

**This library validates and sanitizes strings only.**

If you're not sure if your input is a string, coerce it using input + ''. Passing anything other than a string is an error.

## Installation and Usage

### Server-side usage

Install the library with npm install validator

#### No ES6

var validator **=** require('validator');

validator.isEmail('foo@bar.com'); *//=> true*

#### ES6

**import** validator **from** 'validator';

Or, import only a subset of the library:

**import** isEmail **from** 'validator/lib/isEmail';

### Client-side usage

The library can be loaded either as a standalone script, or through an [AMD](http://requirejs.org/docs/whyamd.html)-compatible loader

<script **type**="text/javascript" **src**="validator.min.js"></script>

<script **type**="text/javascript">

  validator.isEmail('foo@bar.com'); *//=> true*

</script>

The library can also be installed through [bower](http://bower.io/)

$ bower install validator-js

**Validators**

Here is a list of the validators currently available.

| **Validator** | **Description** |
| --- | --- |
| ***contains(str, seed)*** | check if the string contains the seed. |
| **equals(str, comparison)** | check if the string matches the comparison. |
| **isAfter(str [, date])** | check if the string is a date that's after the specified date (defaults to now). |
| **isAlpha(str [, locale])** | check if the string contains only letters (a-zA-Z).  Locale is one of ['ar', 'ar-AE', 'ar-BH', 'ar-DZ', 'ar-EG', 'ar-IQ', 'ar-JO', 'ar-KW', 'ar-LB', 'ar-LY', 'ar-MA', 'ar-QA', 'ar-QM', 'ar-SA', 'ar-SD', 'ar-SY', 'ar-TN', 'ar-YE', 'bg-BG', 'cs-CZ', 'da-DK', 'de-DE', 'el-GR', 'en-AU', 'en-GB', 'en-HK', 'en-IN', 'en-NZ', 'en-US', 'en-ZA', 'en-ZM', 'es-ES', 'fr-FR', 'hu-HU', 'it-IT', 'ku-IQ', 'nb-NO', 'nl-NL', 'nn-NO', 'pl-PL', 'pt-BR', 'pt-PT', 'ru-RU', 'sl-SI', 'sk-SK', 'sr-RS', 'sr-RS@latin', 'sv-SE', 'tr-TR', 'uk-UA']) and defaults to en-US. Locale list is validator.isAlphaLocales. |
| **isAlphanumeric(str [, locale])** | check if the string contains only letters and numbers.  Locale is one of ['ar', 'ar-AE', 'ar-BH', 'ar-DZ', 'ar-EG', 'ar-IQ', 'ar-JO', 'ar-KW', 'ar-LB', 'ar-LY', 'ar-MA', 'ar-QA', 'ar-QM', 'ar-SA', 'ar-SD', 'ar-SY', 'ar-TN', 'ar-YE', 'bg-BG', 'cs-CZ', 'da-DK', 'de-DE', 'el-GR', 'en-AU', 'en-GB', 'en-HK', 'en-IN', 'en-NZ', 'en-US', 'en-ZA', 'en-ZM', 'es-ES', 'fr-FR', 'hu-HU', 'it-IT', 'ku-IQ', 'nb-NO', 'nl-NL', 'nn-NO', 'pl-PL', 'pt-BR', 'pt-PT', 'ru-RU', 'sl-SI', 'sk-SK', 'sr-RS', 'sr-RS@latin', 'sv-SE', 'tr-TR', 'uk-UA']) and defaults to en-US. Locale list is validator.isAlphanumericLocales. |
| **isAscii(str)** | check if the string contains ASCII chars only. |
| **isBase32(str)** | check if a string is base32 encoded. |
| **isBase64(str)** | check if a string is base64 encoded. |
| **isBefore(str [, date])** | check if the string is a date that's before the specified date. |
| **isBoolean(str)** | check if a string is a boolean. |
| **isByteLength(str [, options])** | check if the string's length (in UTF-8 bytes) falls in a range.  options is an object which defaults to {min:0, max: undefined}. |
| **isCreditCard(str)** | check if the string is a credit card. |
| **isCurrency(str [, options])** | check if the string is a valid currency amount.  options is an object which defaults to {symbol: '$', require\_symbol: false, allow\_space\_after\_symbol: false, symbol\_after\_digits: false, allow\_negatives: true, parens\_for\_negatives: false, negative\_sign\_before\_digits: false, negative\_sign\_after\_digits: false, allow\_negative\_sign\_placeholder: false, thousands\_separator: ',', decimal\_separator: '.', allow\_decimal: true, require\_decimal: false, digits\_after\_decimal: [2], allow\_space\_after\_digits: false}. **Note:** The array digits\_after\_decimal is filled with the exact number of digits allowed not a range, for example a range 1 to 3 will be given as [1, 2, 3]. |
| **isDataURI(str)** | check if the string is a [data uri format](https://developer.mozilla.org/en-US/docs/Web/HTTP/data_URIs). |
| **isMagnetURI(str)** | check if the string is a [magnet uri format](https://en.wikipedia.org/wiki/Magnet_URI_scheme). |
| **isDecimal(str [, options])** | check if the string represents a decimal number, such as 0.1, .3, 1.1, 1.00003, 4.0, etc.  options is an object which defaults to {force\_decimal: false, decimal\_digits: '1,', locale: 'en-US'}  locale determine the decimal separator and is one of ['ar', 'ar-AE', 'ar-BH', 'ar-DZ', 'ar-EG', 'ar-IQ', 'ar-JO', 'ar-KW', 'ar-LB', 'ar-LY', 'ar-MA', 'ar-QA', 'ar-QM', 'ar-SA', 'ar-SD', 'ar-SY', 'ar-TN', 'ar-YE', 'bg-BG', 'cs-CZ', 'da-DK', 'de-DE', 'en-AU', 'en-GB', 'en-HK', 'en-IN', 'en-NZ', 'en-US', 'en-ZA', 'en-ZM', 'es-ES', 'fr-FR', 'hu-HU', 'it-IT', 'ku-IQ', nb-NO', 'nl-NL', 'nn-NO', 'pl-PL', 'pt-BR', 'pt-PT', 'ru-RU', 'sl-SI', 'sr-RS', 'sr-RS@latin', 'sv-SE', 'tr-TR', 'uk-UA']. **Note:** decimal\_digits is given as a range like '1,3', a specific value like '3' or min like '1,'. |
| **isDivisibleBy(str, number)** | check if the string is a number that's divisible by another. |
| **isEmail(str [, options])** | check if the string is an email.  options is an object which defaults to { allow\_display\_name: false, require\_display\_name: false, allow\_utf8\_local\_part: true, require\_tld: true, allow\_ip\_domain: false, domain\_specific\_validation: false }. If allow\_display\_name is set to true, the validator will also match Display Name <email-address>. If require\_display\_name is set to true, the validator will reject strings without the format Display Name <email-address>. If allow\_utf8\_local\_part is set to false, the validator will not allow any non-English UTF8 character in email address' local part. If require\_tld is set to false, e-mail addresses without having TLD in their domain will also be matched. If ignore\_max\_length is set to true, the validator will not check for the standard max length of an email. If allow\_ip\_domain is set to true, the validator will allow IP addresses in the host part. If domain\_specific\_validation is true, some additional validation will be enabled, e.g. disallowing certain syntactically valid email addresses that are rejected by GMail. |
| **isEmpty(str [, options])** | check if the string has a length of zero.  options is an object which defaults to { ignore\_whitespace:false }. |
| **isFQDN(str [, options])** | check if the string is a fully qualified domain name (e.g. domain.com).  options is an object which defaults to { require\_tld: true, allow\_underscores: false, allow\_trailing\_dot: false }. |
| **isFloat(str [, options])** | check if the string is a float.  options is an object which can contain the keys min, max, gt, and/or lt to validate the float is within boundaries (e.g. { min: 7.22, max: 9.55 }) it also has locale as an option.  min and max are equivalent to 'greater or equal' and 'less or equal', respectively while gt and lt are their strict counterparts.  locale determine the decimal separator and is one of ['ar', 'ar-AE', 'ar-BH', 'ar-DZ', 'ar-EG', 'ar-IQ', 'ar-JO', 'ar-KW', 'ar-LB', 'ar-LY', 'ar-MA', 'ar-QA', 'ar-QM', 'ar-SA', 'ar-SD', 'ar-SY', 'ar-TN', 'ar-YE', 'bg-BG', 'cs-CZ', 'da-DK', 'de-DE', 'en-AU', 'en-GB', 'en-HK', 'en-IN', 'en-NZ', 'en-US', 'en-ZA', 'en-ZM', 'es-ES', 'fr-FR', 'hu-HU', 'it-IT', 'nb-NO', 'nl-NL', 'nn-NO', 'pl-PL', 'pt-BR', 'pt-PT', 'ru-RU', 'sl-SI', 'sr-RS', 'sr-RS@latin', 'sv-SE', 'tr-TR', 'uk-UA']. Locale list is validator.isFloatLocales. |
| **isFullWidth(str)** | check if the string contains any full-width chars. |
| **isHalfWidth(str)** | check if the string contains any half-width chars. |
| **isHash(str, algorithm)** | check if the string is a hash of type algorithm.  Algorithm is one of ['md4', 'md5', 'sha1', 'sha256', 'sha384', 'sha512', 'ripemd128', 'ripemd160', 'tiger128', 'tiger160', 'tiger192', 'crc32', 'crc32b'] |
| **isHexColor(str)** | check if the string is a hexadecimal color. |
| **isHexadecimal(str)** | check if the string is a hexadecimal number. |
| **isIdentityCard(str [, locale])** | check if the string is a valid identity card code.  locale is one of ['ES'] OR 'any'. If 'any' is used, function will check if any of the locals match.  Defaults to 'any'. |
| **isIP(str [, version])** | check if the string is an IP (version 4 or 6). |
| **isIPRange(str)** | check if the string is an IP Range(version 4 only). |
| **isISBN(str [, version])** | check if the string is an ISBN (version 10 or 13). |
| **isISSN(str [, options])** | check if the string is an [ISSN](https://en.wikipedia.org/wiki/International_Standard_Serial_Number).  options is an object which defaults to { case\_sensitive: false, require\_hyphen: false }. If case\_sensitiveis true, ISSNs with a lowercase 'x' as the check digit are rejected. |
| **isISIN(str)** | check if the string is an [ISIN](https://en.wikipedia.org/wiki/International_Securities_Identification_Number) (stock/security identifier). |
| **isISO8601(str)** | check if the string is a valid [ISO 8601](https://en.wikipedia.org/wiki/ISO_8601) date; for additional checks for valid dates, e.g. invalidates dates like 2009-02-29, pass options object as a second parameter with options.strict = true. |
| **isRFC3339(str)** | check if the string is a valid [RFC 3339](https://tools.ietf.org/html/rfc3339) date. |
| **isISO31661Alpha2(str)** | check if the string is a valid [ISO 3166-1 alpha-2](https://en.wikipedia.org/wiki/ISO_3166-1_alpha-2) officially assigned country code. |
| **isISO31661Alpha3(str)** | check if the string is a valid [ISO 3166-1 alpha-3](https://en.wikipedia.org/wiki/ISO_3166-1_alpha-3) officially assigned country code. |
| **isISRC(str)** | check if the string is a [ISRC](https://en.wikipedia.org/wiki/International_Standard_Recording_Code). |
| **isIn(str, values)** | check if the string is in a array of allowed values. |
| **isInt(str [, options])** | check if the string is an integer.  options is an object which can contain the keys min and/or max to check the integer is within boundaries (e.g. { min: 10, max: 99 }). options can also contain the key allow\_leading\_zeroes, which when set to false will disallow integer values with leading zeroes (e.g. { allow\_leading\_zeroes: false }). Finally, options can contain the keys gt and/or lt which will enforce integers being greater than or less than, respectively, the value provided (e.g. {gt: 1, lt: 4} for a number between 1 and 4). |
| **isJSON(str)** | check if the string is valid JSON (note: uses JSON.parse). |
| **isJWT(str)** | check if the string is valid JWT token. |
| **isLatLong(str)** | check if the string is a valid latitude-longitude coordinate in the format lat,long or lat, long. |
| **isLength(str [, options])** | check if the string's length falls in a range.  options is an object which defaults to {min:0, max: undefined}. Note: this function takes into account surrogate pairs. |
| **isLowercase(str)** | check if the string is lowercase. |
| **isMACAddress(str)** | check if the string is a MAC address.  options is an object which defaults to {no\_colons: false}. If no\_colons is true, the validator will allow MAC addresses without the colons. |
| **isMD5(str)** | check if the string is a MD5 hash. |
| **isMimeType(str)** | check if the string matches to a valid [MIME type](https://en.wikipedia.org/wiki/Media_type) format |
| **isMobilePhone(str [, locale [, options]])** | check if the string is a mobile phone number,  (locale is either an array of locales (e.g ['sk-SK', 'sr-RS']) OR one of ['ar-AE', 'ar-DZ', 'ar-EG', 'ar-IQ', ar-JO', 'ar-KW', 'ar-SA', 'ar-SY', 'ar-TN', 'be-BY', 'bg-BG', 'bn-BD', 'cs-CZ', 'de-DE', 'da-DK', 'el-GR', 'en-AU', 'en-CA', 'en-GB', 'en-GH', 'en-HK', 'en-IE', 'en-IN', 'en-KE', 'en-MU', en-NG', 'en-NZ', 'en-RW', 'en-SG', 'en-UG', 'en-US', 'en-TZ', 'en-ZA', 'en-ZM', 'en-PK', 'es-ES', 'es-MX', 'es-PY', 'es-UY', 'et-EE', 'fa-IR', 'fi-FI', 'fr-FR', 'he-IL', 'hu-HU', 'id-ID', 'it-IT', 'ja-JP', 'kk-KZ', 'ko-KR', 'lt-LT', 'ms-MY', 'nb-NO', 'nn-NO', 'pl-PL', 'pt-PT', 'pt-BR', 'ro-RO', 'ru-RU', 'sl-SI', 'sk-SK', 'sr-RS', 'sv-SE', 'th-TH', 'tr-TR', 'uk-UA', 'vi-VN', 'zh-CN', 'zh-HK', 'zh-TW'] OR defaults to 'any'. If 'any' or a falsey value is used, function will check if any of the locales match).  options is an optional object that can be supplied with the following keys: strictMode, if this is set to true, the mobile phone number must be supplied with the country code and therefore must start with +. Locale list is validator.isMobilePhoneLocales. |
| **isMongoId(str)** | check if the string is a valid hex-encoded representation of a [MongoDB ObjectId](http://docs.mongodb.org/manual/reference/object-id/). |
| **isMultibyte(str)** | check if the string contains one or more multibyte chars. |
| **isNumeric(str [, options])** | check if the string contains only numbers.  options is an object which defaults to {no\_symbols: false}. If no\_symbols is true, the validator will reject numeric strings that feature a symbol (e.g. +, -, or .). |
| **isPort(str)** | check if the string is a valid port number. |
| **isPostalCode(str, locale)** | check if the string is a postal code,  (locale is one of [ 'AD', 'AT', 'AU', 'BE', 'BG', 'CA', 'CH', 'CZ', 'DE', 'DK', 'DZ', 'EE', 'ES', 'FI', 'FR', 'GB', 'GR', 'HR', 'HU', 'ID', 'IL', 'IN', 'IS', 'IT', 'JP', 'KE', 'LI', 'LT', 'LU', 'LV', 'MX', 'NL', 'NO', 'PL', 'PT', 'RO', 'RU', 'SA', 'SE', 'SI', 'TN', 'TW', 'UA', 'US', 'ZA', 'ZM' ] OR 'any'. If 'any' is used, function will check if any of the locals match. Locale list is validator.isPostalCodeLocales.). |
| **isSurrogatePair(str)** | check if the string contains any surrogate pairs chars. |
| **isURL(str [, options])** | check if the string is an URL.  options is an object which defaults to { protocols: ['http','https','ftp'], require\_tld: true, require\_protocol: false, require\_host: true, require\_valid\_protocol: true, allow\_underscores: false, host\_whitelist: false, host\_blacklist: false, allow\_trailing\_dot: false, allow\_protocol\_relative\_urls: false, disallow\_auth: false }. |
| **isUUID(str [, version])** | check if the string is a UUID (version 3, 4 or 5). |
| **isUppercase(str)** | check if the string is uppercase. |
| **isVariableWidth(str)** | check if the string contains a mixture of full and half-width chars. |
| **isWhitelisted(str, chars)** | checks characters if they appear in the whitelist. |
| **matches(str, pattern [, modifiers])** | check if string matches the pattern.  Either matches('foo', /foo/i) or matches('foo', 'foo', 'i'). |

**Sanitizers**

Here is a list of the sanitizers currently available.

| **Sanitizer** | **Description** |
| --- | --- |
| **blacklist(input, chars)** | remove characters that appear in the blacklist. The characters are used in a RegExp and so you will need to escape some chars, e.g. blacklist(input, '\\[\\]'). |
| **escape(input)** | replace <, >, &, ', " and / with HTML entities. |
| **unescape(input)** | replaces HTML encoded entities with <, >, &, ', " and /. |
| **ltrim(input [, chars])** | trim characters from the left-side of the input. |
| **normalizeEmail(email [, options])** | canonicalizes an email address. (This doesn't validate that the input is an email, if you want to validate the email use isEmail beforehand)  options is an object with the following keys and default values:   * *all\_lowercase: true* - Transforms the local part (before the @ symbol) of all email addresses to lowercase. Please note that this may violate RFC 5321, which gives providers the possibility to treat the local part of email addresses in a case sensitive way (although in practice most - yet not all - providers don't). The domain part of the email address is always lowercased, as it's case insensitive per RFC 1035. * *gmail\_lowercase: true* - GMail addresses are known to be case-insensitive, so this switch allows lowercasing them even when *all\_lowercase* is set to false. Please note that when *all\_lowercase* is true, GMail addresses are lowercased regardless of the value of this setting. * *gmail\_remove\_dots: true*: Removes dots from the local part of the email address, as GMail ignores them (e.g. "john.doe" and "johndoe" are considered equal). * *gmail\_remove\_subaddress: true*: Normalizes addresses by removing "sub-addresses", which is the part following a "+" sign (e.g. ["foo+bar@gmail.com](mailto:%22foo+bar@gmail.com)" becomes ["foo@gmail.com](mailto:%22foo@gmail.com)"). * *gmail\_convert\_googlemaildotcom: true*: Converts addresses with domain @googlemail.com to @gmail.com, as they're equivalent. * *outlookdotcom\_lowercase: true* - Outlook.com addresses (including Windows Live and Hotmail) are known to be case-insensitive, so this switch allows lowercasing them even when *all\_lowercase* is set to false. Please note that when *all\_lowercase* is true, Outlook.com addresses are lowercased regardless of the value of this setting. * *outlookdotcom\_remove\_subaddress: true*: Normalizes addresses by removing "sub-addresses", which is the part following a "+" sign (e.g. ["foo+bar@outlook.com](mailto:%22foo+bar@outlook.com)" becomes ["foo@outlook.com](mailto:%22foo@outlook.com)"). * *yahoo\_lowercase: true* - Yahoo Mail addresses are known to be case-insensitive, so this switch allows lowercasing them even when *all\_lowercase* is set to false. Please note that when *all\_lowercase* is true, Yahoo Mail addresses are lowercased regardless of the value of this setting. * *yahoo\_remove\_subaddress: true*: Normalizes addresses by removing "sub-addresses", which is the part following a "-" sign (e.g. ["foo-bar@yahoo.com](mailto:%22foo-bar@yahoo.com)" becomes ["foo@yahoo.com](mailto:%22foo@yahoo.com)"). * *icloud\_lowercase: true* - iCloud addresses (including MobileMe) are known to be case-insensitive, so this switch allows lowercasing them even when *all\_lowercase* is set to false. Please note that when *all\_lowercase* is true, iCloud addresses are lowercased regardless of the value of this setting. * *icloud\_remove\_subaddress: true*: Normalizes addresses by removing "sub-addresses", which is the part following a "+" sign (e.g. ["foo+bar@icloud.com](mailto:%22foo+bar@icloud.com)" becomes ["foo@icloud.com](mailto:%22foo@icloud.com)"). |
| **rtrim(input [, chars])** | trim characters from the right-side of the input. |
| **stripLow(input [, keep\_new\_lines])** | remove characters with a numerical value < 32 and 127, mostly control characters. If keep\_new\_lines is true, newline characters are preserved (\n and \r, hex 0xA and 0xD). Unicode-safe in JavaScript. |
| **toBoolean(input [, strict])** | convert the input string to a boolean. Everything except for '0', 'false' and '' returns true. In strict mode only '1' and 'true' return true. |
| **toDate(input)** | convert the input string to a date, or null if the input is not a date. |
| **toFloat(input)** | convert the input string to a float, or NaN if the input is not a float. |
| **toInt(input [, radix])** | convert the input string to an integer, or NaN if the input is not an integer. |
| **trim(input [, chars])** | trim characters (whitespace by default) from both sides of the input. |
| **whitelist(input, chars)** | remove characters that do not appear in the whitelist. The characters are used in a RegExp and so you will need to escape some chars, e.g. whitelist(input, '\\[\\]'). |

1.6) Multer:

Multer is a node.js middleware for handling multipart/form-data, which is primarily used for uploading files. It is written on top of [busboy](https://github.com/mscdex/busboy) for maximum efficiency.

**NOTE**: Multer will not process any form which is not multipart (multipart/form-data).

## Translations

This README is also available in other languages:

* [简体中文](https://github.com/expressjs/multer/blob/master/doc/README-zh-cn.md) (Chinese)
* [한국어](https://github.com/expressjs/multer/blob/master/doc/README-ko.md) (Korean)

## Installation

$ npm install --save multer

## Usage

Multer adds a body object and a file or files object to the request object. The bodyobject contains the values of the text fields of the form, the file or files object contains the files uploaded via the form.

Basic usage example:

Don't forget the enctype="multipart/form-data" in your form.

<form **action**="/profile" **method**="post" **enctype**="multipart/form-data">

  <input **type**="file" **name**="avatar" />

</form>

var express **=** require('express')

var multer  **=** require('multer')

var upload **=** multer({ dest**:** 'uploads/' })

var app **=** express()

app.post('/profile', upload.single('avatar'), function (req, res, next) {

*// req.file is the `avatar` file*

*// req.body will hold the text fields, if there were any*

})

app.post('/photos/upload', upload.array('photos', 12), function (req, res, next) {

*// req.files is array of `photos` files*

*// req.body will contain the text fields, if there were any*

})

var cpUpload **=** upload.fields([{ name**:** 'avatar', maxCount**:** 1 }, { name**:** 'gallery', maxCount**:** 8 }])

app.post('/cool-profile', cpUpload, function (req, res, next) {

*// req.files is an object (String -> Array) where fieldname is the key, and the value is array of files*

*//*

*// e.g.*

*//  req.files['avatar'][0] -> File*

*//  req.files['gallery'] -> Array*

*//*

*// req.body will contain the text fields, if there were any*

})

In case you need to handle a text-only multipart form, you should use the .none() method:

var express **=** require('express')

var app **=** express()

var multer  **=** require('multer')

var upload **=** multer()

app.post('/profile', upload.none(), function (req, res, next) {

*// req.body contains the text fields*

})

## API

### File information

Each file contains the following information:

| **Key** | **Description** | **Note** |
| --- | --- | --- |
| fieldname | Field name specified in the form |  |
| originalname | Name of the file on the user's computer |  |
| encoding | Encoding type of the file |  |
| mimetype | Mime type of the file |  |
| size | Size of the file in bytes |  |
| destination | The folder to which the file has been saved | DiskStorage |
| filename | The name of the file within the destination | DiskStorage |
| path | The full path to the uploaded file | DiskStorage |
| buffer | A Buffer of the entire file | MemoryStorage |

### multer(opts)

Multer accepts an options object, the most basic of which is the dest property, which tells Multer where to upload the files. In case you omit the options object, the files will be kept in memory and never written to disk.

By default, Multer will rename the files so as to avoid naming conflicts. The renaming function can be customized according to your needs.

The following are the options that can be passed to Multer.

| **Key** | **Description** |
| --- | --- |
| dest or storage | Where to store the files |
| fileFilter | Function to control which files are accepted |
| limits | Limits of the uploaded data |
| preservePath | Keep the full path of files instead of just the base name |

In an average web app, only dest might be required, and configured as shown in the following example.

var upload **=** multer({ dest**:** 'uploads/' })

If you want more control over your uploads, you'll want to use the storage option instead of dest. Multer ships with storage engines DiskStorage and MemoryStorage; More engines are available from third parties.

#### .single(fieldname)

Accept a single file with the name fieldname. The single file will be stored in req.file.

#### .array(fieldname[, maxCount])

Accept an array of files, all with the name fieldname. Optionally error out if more than maxCount files are uploaded. The array of files will be stored in req.files.

#### .fields(fields)

Accept a mix of files, specified by fields. An object with arrays of files will be stored in req.files.

fields should be an array of objects with name and optionally a maxCount. Example:

[

  { name**:** 'avatar', maxCount**:** 1 },

  { name**:** 'gallery', maxCount**:** 8 }

]

#### .none()

Accept only text fields. If any file upload is made, error with code "LIMIT\_UNEXPECTED\_FILE" will be issued.

#### .any()

Accepts all files that comes over the wire. An array of files will be stored in req.files.

**WARNING:** Make sure that you always handle the files that a user uploads. Never add multer as a global middleware since a malicious user could upload files to a route that you didn't anticipate. Only use this function on routes where you are handling the uploaded files.

### storage

#### DiskStorage

The disk storage engine gives you full control on storing files to disk.

var storage **=** multer.diskStorage({

  destination**:** function (req, file, cb) {

    cb(null, '/tmp/my-uploads')

  },

  filename**:** function (req, file, cb) {

    cb(null, file.fieldname **+** '-' **+** Date.now())

  }

})

var upload **=** multer({ storage**:** storage })

There are two options available, destination and filename. They are both functions that determine where the file should be stored.

destination is used to determine within which folder the uploaded files should be stored. This can also be given as a string (e.g. '/tmp/uploads'). If no destination is given, the operating system's default directory for temporary files is used.

**Note:** You are responsible for creating the directory when providing destination as a function. When passing a string, multer will make sure that the directory is created for you.

filename is used to determine what the file should be named inside the folder. If no filename is given, each file will be given a random name that doesn't include any file extension.

**Note:** Multer will not append any file extension for you, your function should return a filename complete with an file extension.

Each function gets passed both the request (req) and some information about the file (file) to aid with the decision.

Note that req.body might not have been fully populated yet. It depends on the order that the client transmits fields and files to the server.

#### MemoryStorage

The memory storage engine stores the files in memory as Buffer objects. It doesn't have any options.

var storage **=** multer.memoryStorage()

var upload **=** multer({ storage**:** storage })

When using memory storage, the file info will contain a field called buffer that contains the entire file.

**WARNING**: Uploading very large files, or relatively small files in large numbers very quickly, can cause your application to run out of memory when memory storage is used.

### limits

An object specifying the size limits of the following optional properties. Multer passes this object into busboy directly, and the details of the properties can be found on [busboy's page](https://github.com/mscdex/busboy#busboy-methods).

The following integer values are available:

| **Key** | **Description** | **Default** |
| --- | --- | --- |
| fieldNameSize | Max field name size | 100 bytes |
| fieldSize | Max field value size | 1MB |
| fields | Max number of non-file fields | Infinity |
| fileSize | For multipart forms, the max file size (in bytes) | Infinity |
| files | For multipart forms, the max number of file fields | Infinity |
| parts | For multipart forms, the max number of parts (fields + files) | Infinity |
| headerPairs | For multipart forms, the max number of header key=>value pairs to parse | 2000 |

Specifying the limits can help protect your site against denial of service (DoS) attacks.

### fileFilter

Set this to a function to control which files should be uploaded and which should be skipped. The function should look like this:

function fileFilter (req, file, cb) {

*// The function should call `cb` with a boolean*

*// to indicate if the file should be accepted*

*// To reject this file pass `false`, like so:*

  cb(null, false)

*// To accept the file pass `true`, like so:*

  cb(null, true)

*// You can always pass an error if something goes wrong:*

  cb(**new** Error('I don\'t have a clue!'))

}

## Error handling

When encountering an error, Multer will delegate the error to Express. You can display a nice error page using [the standard express way](http://expressjs.com/guide/error-handling.html).

If you want to catch errors specifically from Multer, you can call the middleware function by yourself. Also, if you want to catch only [the Multer errors](https://github.com/expressjs/multer/blob/master/lib/make-error.js#L1-L9), you can use the MulterError class that is attached to the multer object itself (e.g. err instanceof multer.MulterError).

var multer **=** require('multer')

var upload **=** multer().single('avatar')

app.post('/profile', function (req, res) {

  upload(req, res, function (err) {

**if** (err **instanceof** multer.MulterError) {

*// A Multer error occurred when uploading.*

    } **else** **if** (err) {

*// An unknown error occurred when uploading.*

    }

*// Everything went fine.*

  })

})

1.7) Stripe:

## Usage

The package needs to be configured with your account's secret key which is available in your [Stripe Dashboard](https://dashboard.stripe.com/account/apikeys). Require it with the key's value:

const stripe **=** require('stripe')('sk\_test\_...');

const customer **=** **await** stripe.customers.create({

  email**:** 'customer@example.com',

});

Or using ES modules, this looks more like:

**import** Stripe **from** 'stripe';

const stripe **=** Stripe('sk\_test\_...');

*//…*

On older versions of Node, you can use [promises](https://www.npmjs.com/package/stripe#using-promises) or [callbacks](https://www.npmjs.com/package/stripe#using-callbacks) instead of async/await.

### Usage with TypeScript

Stripe does not currently maintain typings for this package, but there are community typings available from DefinitelyTyped.

To install:

npm install --dev @types/stripe

To use:

*// Note `\* as` and `new Stripe` for TypeScript:*

**import** \* **as** Stripe **from** 'stripe';

const stripe **=** **new** Stripe('sk\_test\_...');

const customer**:** Promise<

  Stripe.customers.ICustomer

**>** **=** stripe.customers.create(*/\* ... \*/*);

### Using Promises

Every method returns a chainable promise which can be used instead of a regular callback:

*// Create a new customer and then a new charge for that customer:*

stripe.customers

  .create({

    email**:** 'foo-customer@example.com',

  })

  .then((customer) => {

**return** stripe.customers.createSource(customer.id, {

      source**:** 'tok\_visa',

    });

  })

  .then((source) => {

**return** stripe.charges.create({

      amount**:** 1600,

      currency**:** 'usd',

      customer**:** source.customer,

    });

  })

  .then((charge) => {

*// New charge created on a new customer*

  })

  .catch((err) => {

*// Deal with an error*

  });

### Using callbacks

On versions of Node.js prior to v7.9:

var stripe **=** require('stripe')('sk\_test\_...');

stripe.customers.create(

  {

    email**:** 'customer@example.com',

  },

  function(err, customer) {

**if** (err) {

*// Deal with an error (will be `null` if no error occurred).*

    }

*// Do something with created customer object*

    console.log(customer.id);

  }

);

### Configuring Timeout

Request timeout is configurable (the default is Node's default of 120 seconds):

stripe.setTimeout(20000); *// in ms (this is 20 seconds)*

### Configuring For Connect

A per-request Stripe-Account header for use with [Stripe Connect](https://stripe.com/connect) can be added to any method:

*// Retrieve the balance for a connected account:*

stripe.balance

  .retrieve({

    stripe\_account**:** 'acct\_foo',

  })

  .then((balance) => {

*// The balance object for the connected account*

  })

  .catch((err) => {

*// Error*

  });

### Configuring a Proxy

An [https-proxy-agent](https://github.com/TooTallNate/node-https-proxy-agent) can be configured with setHttpAgent.

To use stripe behind a proxy you can pass to sdk:

**if** (process.env.http\_proxy) {

  const ProxyAgent **=** require('https-proxy-agent');

  stripe.setHttpAgent(**new** ProxyAgent(process.env.http\_proxy));

}

### Network retries

Automatic network retries can be enabled with setMaxNetworkRetries. This will retry requests n times with exponential backoff if they fail due to an intermittent network problem.[Idempotency keys](https://stripe.com/docs/api/idempotent_requests) are added where appropriate to prevent duplication.

*// Retry a request once before giving up*

stripe.setMaxNetworkRetries(1);

### Examining Responses

Some information about the response which generated a resource is available with the lastResponse property:

charge.lastResponse.requestId; *// see: https://stripe.com/docs/api/node#request\_ids*

charge.lastResponse.statusCode;

### request and response events

The Stripe object emits request and response events. You can use them like this:

const stripe **=** require('stripe')('sk\_test\_...');

const onRequest **=** (request) => {

*// Do something.*

};

*// Add the event handler function:*

stripe.on('request', onRequest);

*// Remove the event handler function:*

stripe.off('request', onRequest);

#### request object

{

  api\_version**:** 'latest',

  account**:** 'acct\_TEST',       *// Only present if provided*

  idempotency\_key**:** 'abc123',  *// Only present if provided*

  method**:** 'POST',

  path**:** '/v1/charges'

}

#### response object

{

  api\_version**:** 'latest',

  account**:** 'acct\_TEST',       *// Only present if provided*

  idempotency\_key**:** 'abc123',  *// Only present if provided*

  method**:** 'POST',

  path**:** '/v1/charges',

  status**:** 402,

  request\_id**:** 'req\_Ghc9r26ts73DRf',

  elapsed**:** 445                *// Elapsed time in milliseconds*

}

### Webhook signing

Stripe can optionally sign the webhook events it sends to your endpoint, allowing you to validate that they were not sent by a third-party. You can read more about it [here](https://stripe.com/docs/webhooks#signatures).

Please note that you must pass the raw request body, exactly as received from Stripe, to the constructEvent() function; this will not work with a parsed (i.e., JSON) request body.

You can find an example of how to use this with [Express](https://expressjs.com/) in the [examples/webhook-signing](https://github.com/stripe/stripe-node/blob/HEAD/examples/webhook-signing)folder, but here's what it looks like:

const event **=** stripe.webhooks.constructEvent(

  webhookRawBody,

  webhookStripeSignatureHeader,

  webhookSecret

);

#### Testing Webhook signing

You can use stripe.webhooks.generateTestHeaderString to mock webhook events that come from Stripe:

const payload **=** {

  id**:** 'evt\_test\_webhook',

  object**:** 'event',

};

const payloadString **=** JSON.stringify(payload, null, 2);

const secret **=** 'whsec\_test\_secret';

const header **=** stripe.webhooks.generateTestHeaderString({

  payload**:** payloadString,

  secret,

});

const event **=** stripe.webhooks.constructEvent(payloadString, header, secret);

*// Do something with mocked signed event*

expect(event.id).to.equal(payload.id);

### Writing a Plugin

If you're writing a plugin that uses the library, we'd appreciate it if you identified using stripe.setAppInfo():

stripe.setAppInfo({

  name**:** 'MyAwesomePlugin',

  version**:** '1.2.34', *// Optional*

  url**:** 'https://myawesomeplugin.info', *// Optional*

});

This information is passed along when the library makes calls to the Stripe API.

### Auto-pagination

As of stripe-node 6.11.0, you may auto-paginate list methods. We provide a few different APIs for this to aid with a variety of node versions and styles.

#### Async iterators (for-await-of)

If you are in a Node environment that has support for [async iteration](https://github.com/tc39/proposal-async-iteration#the-async-iteration-statement-for-await-of), such as Node 10+ or [babel](https://babeljs.io/docs/en/babel-plugin-transform-async-generator-functions), the following will auto-paginate:

**for** **await** (const customer **of** stripe.customers.list()) {

  doSomething(customer);

**if** (shouldStop()) {

**break**;

  }

}

#### autoPagingEach

If you are in a Node environment that has support for await, such as Node 7.9 and greater, you may pass an async function to .autoPagingEach:

**await** stripe.customers.list().autoPagingEach(async (customer) => {

**await** doSomething(customer);

**if** (shouldBreak()) {

**return** false;

  }

});

console.log('Done iterating.');

Equivalently, without await, you may return a Promise, which can resolve to false to break:

stripe.customers

  .list()

  .autoPagingEach((customer) => {

**return** doSomething(customer).then(() => {

**if** (shouldBreak()) {

**return** false;

      }

    });

  })

  .then(() => {

    console.log('Done iterating.');

  })

  .catch(handleError);

If you prefer callbacks to promises, you may also use a next callback and a second onDonecallback:

stripe.customers.list().autoPagingEach(

  function onItem(customer, next) {

    doSomething(customer, function(err, result) {

**if** (shouldStop(result)) {

        next(false); *// Passing `false` breaks out of the loop.*

      } **else** {

        next();

      }

    });

  },

  function onDone(err) {

**if** (err) {

      console.error(err);

    } **else** {

      console.log('Done iterating.');

    }

  }

);

If your onItem function does not accept a next callback parameter or return a Promise, the return value is used to decide whether to continue (false breaks, anything else continues).

#### autoPagingToArray

This is a convenience for cases where you expect the number of items to be relatively small; accordingly, you must pass a limit option to prevent runaway list growth from consuming too much memory.

Returns a promise of an array of all items across pages for a list request.

const allNewCustomers **=** **await** stripe.customers

  .list({created**:** {gt**:** lastMonth}})

  .autoPagingToArray({limit**:** 10000});

2) Front-End Packages:

2.1) Axios

## Installing

Using npm:

$ npm install axios

Using bower:

$ bower install axios

Using yarn:

$ yarn add axios

Using cdn:

<script src="https://unpkg.com/axios/dist/axios.min.js"></script>

## Example

Performing a GET request

const axios = require('axios');

// Make a request for a user with a given ID

axios.get('/user?ID=12345')

.then(function (response) {

// handle success

console.log(response);

})

.catch(function (error) {

// handle error

console.log(error);

})

.finally(function () {

// always executed

});

// Optionally the request above could also be done as

axios.get('/user', {

params: {

ID: 12345

}

})

.then(function (response) {

console.log(response);

})

.catch(function (error) {

console.log(error);

})

.then(function () {

// always executed

});

// Want to use async/await? Add the `async` keyword to your outer function/method.

async function getUser() {

try {

const response = await axios.get('/user?ID=12345');

console.log(response);

} catch (error) {

console.error(error);

}

}

**NOTE:** async/await is part of ECMAScript 2017 and is not supported in Internet Explorer and older browsers, so use with caution.

Performing a POST request

axios.post('/user', {

firstName: 'Fred',

lastName: 'Flintstone'

})

.then(function (response) {

console.log(response);

})

.catch(function (error) {

console.log(error);

});

Performing multiple concurrent requests

function getUserAccount() {

return axios.get('/user/12345');

}

function getUserPermissions() {

return axios.get('/user/12345/permissions');

}

axios.all([getUserAccount(), getUserPermissions()])

.then(axios.spread(function (acct, perms) {

// Both requests are now complete

}));

## axios API

Requests can be made by passing the relevant config to axios.

##### axios(config)

// Send a POST request

axios({

method: 'post',

url: '/user/12345',

data: {

firstName: 'Fred',

lastName: 'Flintstone'

}

});

// GET request for remote image

axios({

method: 'get',

url: 'http://bit.ly/2mTM3nY',

responseType: 'stream'

})

.then(function (response) {

response.data.pipe(fs.createWriteStream('ada\_lovelace.jpg'))

});

##### axios(url[, config])

// Send a GET request (default method)

axios('/user/12345');

### Request method aliases

For convenience aliases have been provided for all supported request methods.

##### axios.request(config)

##### axios.get(url[, config])

##### axios.delete(url[, config])

##### axios.head(url[, config])

##### axios.options(url[, config])

##### axios.post(url[, data[, config]])

##### axios.put(url[, data[, config]])

##### axios.patch(url[, data[, config]])

###### NOTE

When using the alias methods url, method, and data properties don't need to be specified in config.

### Concurrency

Helper functions for dealing with concurrent requests.

##### axios.all(iterable)

##### axios.spread(callback)

### Creating an instance

You can create a new instance of axios with a custom config.

##### axios.create([config])

const instance = axios.create({

baseURL: 'https://some-domain.com/api/',

timeout: 1000,

headers: {'X-Custom-Header': 'foobar'}

});

### Instance methods

The available instance methods are listed below. The specified config will be merged with the instance config.

##### axios#request(config)

##### axios#get(url[, config])

##### axios#delete(url[, config])

##### axios#head(url[, config])

##### axios#options(url[, config])

##### axios#post(url[, data[, config]])

##### axios#put(url[, data[, config]])

##### axios#patch(url[, data[, config]])

##### axios#getUri([config])

## Request Config

These are the available config options for making requests. Only the url is required. Requests will default to GET if methodis not specified.

{

// `url` is the server URL that will be used for the request

url: '/user',

// `method` is the request method to be used when making the request

method: 'get', // default

// `baseURL` will be prepended to `url` unless `url` is absolute.

// It can be convenient to set `baseURL` for an instance of axios to pass relative URLs

// to methods of that instance.

baseURL: 'https://some-domain.com/api/',

// `transformRequest` allows changes to the request data before it is sent to the server

// This is only applicable for request methods 'PUT', 'POST', 'PATCH' and 'DELETE'

// The last function in the array must return a string or an instance of Buffer, ArrayBuffer,

// FormData or Stream

// You may modify the headers object.

transformRequest: [function (data, headers) {

// Do whatever you want to transform the data

return data;

}],

// `transformResponse` allows changes to the response data to be made before

// it is passed to then/catch

transformResponse: [function (data) {

// Do whatever you want to transform the data

return data;

}],

// `headers` are custom headers to be sent

headers: {'X-Requested-With': 'XMLHttpRequest'},

// `params` are the URL parameters to be sent with the request

// Must be a plain object or a URLSearchParams object

params: {

ID: 12345

},

// `paramsSerializer` is an optional function in charge of serializing `params`

// (e.g. https://www.npmjs.com/package/qs, http://api.jquery.com/jquery.param/)

paramsSerializer: function (params) {

return Qs.stringify(params, {arrayFormat: 'brackets'})

},

// `data` is the data to be sent as the request body

// Only applicable for request methods 'PUT', 'POST', and 'PATCH'

// When no `transformRequest` is set, must be of one of the following types:

// - string, plain object, ArrayBuffer, ArrayBufferView, URLSearchParams

// - Browser only: FormData, File, Blob

// - Node only: Stream, Buffer

data: {

firstName: 'Fred'

},

// `timeout` specifies the number of milliseconds before the request times out.

// If the request takes longer than `timeout`, the request will be aborted.

timeout: 1000, // default is `0` (no timeout)

// `withCredentials` indicates whether or not cross-site Access-Control requests

// should be made using credentials

withCredentials: false, // default

// `adapter` allows custom handling of requests which makes testing easier.

// Return a promise and supply a valid response (see lib/adapters/README.md).

adapter: function (config) {

/\* ... \*/

},

// `auth` indicates that HTTP Basic auth should be used, and supplies credentials.

// This will set an `Authorization` header, overwriting any existing

// `Authorization` custom headers you have set using `headers`.

// Please note that only HTTP Basic auth is configurable through this parameter.

// For Bearer tokens and such, use `Authorization` custom headers instead.

auth: {

username: 'janedoe',

password: 's00pers3cret'

},

// `responseType` indicates the type of data that the server will respond with

// options are: 'arraybuffer', 'document', 'json', 'text', 'stream'

// browser only: 'blob'

responseType: 'json', // default

// `responseEncoding` indicates encoding to use for decoding responses

// Note: Ignored for `responseType` of 'stream' or client-side requests

responseEncoding: 'utf8', // default

// `xsrfCookieName` is the name of the cookie to use as a value for xsrf token

xsrfCookieName: 'XSRF-TOKEN', // default

// `xsrfHeaderName` is the name of the http header that carries the xsrf token value

xsrfHeaderName: 'X-XSRF-TOKEN', // default

// `onUploadProgress` allows handling of progress events for uploads

onUploadProgress: function (progressEvent) {

// Do whatever you want with the native progress event

},

// `onDownloadProgress` allows handling of progress events for downloads

onDownloadProgress: function (progressEvent) {

// Do whatever you want with the native progress event

},

// `maxContentLength` defines the max size of the http response content in bytes allowed

maxContentLength: 2000,

// `validateStatus` defines whether to resolve or reject the promise for a given

// HTTP response status code. If `validateStatus` returns `true` (or is set to `null`

// or `undefined`), the promise will be resolved; otherwise, the promise will be

// rejected.

validateStatus: function (status) {

return status >= 200 && status < 300; // default

},

// `maxRedirects` defines the maximum number of redirects to follow in node.js.

// If set to 0, no redirects will be followed.

maxRedirects: 5, // default

// `socketPath` defines a UNIX Socket to be used in node.js.

// e.g. '/var/run/docker.sock' to send requests to the docker daemon.

// Only either `socketPath` or `proxy` can be specified.

// If both are specified, `socketPath` is used.

socketPath: null, // default

// `httpAgent` and `httpsAgent` define a custom agent to be used when performing http

// and https requests, respectively, in node.js. This allows options to be added like

// `keepAlive` that are not enabled by default.

httpAgent: new http.Agent({ keepAlive: true }),

httpsAgent: new https.Agent({ keepAlive: true }),

// 'proxy' defines the hostname and port of the proxy server.

// You can also define your proxy using the conventional `http\_proxy` and

// `https\_proxy` environment variables. If you are using environment variables

// for your proxy configuration, you can also define a `no\_proxy` environment

// variable as a comma-separated list of domains that should not be proxied.

// Use `false` to disable proxies, ignoring environment variables.

// `auth` indicates that HTTP Basic auth should be used to connect to the proxy, and

// supplies credentials.

// This will set an `Proxy-Authorization` header, overwriting any existing

// `Proxy-Authorization` custom headers you have set using `headers`.

proxy: {

host: '127.0.0.1',

port: 9000,

auth: {

username: 'mikeymike',

password: 'rapunz3l'

}

},

// `cancelToken` specifies a cancel token that can be used to cancel the request

// (see Cancellation section below for details)

cancelToken: new CancelToken(function (cancel) {

})

}

## Response Schema

The response for a request contains the following information.

{

// `data` is the response that was provided by the server

data: {},

// `status` is the HTTP status code from the server response

status: 200,

// `statusText` is the HTTP status message from the server response

statusText: 'OK',

// `headers` the headers that the server responded with

// All header names are lower cased

headers: {},

// `config` is the config that was provided to `axios` for the request

config: {},

// `request` is the request that generated this response

// It is the last ClientRequest instance in node.js (in redirects)

// and an XMLHttpRequest instance the browser

request: {}

}

When using then, you will receive the response as follows:

axios.get('/user/12345')

.then(function (response) {

console.log(response.data);

console.log(response.status);

console.log(response.statusText);

console.log(response.headers);

console.log(response.config);

});

When using catch, or passing a [rejection callback](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise/then) as second parameter of then, the response will be available through the error object as explained in the [Handling Errors](https://github.com/axios/axios#handling-errors) section.

## Config Defaults

You can specify config defaults that will be applied to every request.

### Global axios defaults

axios.defaults.baseURL = 'https://api.example.com';

axios.defaults.headers.common['Authorization'] = AUTH\_TOKEN;

axios.defaults.headers.post['Content-Type'] = 'application/x-www-form-urlencoded';

### Custom instance defaults

// Set config defaults when creating the instance

const instance = axios.create({

baseURL: 'https://api.example.com'

});

// Alter defaults after instance has been created

instance.defaults.headers.common['Authorization'] = AUTH\_TOKEN;

### Config order of precedence

Config will be merged with an order of precedence. The order is library defaults found in [lib/defaults.js](https://github.com/axios/axios/blob/master/lib/defaults.js#L28), then defaultsproperty of the instance, and finally config argument for the request. The latter will take precedence over the former. Here's an example.

// Create an instance using the config defaults provided by the library

// At this point the timeout config value is `0` as is the default for the library

const instance = axios.create();

// Override timeout default for the library

// Now all requests using this instance will wait 2.5 seconds before timing out

instance.defaults.timeout = 2500;

// Override timeout for this request as it's known to take a long time

instance.get('/longRequest', {

timeout: 5000

});

## Interceptors

You can intercept requests or responses before they are handled by then or catch.

// Add a request interceptor

axios.interceptors.request.use(function (config) {

// Do something before request is sent

return config;

}, function (error) {

// Do something with request error

return Promise.reject(error);

});

// Add a response interceptor

axios.interceptors.response.use(function (response) {

// Do something with response data

return response;

}, function (error) {

// Do something with response error

return Promise.reject(error);

});

If you may need to remove an interceptor later you can.

const myInterceptor = axios.interceptors.request.use(function () {/\*...\*/});

axios.interceptors.request.eject(myInterceptor);

You can add interceptors to a custom instance of axios.

const instance = axios.create();

instance.interceptors.request.use(function () {/\*...\*/});

## Handling Errors

axios.get('/user/12345')

.catch(function (error) {

if (error.response) {

// The request was made and the server responded with a status code

// that falls out of the range of 2xx

console.log(error.response.data);

console.log(error.response.status);

console.log(error.response.headers);

} else if (error.request) {

// The request was made but no response was received

// `error.request` is an instance of XMLHttpRequest in the browser and an instance of

// http.ClientRequest in node.js

console.log(error.request);

} else {

// Something happened in setting up the request that triggered an Error

console.log('Error', error.message);

}

console.log(error.config);

});

You can define a custom HTTP status code error range using the validateStatus config option.

axios.get('/user/12345', {

validateStatus: function (status) {

return status < 500; // Reject only if the status code is greater than or equal to 500

}

})

## Cancellation

You can cancel a request using a cancel token.

The axios cancel token API is based on the withdrawn [cancelable promises proposal](https://github.com/tc39/proposal-cancelable-promises).

You can create a cancel token using the CancelToken.source factory as shown below:

const CancelToken = axios.CancelToken;

const source = CancelToken.source();

axios.get('/user/12345', {

cancelToken: source.token

}).catch(function (thrown) {

if (axios.isCancel(thrown)) {

console.log('Request canceled', thrown.message);

} else {

// handle error

}

});

axios.post('/user/12345', {

name: 'new name'

}, {

cancelToken: source.token

})

// cancel the request (the message parameter is optional)

source.cancel('Operation canceled by the user.');

You can also create a cancel token by passing an executor function to the CancelToken constructor:

const CancelToken = axios.CancelToken;

let cancel;

axios.get('/user/12345', {

cancelToken: new CancelToken(function executor(c) {

// An executor function receives a cancel function as a parameter

cancel = c;

})

});

// cancel the request

cancel();

Note: you can cancel several requests with the same cancel token.

## Using application/x-www-form-urlencoded format

By default, axios serializes JavaScript objects to JSON. To send data in the application/x-www-form-urlencoded format instead, you can use one of the following options.

### Browser

In a browser, you can use the [URLSearchParams](https://developer.mozilla.org/en-US/docs/Web/API/URLSearchParams) API as follows:

const params = new URLSearchParams();

params.append('param1', 'value1');

params.append('param2', 'value2');

axios.post('/foo', params);

Note that URLSearchParams is not supported by all browsers (see [caniuse.com](http://www.caniuse.com/#feat=urlsearchparams)), but there is a [polyfill](https://github.com/WebReflection/url-search-params) available (make sure to polyfill the global environment).

Alternatively, you can encode data using the [qs](https://github.com/ljharb/qs) library:

const qs = require('qs');

axios.post('/foo', qs.stringify({ 'bar': 123 }));

Or in another way (ES6),

import qs from 'qs';

const data = { 'bar': 123 };

const options = {

method: 'POST',

headers: { 'content-type': 'application/x-www-form-urlencoded' },

data: qs.stringify(data),

url,

};

axios(options);

### Node.js

In node.js, you can use the [querystring](https://nodejs.org/api/querystring.html) module as follows:

const querystring = require('querystring');

axios.post('http://something.com/', querystring.stringify({ foo: 'bar' }));

You can also use the [qs](https://github.com/ljharb/qs) library.

###### NOTE

The qs library is preferable if you need to stringify nested objects, as the querystring method has known issues with that use case (<https://github.com/nodejs/node-v0.x-archive/issues/1665>).

## Semver

Until axios reaches a 1.0 release, breaking changes will be released with a new minor version. For example 0.5.1, and 0.5.4 will have the same API, but 0.6.0 will have breaking changes.

## Promises

axios depends on a native ES6 Promise implementation to be [supported](http://caniuse.com/promises). If your environment doesn't support ES6 Promises, you can [polyfill](https://github.com/jakearchibald/es6-promise).

## TypeScript

axios includes [TypeScript](http://typescriptlang.org/) definitions.

import axios from 'axios';

axios.get('/user?ID=12345');

2.2)jwt-decode

## Usage

var token **=** 'eyJ0eXAiO.../// jwt token';

var decoded **=** jwt\_decode(token);

console.log(decoded);

*/\* prints:*

*\* { foo: "bar",*

*\*   exp: 1393286893,*

*\*   iat: 1393268893  }*

*\*/*

**Note:** A falsy token will throw an error.

Can also be used with [browserify](http://browserify.org/) or [webpack](http://webpack.github.io/) by doing npm install jwt-decode and requiring:

var jwtDecode **=** require('jwt-decode');

## Polymer Web Component

Can also be installed and used with [Polymer-based wrapper](https://github.com/firmfirm/f-jwt-decode).

2.3) Native Base

**1. What is NativeBase?**

[NativeBase](https://nativebase.io/) is a sleek, ingenious and dynamic front-end framework created by passionate React Loving team at [Geekyants.com](https://geekyants.com/) to build cross platform Android & iOS mobile apps using ready to use generic components of React Native.

**2. Why NativeBase?**

What is really great with [NativeBase](https://nativebase.io/) is that you can use shared UI cross-platform components, which will drastically increase your productivity. When using NativeBase, you can use any native third-party libraries out of the box.

**Recommended by** *Microsoft*

If you're looking to get started with React Native + CodePush, and are looking for an awesome starter kit, you should check out Native Starter Pro - [Microsoft's react-native-code-push repo](https://github.com/Microsoft/react-native-code-push#example-apps--starters)

**Recommended by**[Awesome React Native](https://github.com/jondot/awesome-react-native)

NativeBase added into the list of [Frameworks](https://github.com/jondot/awesome-react-native#frameworks) of Awesome React Native and are also used by many other React lovers across the world.

**4. Getting Started**

**a. Setup with pure React Native app**

*Install NativeBase*

npm install native**-**base **--**save

*Install Peer Dependencies*  
The peer dependencies included from any npm packages does not automatically get installed. Your application will not depend on it explicitly.

react**-**native link

You've successfully setup [NativeBase](https://nativebase.io/) with your [React Native](https://facebook.github.io/react-native/) app. Your React Native app is now all set to run on iOS and Android simulator.

**b. Setup with Expo**

Expo helps you make React Native apps with no build configuration. It works on macOS, Windows, and Linux.   
Refer this link for additional information on [Expo](https://docs.expo.io/)

*Install NativeBase*

npm install native**-**base **--**save

**Note**   
[NativeBase](https://nativebase.io/) uses some custom fonts that can be loaded using **Font.loadAsync**. Check out the [Expo Font documentation](https://docs.expo.io/versions/latest/sdk/font/).   
Syntax

*// At the top of your file*

**import** { Font } **from** 'expo';

**import** { Ionicons } **from** '@expo/vector-icons';

*// Later on in your component*

async componentDidMount() {

**await** Font.loadAsync({

    'Roboto'**:** require('native-base/Fonts/Roboto.ttf'),

    'Roboto\_medium'**:** require('native-base/Fonts/Roboto\_medium.ttf'),

**...**Ionicons.font,

  });

}

Check out the [KitchenSink](https://expo.io/@geekyants/nativebasekitchensink) with Expo for an example of the implementation.  
Find the [KitchenSink repo here](https://github.com/GeekyAnts/NativeBase-KitchenSink/tree/CRNA)

**c. Setup with ignite-native-base-boilerplate**

You can run the following command to create the boilerplate, provided you have [Ignite CLI](https://github.com/infinitered/ignite)installed.

ignite new appname --boilerplate native-base-boilerplate

Go to app location

cd appname

For iOS run

react-native run-ios

For Android run

react-native run-android

Refer [ignite-native-base-boilerplate](https://github.com/GeekyAnts/ignite-native-base-boilerplate) page for additional information

**5. Components**

[NativeBase](https://nativebase.io/) is made from effective building blocks referred to as components. The Components are constructed in pure [React Native](https://github.com/facebook/react-native) platform along with some JavaScript functionality with rich set of customisable properties. These components allow you to quickly build the perfect interface.

**6. NativeBase for Web**

NativeBase is now available for React web lovers. Check the [demo](https://nativebase.io/kitchen-sink-web-app/) Find the repo [here](https://github.com/GeekyAnts/NativeBase-KitchenSink/tree/web-support)

**7. Compatibility Versions**

| **NativeBase** | **React Native** |
| --- | --- |
| v0.1.1 | v0.22 to v0.23 |
| v0.2.0 to v0.3.1 | v0.24 to v0.25 |
| v0.4.6 to v0.4.9 | v0.26.0 - v0.27.1 |
| v0.5.0 to v0.5.15 | v0.26.0 - v0.37.0 |
| v0.5.16 to v0.5.20 | v0.38.0 - v0.39.0 |
| v2.0.0-alpha1 to v2.1.3 | v0.38.0 to v0.43.0 |
| v2.1.4 to v2.1.5 | v0.44.0 to v0.45.0 |
| v2.2.0 | v0.44.0 to v0.45.0 |
| v2.2.1 | v0.46.0 and above |
| v2.3.0 to 2.6.1 | v0.46.0 and above *(does not support React 16.0.0-alpha.13)* |
| v2.7.0 | v0.56.0 and above |

**8.**[**React Native Seed**](https://reactnativeseed.com/)

React Native Seed provides you React Native starter kits for your base app with the technologies that you love.

Based on the feedback we received from our users, people had trouble sorting out the right boilerplate for them with the desired technologies and contacted us to enquire. We realized that many people were particular about the technologies they want in the app and that a minimal, neat solution was required to solve this, and hence, React Native Seed.

React Native Seed is for learners and professionals alike, those who want to experiment, learn all aspects and those who already know enough, just want a starter kit to quickly start working on their project.

**9. NativeBase Market**

Having tried with the free version, [Native Starter Kit](https://github.com/start-react/native-starter-kit) and appreciate our product?

Get on the mobile fast track with the featured apps of [NativeBase](https://nativebase.io/), to build high-quality iOS and Android mobile apps.  
A [marketplace](https://market.nativebase.io/) for premium React Native app themes to build high-quality iOS and Android mobile apps.

2.4) Redux

# Getting Started with Redux

Redux is a predictable state container for JavaScript apps.

It helps you write applications that behave consistently, run in different environments (client, server, and native), and are easy to test. On top of that, it provides a great developer experience, such as [live code editing combined with a time traveling debugger](https://github.com/reduxjs/redux-devtools).

You can use Redux together with [React](https://reactjs.org/), or with any other view library. It is tiny (2kB, including dependencies), but has a large ecosystem of addons available.

## Installation

Redux is available as a package on NPM for use with a module bundler or in a Node application:

npm install --save redux

**Copy**

It is also available as a precompiled UMD package that defines a window.Redux global variable. The UMD package can be used as a [<script> tag](https://unpkg.com/redux/dist/redux.js) directly.

For more details, see the [Installation](https://redux.js.org/introduction/installation) page.

## Redux Starter Kit

Redux itself is small and unopinionated. We also have a separate package called [**redux-starter-kit**](https://redux-starter-kit.js.org/), which includes some opinionated defaults that help you use Redux more effectively.

It helps simplify a lot of common use cases, including [store setup](https://redux-starter-kit.js.org/api/configureStore), [creating reducers and writing immutable update logic](https://redux-starter-kit.js.org/api/createreducer), and even [creating entire "slices" of state at once](https://redux-starter-kit.js.org/api/createslice).

Whether you're a brand new Redux user setting up your first project, or an experienced user who wants to simplify an existing application, [**redux-starter-kit**](https://redux-starter-kit.js.org/) can help you make your Redux code better.

## Basic Example

The whole state of your app is stored in an object tree inside a single store.  
The only way to change the state tree is to emit an action, an object describing what happened.  
To specify how the actions transform the state tree, you write pure reducers.

That's it!

**import** { createStore } **from** 'redux'

/\*\*

\* This is a reducer, a pure function with (state, action) => state signature.

\* It describes how an action transforms the state into the next state.

\*

\* The shape of the state is up to you: it can be a primitive, an array, an object,

\* or even an Immutable.js data structure. The only important part is that you should

\* not mutate the state object, but return a new object if the state changes.

\*

\* In this example, we use a `switch` statement and strings, but you can use a helper that

\* follows a different convention (such as function maps) if it makes sense for your

\* project.

\*/

**function** **counter**(state = 0, action) {

**switch** (action.type) {

**case** 'INCREMENT':

**return** state + 1

**case** 'DECREMENT':

**return** state - 1

**default**:

**return** state

}

}

// Create a Redux store holding the state of your app.

// Its API is { subscribe, dispatch, getState }.

**let** store = createStore(counter)

// You can use subscribe() to update the UI in response to state changes.

// Normally you'd use a view binding library (e.g. React Redux) rather than subscribe() directly.

// However it can also be handy to persist the current state in the localStorage.

store.subscribe(() => console.log(store.getState()))

// The only way to mutate the internal state is to dispatch an action.

// The actions can be serialized, logged or stored and later replayed.

store.dispatch({ type: 'INCREMENT' })

// 1

store.dispatch({ type: 'INCREMENT' })

// 2

store.dispatch({ type: 'DECREMENT' })

// 1

**Copy**

Instead of mutating the state directly, you specify the mutations you want to happen with plain objects called actions. Then you write a special function called a reducer to decide how every action transforms the entire application's state.

In a typical Redux app, there is just a single store with a single root reducing function. As your app grows, you split the root reducer into smaller reducers independently operating on the different parts of the state tree. This is exactly like how there is just one root component in a React app, but it is composed out of many small components.

This architecture might seem like an overkill for a counter app, but the beauty of this pattern is how well it scales to large and complex apps. It also enables very powerful developer tools, because it is possible to trace every mutation to the action that caused it. You can record user sessions and reproduce them just by replaying every action.

## Examples

The Redux repository contains several example projects demonstrating various aspects of how to use Redux. Almost all examples have a corresponding CodeSandbox sandbox. This is an interactive version of the code that you can play with online.

* [**Counter Vanilla**](https://redux.js.org/introduction/examples#counter-vanilla): [Source](https://github.com/reduxjs/redux/tree/master/examples/counter-vanilla)
* [**Counter**](https://redux.js.org/introduction/examples#counter): [Source](https://github.com/reduxjs/redux/tree/master/examples/counter) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/counter)
* [**Todos**](https://redux.js.org/introduction/examples#todos): [Source](https://github.com/reduxjs/redux/tree/master/examples/todos) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/todos)
* [**Todos with Undo**](https://redux.js.org/introduction/examples#todos-with-undo): [Source](https://github.com/reduxjs/redux/tree/master/examples/todos-with-undo) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/todos-with-undo)
* [**TodoMVC**](https://redux.js.org/introduction/examples#todomvc): [Source](https://github.com/reduxjs/redux/tree/master/examples/todomvc) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/todomvc)
* [**Shopping Cart**](https://redux.js.org/introduction/examples#shopping-cart): [Source](https://github.com/reduxjs/redux/tree/master/examples/shopping-cart) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/shopping-cart)
* [**Tree View**](https://redux.js.org/introduction/examples#tree-view): [Source](https://github.com/reduxjs/redux/tree/master/examples/tree-view) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/tree-view)
* [**Async**](https://redux.js.org/introduction/examples#async): [Source](https://github.com/reduxjs/redux/tree/master/examples/async) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/async)
* [**Universal**](https://redux.js.org/introduction/examples#universal): [Source](https://github.com/reduxjs/redux/tree/master/examples/universal)
* [**Real World**](https://redux.js.org/introduction/examples#real-world): [Source](https://github.com/reduxjs/redux/tree/master/examples/real-world) | [Sandbox](https://codesandbox.io/s/github/reduxjs/redux/tree/master/examples/real-world)

## Learn Redux

We have a variety of resources available to help you learn Redux, no matter what your background or learning style is.

### Just the Basics

If you're brand new to Redux and want to understand the basic concepts, see:

* The [**Motivation**](https://redux.js.org/introduction/motivation) behind building Redux, the [**Core Concepts**](https://redux.js.org/introduction/core-concepts), and the [**Three Principles**](https://redux.js.org/introduction/three-principles).
* The [**basic tutorial in the Redux docs**](https://redux.js.org/basics/basic-tutorial)
* Redux creator Dan Abramov's **free**[**"Getting Started with Redux" video series**](https://egghead.io/series/getting-started-with-redux) on Egghead.io
* Redux co-maintainer Mark Erikson's [**"Redux Fundamentals" slideshow**](http://blog.isquaredsoftware.com/2018/03/presentation-reactathon-redux-fundamentals/) and [**list of suggested resources for learning Redux**](http://blog.isquaredsoftware.com/2017/12/blogged-answers-learn-redux/)
* If you learn best by looking at code and playing with it, check out our list of [**Redux example applications**](https://redux.js.org/introduction/examples), available as separate projects in the Redux repo, and also as interactive online examples on CodeSandbox.
* The [**Redux Tutorials**](https://github.com/markerikson/react-redux-links/blob/master/redux-tutorials.md) section of the [**React/Redux links list**](https://github.com/markerikson/react-redux-links). Here's a top list of our recommended tutorials:
  + Dave Ceddia's posts [What Does Redux Do? (and when should you use it?)](https://daveceddia.com/what-does-redux-do/) and [How Redux Works: A Counter-Example](https://daveceddia.com/how-does-redux-work/) are a great intro to the basics of Redux and how to use it with React, as is this post on [React and Redux: An Introduction](http://jakesidsmith.com/blog/post/2017-11-18-redux-and-react-an-introduction/).
  + Valentino Gagliardi's post [React Redux Tutorial for Beginners: Learning Redux in 2018](https://www.valentinog.com/blog/react-redux-tutorial-beginners/) is an excellent extended introduction to many aspects of using Redux.
  + The CSS Tricks article [Leveling Up with React: Redux](https://css-tricks.com/learning-react-redux/) covers the Redux basics well.
  + This [DevGuides: Introduction to Redux](http://devguides.io/redux/) tutorial covers several aspects of Redux, including actions, reducers, usage with React, and middleware.

### Intermediate Concepts

Once you've picked up the basics of working with actions, reducers, and the store, you may have questions about topics like working with asynchronous logic and AJAX requests, connecting a UI framework like React to your Redux store, and setting up an application to use Redux:

* The [**"Advanced" docs section**](https://redux.js.org/advanced/advanced-tutorial) covers working with async logic, middleware, routing.
* The Redux docs [**"Learning Resources"**](https://redux.js.org/introduction/learning-resources) page points to recommended articles on a variety of Redux-related topics.
* Sophie DeBenedetto's 8-part [**Building a Simple CRUD App with React + Redux**](http://www.thegreatcodeadventure.com/building-a-simple-crud-app-with-react-redux-part-1/) series shows how to put together a basic CRUD app from scratch.

### Real-World Usage

Going from a TodoMVC app to a real production application can be a big jump, but we've got plenty of resources to help:

* Redux creator Dan Abramov's [**free "Building React Applications with Idiomatic Redux" video series**](https://egghead.io/courses/building-react-applications-with-idiomatic-redux) builds on his first video series and covers topics like middleware, routing, and persistence.
* The [**Redux FAQ**](https://redux.js.org/faq) answers many common questions about how to use Redux, and the [**"Recipes" docs section**](https://redux.js.org/recipes/recipe-index) has information on handling derived data, testing, structuring reducer logic, and reducing boilerplate.
* Redux co-maintainer Mark Erikson's [**"Practical Redux" tutorial series**](http://blog.isquaredsoftware.com/series/practical-redux/) demonstrates real-world intermediate and advanced techniques for working with React and Redux (also available as [**an interactive course on Educative.io**](https://www.educative.io/collection/5687753853370368/5707702298738688)).
* The [**React/Redux links list**](https://github.com/markerikson/react-redux-links) has categorized articles on working with [reducers and selectors](https://github.com/markerikson/react-redux-links/blob/master/redux-reducers-selectors.md), [managing side effects](https://github.com/markerikson/react-redux-links/blob/master/redux-side-effects.md), [Redux architecture and best practices](https://github.com/markerikson/react-redux-links/blob/master/redux-architecture.md), and more.
* Our community has created thousands of Redux-related libraries, addons, and tools. The [**"Ecosystem" docs page**](https://redux.js.org/introduction/ecosystem) lists our recommendations, and there's a complete listing available in the [**Redux addons catalog**](https://github.com/markerikson/redux-ecosystem-links).
* If you're looking to learn from actual application codebases, the addons catalog also has a list of [**purpose-built examples and real-world applications**](https://github.com/markerikson/redux-ecosystem-links/blob/master/apps-and-examples.md).