Programming Assignment 1: Percolation

Write a program to estimate the value of the percolation threshold via Monte Carlo simulation.

Install a Java programming environment. Install a Java programming environment on your computer by following these step-by-step instructions for your operating system [ Mac OS X · Windows · Linux ]. After following these instructions, the commands javac-algs4 and java-algs4 will classpath in both stdlib.jar and algs4.jar: the former contains libraries for reading data from standard input, writing data to standard output, drawing results to standard draw, generating random numbers, computing statistics, and timing programs; the latter contains all of the algorithms in the textbook.

Percolation. Given a composite systems comprised of randomly distributed insulating and metallic materials: what fraction of the materials need to be metallic so that the composite system is an electrical conductor? Given a porous landscape with water on the surface (or oil below), under what conditions will the water be able to drain through to the bottom (or the oil to gush through to the surface)? Scientists have defined an abstract process known as percolation to model such situations.

The model. We model a percolation system using an N-by-N grid of sites. Each site is either open or blocked. A full site is an open site that can be connected to an open site in the top row via a chain of neighboring (left, right, up, down) open sites. We say the system percolates if there is a full site in the bottom row. In other words, a system percolates if we fill all open sites connected to the top row and that process fills some open site on the bottom row. (For the insulating/metallic materials example, the open sites correspond to metallic materials, so that a system that percolates has a metallic path from top to bottom, with full sites conducting. For the porous substance example, the open sites correspond to empty space through which water might flow, so that a system that percolates lets water fill open sites, flowing from top to bottom.)

Percolates

The problem. In a famous scientific problem, researchers are interested in the following question: if sites are independently set to be open with probability p (and therefore blocked with probability 1 − p), what is the probability that the system percolates? When p equals 0, the system does not percolate; when p equals 1, the system percolates. The plots below show the site vacancy probability p versus the percolation probability for 20-by-20 random grid (left) and 100-by-100 random grid (right).

Percolation threshold for 20-by-20 grid Percolation threshold for 100-by-100 grid

When N is sufficiently large, there is a threshold value p\* such that when p < p\* a random N-by-N grid almost never percolates, and when p > p\*, a random N-by-N grid almost always percolates. No mathematical solution for determining the percolation threshold p\* has yet been derived. Your task is to write a computer program to estimate p\*.

Percolation data type. To model a percolation system, create a data type Percolation with the following API:

public class Percolation {

public Percolation(int N) // create N-by-N grid, with all sites blocked

public void open(int i, int j) // open site (row i, column j) if it is not already

public boolean isOpen(int i, int j) // is site (row i, column j) open?

public boolean isFull(int i, int j) // is site (row i, column j) full?

public boolean percolates() // does the system percolate?

}

By convention, the indices i and j are integers between 1 and N, where (1, 1) is the upper-left site: Throw a java.lang.IndexOutOfBoundsException if either i or j is outside this range. The constructor should take time proportional to N^2; all methods should take constant time plus a constant number of calls to the union-find methods union(), find(), connected(), and count().

Monte Carlo simulation. To estimate the percolation threshold, consider the following computational experiment:

Initialize all sites to be blocked.

Repeat the following until the system percolates:

Choose a site (row i, column j) uniformly at random among all blocked sites.

Open the site (row i, column j).

The fraction of sites that are opened when the system percolates provides an estimate of the percolation threshold.

For example, if sites are opened in a 20-by-20 lattice according to the snapshots below, then our estimate of the percolation threshold is 204/400 = 0.51 because the system percolates when the 204th site is opened.

Percolation 50 sites

50 open sites

Percolation 100 sites

100 open sites

Percolation 150 sites

150 open sites

Percolation 204 sites

204 open sites

By repeating this computation experiment T times and averaging the results, we obtain a more accurate estimate of the percolation threshold. Let xt be the fraction of open sites in computational experiment t. The sample mean μ provides an estimate of the percolation threshold; the sample standard deviation σ measures the sharpness of the threshold.

Estimating the sample mean and variance

Assuming T is sufficiently large (say, at least 30), the following provides a 95% confidence interval for the percolation threshold:

95% confidence interval for percolation threshold

To perform a series of computational experiments, create a data type PercolationStats with the following API.

public class PercolationStats {

public PercolationStats(int N, int T) // perform T independent computational experiments on an N-by-N grid

public double mean() // sample mean of percolation threshold

public double stddev() // sample standard deviation of percolation threshold

public double confidenceLo() // returns lower bound of the 95% confidence interval

public double confidenceHi() // returns upper bound of the 95% confidence interval

public static void main(String[] args) // test client, described below

}

The constructor should throw a java.lang.IllegalArgumentException if either N ≤ 0 or T ≤ 0.

Also, include a main() method that takes two command-line arguments N and T, performs T independent computational experiments (discussed above) on an N-by-N grid, and prints out the mean, standard deviation, and the 95% confidence interval for the percolation threshold. Use standard random from our standard libraries to generate random numbers; use standard statistics to compute the sample mean and standard deviation.

% java PercolationStats 200 100

mean = 0.5929934999999997

stddev = 0.00876990421552567

95% confidence interval = 0.5912745987737567, 0.5947124012262428

% java PercolationStats 200 100

mean = 0.592877

stddev = 0.009990523717073799

95% confidence interval = 0.5909188573514536, 0.5948351426485464

% java PercolationStats 2 10000

mean = 0.666925

stddev = 0.11776536521033558

95% confidence interval = 0.6646167988418774, 0.6692332011581226

% java PercolationStats 2 100000

mean = 0.6669475

stddev = 0.11775205263262094

95% confidence interval = 0.666217665216461, 0.6676773347835391

Analysis of running time and memory usage (optional and not graded). Implement the Percolation data type using the quick-find algorithm QuickFindUF.java from algs4.jar.

Use the stopwatch data type from our standard library to measure the total running time of PercolationStats. How does doubling N affect the total running time? How does doubling T affect the total running time? Give a formula (using tilde notation) of the total running time on your computer (in seconds) as a single function of both N and T.

Using the 64-bit memory-cost model from lecture, give the total memory usage in bytes (using tilde notation) that an N-by-N percolation system uses. Count all memory that is used, including memory for the union-find data structure.

Now, implement the Percolation data type using the weighted quick-union algorithm WeightedQuickUnionUF.java from algs4.jar. Answer the questions in the previous paragraph.

Deliverables. Submit only Percolation.java (using the weighted quick-union algorithm as implemented in the WeightedQuickUnionUF class) and PercolationStats.java. We will supply stdlib.jar and WeightedQuickUnionUF. Your submission may not call any library functions other than those in java.lang, stdlib.jar, and WeightedQuickUnionUF.
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Programming Assignment 2: Randomized Queues and Deques

Write a generic data type for a deque and a randomized queue. The goal of this assignment is to implement elementary data structures using arrays and linked lists, and to introduce you to generics and iterators.

Dequeue. A double-ended queue or deque (pronounced "deck") is a generalization of a stack and a queue that supports inserting and removing items from either the front or the back of the data structure. Create a generic data type Deque that implements the following API:

public class Deque<Item> implements Iterable<Item> {

public Deque() // construct an empty deque

public boolean isEmpty() // is the deque empty?

public int size() // return the number of items on the deque

public void addFirst(Item item) // insert the item at the front

public void addLast(Item item) // insert the item at the end

public Item removeFirst() // delete and return the item at the front

public Item removeLast() // delete and return the item at the end

public Iterator<Item> iterator() // return an iterator over items in order from front to end

}

Throw a java.lang.NullPointerException if the client attempts to add a null item; throw a java.util.NoSuchElementException if the client attempts to remove an item from an empty deque; throw a java.lang.UnsupportedOperationException if the client calls the remove() method in the iterator; throw a java.util.NoSuchElementException if the client calls the next() method in the iterator and there are no more items to return.

Your deque implementation should support each deque operation in constant worst-case time and use space proportional to the number of items currently in the deque. Additionally, your iterator implementation should support the operations next() and hasNext() (plus construction) in constant worst-case time and use a constant amount of extra space per iterator.

Randomized queue. A randomized queue is similar to a stack or queue, except that the item removed is chosen uniformly at random from items in the data structure. Create a generic data type RandomizedQueue that implements the following API:

public class RandomizedQueue<Item> implements Iterable<Item> {

public RandomizedQueue() // construct an empty randomized queue

public boolean isEmpty() // is the queue empty?

public int size() // return the number of items on the queue

public void enqueue(Item item) // add the item

public Item dequeue() // delete and return a random item

public Item sample() // return (but do not delete) a random item

public Iterator<Item> iterator() // return an independent iterator over items in random order

}

Throw a java.lang.NullPointerException if the client attempts to add a null item; throw a java.util.NoSuchElementException if the client attempts to sample or dequeue an item from an empty randomized queue; throw a java.lang.UnsupportedOperationException if the client calls the remove() method in the iterator; throw a java.util.NoSuchElementException if the client calls the next() method in the iterator and there are no more items to return.

Your randomized queue implementation should support each randomized queue operation (besides creating an iterator) in constant amortized time and use space proportional to the number of items currently in the queue. That is, any sequence of M randomized queue operations (starting from an empty queue) should take at most cM steps in the worst case, for some constant c. Additionally, your iterator implementation should support construction in time linear in the number of items and it should support the operations next() and hasNext() in constant worst-case time; you may use a linear amount of extra memory per iterator. The order of two or more iterators to the same randomized queue should be mutually independent; each iterator must maintain its own random order.

Subset client. Write a client program Subset.java that takes a command-line integer k, reads in a sequence of N strings from standard input using StdIn.readString(), and prints out exactly k of them, uniformly at random. Each item from the sequence can be printed out at most once. You may assume that k ≥ 0 and no greater than the number of string on standard input.

% echo A B C D E F G H I | java Subset 3 % echo AA BB BB BB BB BB CC CC | java Subset 8

C BB

G AA

A BB

CC

% echo A B C D E F G H I | java Subset 3 BB

E BB

F CC

G BB

Your client should use only constant space plus one object either of type Deque or of type RandomizedQueue; use generics properly to avoid casting and compiler warnings. It should also use time and space proportional to at most N in the worst case, where N is the number of strings on standard input. (For an extra challenge, use space proportional to k.) It should have the following API.

public class Subset {

public static void main(String[] args)

}

Deliverables. Submit only Deque.java, RandomizedQueue.java, and Subset.java. We will supply stdlib.jar. You may not call any library functions other than those in java.lang and stdlib.jar.

**Programming Assignment 3: Pattern Recognition**

Write a program to recognize line patterns in a given set of points.

Computer vision involves analyzing patterns in visual images and reconstructing the real-world objects that produced them. The process in often broken up into two phases: *feature detection* and *pattern recognition*. Feature detection involves selecting important features of the image; pattern recognition involves discovering patterns in the features. We will investigate a particularly clean pattern recognition problem involving points and line segments. This kind of pattern recognition arises in many other applications such as statistical data analysis.

**The problem.** Given a set of *N* distinct points in the plane, draw every (maximal) line segment that connects a subset of 4 or more of the points.

![Points and lines](data:image/png;base64,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)

**Point data type.** Create an immutable data type Point that represents a point in the plane by implementing the following API:

public class Point implements Comparable<Point> {

public final Comparator<Point> SLOPE\_ORDER; // compare points by slope to this point

public Point(int x, int y) // construct the point (x, y)

public void draw() // draw this point

public void drawTo(Point that) // draw the line segment from this point to that point

public String toString() // string representation

public int compareTo(Point that) // is this point lexicographically smaller than that point?

public double slopeTo(Point that) // the slope between this point and that point

}

To get started, use the data type [Point.java](http://coursera.cs.princeton.edu/algs4/checklists/Point.java), which implements the constructor and the draw(), drawTo(), and toString() methods. Your job is to add the following components.

* The compareTo() method should compare points by their *y*-coordinates, breaking ties by their *x*-coordinates. Formally, the invoking point (*x*0, *y*0) is *less than* the argument point (*x*1, *y*1) if and only if either *y*0 < *y*1 or if *y*0 = *y*1 and *x*0 < *x*1.
* The slopeTo() method should return the slope between the invoking point (*x*0, *y*0) and the argument point (*x*1, *y*1), which is given by the formula (*y*1 − *y*0) / (*x*1 − *x*0). Treat the slope of a horizontal line segment as positive zero [added 7/29]; treat the slope of a vertical line segment as positive infinity; treat the slope of a degenerate line segment (between a point and itself) as negative infinity.
* The SLOPE\_ORDER comparator should compare points by the slopes they make with the invoking point (*x*0, *y*0). Formally, the point (*x*1, *y*1) is *less than* the point (*x*2, *y*2) if and only if the slope (*y*1 − *y*0) / (*x*1 − *x*0) is less than the slope (*y*2 − *y*0) / (*x*2 − *x*0). Treat horizontal, vertical, and degenerate line segments as in the slopeTo() method.

**Brute force.** Write a program Brute.java that examines 4 points at a time and checks whether they all lie on the same line segment, printing out any such line segments to standard output and drawing them using standard drawing. To check whether the 4 points*p*, *q*, *r*, and *s* are collinear, check whether the slopes between *p* and *q*, between *p* and *r*, and between *p* and *s* are all equal.

The order of growth of the running time of your program should be *N*4 in the worst case and it should use space proportional to *N*.

**A faster, sorting-based solution.** Remarkably, it is possible to solve the problem much faster than the brute-force solution described above. Given a point *p*, the following method determines whether *p* participates in a set of 4 or more collinear points.

* Think of *p* as the origin.
* For each other point *q*, determine the slope it makes with *p*.
* Sort the points according to the slopes they makes with *p*.
* Check if any 3 (or more) adjacent points in the sorted order have equal slopes with respect to *p*. If so, these points, together with *p*, are collinear.

Applying this method for each of the *N* points in turn yields an efficient algorithm to the problem. The algorithm solves the problem because points that have equal slopes with respect to *p* are collinear, and sorting brings such points together. The algorithm is fast because the bottleneck operation is sorting.
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Write a program Fast.java that implements this algorithm. The order of growth of the running time of your program should be *N*2 log *N* in the worst case and it should use space proportional to *N*.

**APIs.** [Added 7/25] Each program should take the name of an input file as a command-line argument, read the input file (in the format specified below), print to standard output the line segments discovered (in the format specified below), and draw to standard draw the line segments discovered (in the format specified below). Here are the APIs.

public class Brute {

public static void main(String[] args)

}

public class Fast {

public static void main(String[] args)

}

**Input format.** Read the points from an input file in the following format: An integer *N*, followed by *N* pairs of integers (*x*, *y*), each between 0 and 32,767. Below are two examples.

% **more input6.txt** % **more input8.txt**

6 8

19000 10000 10000 0

18000 10000 0 10000

32000 10000 3000 7000

21000 10000 7000 3000

1234 5678 20000 21000

14000 10000 3000 4000

14000 15000

6000 7000

**Output format.** Print to standard output the line segments that your program discovers, one per line. Print each line segment as an *ordered* sequence of its constituent points, separated by " -> ".

% **java Brute input6.txt**

(14000, 10000) -> (18000, 10000) -> (19000, 10000) -> (21000, 10000)

(14000, 10000) -> (18000, 10000) -> (19000, 10000) -> (32000, 10000)

(14000, 10000) -> (18000, 10000) -> (21000, 10000) -> (32000, 10000)

(14000, 10000) -> (19000, 10000) -> (21000, 10000) -> (32000, 10000)

(18000, 10000) -> (19000, 10000) -> (21000, 10000) -> (32000, 10000)

% **java Brute input8.txt**

(10000, 0) -> (7000, 3000) -> (3000, 7000) -> (0, 10000)

(3000, 4000) -> (6000, 7000) -> (14000, 15000) -> (20000, 21000)

% **java Fast input6.txt**

(14000, 10000) -> (18000, 10000) -> (19000, 10000) -> (21000, 10000) -> (32000, 10000)

% **java Fast input8.txt**

(10000, 0) -> (7000, 3000) -> (3000, 7000) -> (0, 10000)

(3000, 4000) -> (6000, 7000) -> (14000, 15000) -> (20000, 21000)

Also, draw the points using draw() and draw the line segments using drawTo(). Your programs should call draw() once for each point in the input file and it should call drawTo() once for each line segment discovered. Before drawing, use StdDraw.setXscale(0, 32768) and StdDraw.setYscale(0, 32768) to rescale the coordinate system.

For full credit, do not print *permutations* of points on a line segment (e.g., if you output *p*→*q*→*r*→*s*, do not also output either *s*→*r*→*q*→*p* or *p*→*r*→*q*→*s*). Also, for full credit in Fast.java, do not print or plot *subsegments* of a line segment containing 5 or more points (e.g., if you output *p*→*q*→*r*→*s*→*t*, do not also output either *p*→*q*→*s*→*t* or *q*→*r*→*s*→*t*); you may print out such subsegments in Brute.java.

**Deliverables.** Submit only Brute.java, Fast.java, and Point.java. We will supply stdlib.jar and algs4.jar. Your may not call any library functions other than those in java.lang, java.util, stdlib.jar, and algs4.jar.

*This assignment was developed by Kevin Wayne.   
Copyright © 2005.*