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**Цель:** изучить существующие алгоритмы вычисления дайджестов сообщений и написать программу, реализующую заданный алгоритм хэширования.

**Ход работы:**

**Вариант 10** (алгоритм RIPEMD-256)

**Задание:**

Реализовать алгоритмы подсчёта значения хэша согласно варианту без использования сторонних средств, исследовать лавинный эффект. Реализовать подсчёт хэша с использованием Openssl.

Листинг(без Openssl):

#include <iostream>

#include <vector>

#include <cstring>

#include <iomanip>

#include <cassert>

using namespace std;

const int r1[64] = {

0,1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,

7, 4, 13, 1, 10, 6, 15, 3, 12, 0, 9, 5, 2, 14, 11, 8,

3, 10, 14, 4, 9, 15, 8, 1, 2, 7, 0, 6, 13, 11, 5, 12,

1, 9, 11, 10, 0, 8, 12, 4, 13, 3, 7, 15, 14, 5, 6, 2,

};

const int r2[64] = {

5, 14, 7, 0, 9, 2, 11, 4, 13, 6, 15, 8, 1, 10, 3, 12,

6, 11, 3, 7, 0, 13, 5, 10, 14, 15, 8, 12, 4, 9, 1, 2,

15, 5, 1, 3, 7, 14, 6, 9, 11, 8, 12, 2, 10, 0, 4, 13,

8, 6, 4, 1, 3, 11, 15, 0, 5, 12, 2, 13, 9, 7, 10, 14

};

const int s1[64] = {

11, 14, 15, 12, 5, 8, 7, 9, 11, 13, 14, 15, 6, 7, 9, 8,

7, 6, 8, 13, 11, 9, 7, 15, 7, 12, 15, 9, 11, 7, 13, 12,

11, 13, 6, 7, 14, 9, 13, 15, 14, 8, 13, 6, 5, 12, 7, 5,

11, 12, 14, 15, 14, 15, 9, 8, 9, 14, 5, 6, 8, 6, 5, 12

};

const int s2[64] = {

8, 9, 9, 11, 13, 15, 15, 5, 7, 7, 8, 11, 14, 14, 12, 6,

9, 13, 15, 7, 12, 8, 9, 11, 7, 7, 12, 7, 6, 15, 13, 11,

9, 7, 15, 11, 8, 6, 6, 14, 12, 13, 5, 14, 13, 13, 7, 5,

15, 5, 8, 11, 14, 14, 6, 14, 6, 9, 12, 9, 12, 5, 15, 8

};

uint32\_t K1(unsigned int j) {

return

j < 16 ? 0x00000000 :

j < 32 ? 0x5A827999 :

j < 48 ? 0x6ED9EBA1 :

0x8F1BBCDC;

}

uint32\_t K2(unsigned int j) {

return

j < 16 ? 0x50A28BE6 :

j < 32 ? 0x5C4DD124 :

j < 48 ? 0x6D703EF3 :

0x00000000;

}

uint32\_t f(uint32\_t x, uint32\_t y, uint32\_t z, unsigned int round) {

if (round < 16) return (x ^ y ^ z);

if (round < 32) return ((x & y) | (~x & z));

if (round < 48) return ((x | ~y) ^ z);

return ((x & z) | (y & ~z));

}

void ripemd256(const uint8\_t\* input, size\_t length, uint8\_t\* output) {

uint32\_t h[8] = { 0x67452301,0xEFCDAB89,0x98BADCFE,0x10325476,

0x76543210,0xFEDCBA98,0x89ABCDEF,0x01234567 };

vector<uint8\_t> padded\_data(length + 64);

memcpy(padded\_data.data(), input, length);

padded\_data[length] = 0x80;

size\_t padded\_length = length + 1;

while (padded\_length % 64 != 56) {

padded\_data[padded\_length++] = 0x00;

}

uint64\_t bit\_length = length \* 8;

padded\_data[padded\_length++] = bit\_length & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 8) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 16) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 24) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 32) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 40) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 48) & 0xFF;

padded\_data[padded\_length++] = (bit\_length >> 56) & 0xFF;

for (size\_t i = 0; i < padded\_length; i += 64) {

uint32\_t w[16];

for (int j = 0; j < 16; ++j) {

w[j] = padded\_data[i + j \* 4 + 0] |

(padded\_data[i + j \* 4 + 1] << 8) |

(padded\_data[i + j \* 4 + 2] << 16) |

(padded\_data[i + j \* 4 + 3] << 24);

}

uint32\_t A1 = h[0];

uint32\_t B1 = h[1];

uint32\_t C1 = h[2];

uint32\_t D1 = h[3];

uint32\_t A2 = h[4];

uint32\_t B2 = h[5];

uint32\_t C2 = h[6];

uint32\_t D2 = h[7];

uint32\_t T;

for (int j = 0; j < 64; j++) {

T = (A1 + f(B1, C1, D1, j) + w[r1[j]] + K1(j)) & 0xFFFFFFFF;

T = (T << s1[j]) | (T >> (32 - s1[j])); // Rotate left by s1[j]

A1 = D1;

D1 = C1;

C1 = B1;

B1 = T;

T = (A2 + f(B2, C2, D2, 63 - j) + w[r2[j]] + K2(j)) & 0xFFFFFFFF;

T = (T << s2[j]) | (T >> (32 - s2[j])); // Rotate left by s2[j]

A2 = D2;

D2 = C2;

C2 = B2;

B2 = T;

if (j == 15) { std::swap(A1, A2); }

if (j == 31) { std::swap(B1, B2); }

if (j == 47) { std::swap(C1, C2); }

if (j == 63) { std::swap(D1, D2); }

}

h[0] = h[0] + A1;

h[1] = h[1] + B1;

h[2] = h[2] + C1;

h[3] = h[3] + D1;

h[4] = h[4] + A2;

h[5] = h[5] + B2;

h[6] = h[6] + C2;

h[7] = h[7] + D2;

}

memcpy(output, h, 32);

}

int main() {

string input = “Hello world";

uint8\_t hash[32];

ripemd256(reinterpret\_cast<const uint8\_t\*>(input.c\_str()), input.size(), hash);

cout << "RIPEMD-256 hash: ";

for (size\_t i = 0; i < sizeof(hash); ++i) {

cout << hex << setw(2) << setfill('0') << static\_cast<int>(hash[i]);

}

cout << endl;

return 0;

}

Результат:

![](data:image/png;base64,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)

**Вывод:** в ходе лабораторной работы изучил криптографические хэш-функции.