Starting from **Angular2** to the latest editions of i.e. **Angular8, Angular9 & Angular10.**

This Tutorial Applies to Angular 2 Tutorial, Angular 7 Tutorial, Angular 8 Tutorial, Angular 9 Tutorial, Angular 10 Tutorial. Angular 11 Tutorial

## **What is Angular :** The Angular is a development platform for building a Single Page Application for mobile and desktop. It uses Typescript & HTML to build Apps. The Angular itself is written using the Typescript. It now comes with every feature you need to build a complex and sophisticated web or mobile application. It comes with features like**[component](https://www.tektutorialshub.com/angular/angular-components/), [Directives](https://www.tektutorialshub.com/angular/angular-directives/), [Forms](https://www.tektutorialshub.com/angular/angular-forms-fundamentals/), [Pipes](https://www.tektutorialshub.com/angular/angular-pipes/), [HTTP Services](https://www.tektutorialshub.com/angular/angular-httpclient/), [Dependency Injection](https://www.tektutorialshub.com/angular/angular-dependency-injection/)**, etc.

### **Angular Versions :** The early version of the Angular was named as Angular2.  Then later it was renamed to just Angular. Then Angular Team releases new versions of the Angular versions Regularly and the last stable version that is available in Angular 10.0.12

The Angular 9 is released on 06.02.2020. The Angular 9 is a major release. This release switches to ivy compiler and runtime by default. The ivy brings smaller bundle sizes, faster & better testing debugging, Improved type checking, build times, etc

Angular 10 is released on 24-06-2020.

#### **Version History :**

| **Angular Version** | **Date** | **Description** |
| --- | --- | --- |
| Angular 2 | 14.09.2016 | Initial Version of Angular |
| Angular 4 | 23.03.2017 | Version 4 |
| Angular 5 | 11.11.2017 | Version 5 |
| Angular 6 | 03-05-2018 | Version 6 |
| Angular 7 | 18-10-2018 | Version 7 |
| Angular 8 | 25-08-2019 | Version 8 |
| Angular 9 | 06-02-2020 | Version 9 |
| Angular 10 | 24-06-2020 | Version 10 |
| Angular 10.0.12 | 24-08-2020 | Version 10.0.12 |

## **Prerequisites :** The Angular tutorial requires a working knowledge of Javascript, HTML & CSS**.** It also requires the concept of OOP.

We are going to use Typescript as our language. If you have knowledge of C# or Java, then you would find it very easy.

Angular is a UI framework for building mobile and desktop web applications. It is built using Javascript. Using Angular you can build amazing client-side applications using HTML, CSS, and Typescript. It is very important to know how the Angular framework works before you start using it.

**Angular 2**is now known as Angular is the new front end framework and is the successor to the most popular AngularJs. The Angular is an open-source and helps us build dynamic & single-page applications (SPAs).

Angular has many improvements over AngularJS. It has lots of innovations, which makes it easy to learn and develop enterprise-scale applications. You can build extendable, Maintainable, Testable and Standardized Applications using Angular.

**Features of Angular :** Some of the features are listed below :

* **Two-Way [Data Binding](https://www.tektutorialshub.com/angular/angular-data-binding/)**This is the coolest feature of the Angular. Data binding is automatic and fast. changes made in the View is automatically updated in the component class and vice versa
* **Powerful [Routing](https://www.tektutorialshub.com/angular/angular-routing-navigation/) Support**  
  The Angular Powerful routing engine loads the page asynchronously on the same page enabling us to create a Single Page Applications.
* **Expressive HTML**  
  Angular enables us to use programming constructs like if conditions, for loops, etc to render and control how the HTML pages.
* **Modular by Design**Angular follows the modular design. You can create [Angular modules](https://www.tektutorialshub.com/angular/angular-modules/) to better organize and manage our codebase
* **Built-in Back End Support**  
  Angular has built-in support to communicate with the back-end servers and execute any business logic or retrieve data
* **Active Community**  
  Angular is Supported by google and has a very good active community of supporters. This makes a lot of difference as your queries are quickly resolved.

Angular has changed massively from the AngularJS. Angular completely redesigned from scratch. There are many concepts of angularJS that have changed in Angular.

### **Key differences between AngularJs & Angular :**

#### **Support for ES6 :**Angular is completely written in Typescript and meets the ECMAScript 6 specification. This means that it has support for ES6 Modules, Class frameworks, etc.

#### **Components are new controllers:** In AngularJS we had Controllers. In Angular Controllers are replaced with [Angular Components](https://www.tektutorialshub.com/angular/angular-components/).In Angular, we are using Components. The simple component is written using Typescript.

import { Component } from '@angular/core';

@Component({

selector: 'app',

template: '<h1>{{message}} </h1>'

})

export class AppComponent {

message: string=’Hello Angular’;

}

The components can have child components and parent components.

#### **Directives :**The AngularJS had a lot of directives. Some of the most used directives are ng-repeat & ng-if

<ul>

    <li ng-repeat =customer **in** vm.customers>

        {{customer.name}}

    </li>

</ul>

<div ng-**if**=”vm.isVIP”>     <h3> VIP Customer </h3> </div>

#### The Angular also has [directives,](https://www.tektutorialshub.com/angular/angular-directives/) but with a different syntax. It has a \* before the directive name indicating it as a structural directive.

<ul>

    <li \*ngFor =#customer of customers>

        {{customer.name}}

    </li>

</ul>

<div \*ngIf=”vm.isVIP”>

    <h3> VIP Customer </h3>

</div>

The style directives like ng-style, ng-src & ng-href are all gone. These are now replaced by property binding HTML elements to the class properties

We can create a Custom Directives.

@Directive({

   selector: '[MyDirective]'

})

**class** MyDirective { }

#### **Data Bindings :**The powerful angular data bindings stay the same,  with minor syntax changes.

##### **Interpolation**

*//AngularJS*

<h3> {{vm.customer.Name}}</h3>

*//Angular*

<h3> {{customer.Name}}</h3>

**One way Binding :** The Angular can bind to any property of the HTML element.

*//AngularJS*

<h3> ng-bind=vm.customer.name></h3>

*//Angular*

<h3 [innerText]=”customer.name” ></h3>

##### **Event Binding :** The AngularJS uses the ngClick directive to bind to the event. In Angular ngClick Directive is removed. You can bind directly to the DOM events.

*//AngularJS*

<button ng-click=”vm.save()”>Save<button>

*//Angular*

<button (click)=”save()”>Save<button>

##### **Two- way binding**

*//AngularJS*

<input ng-model=”vm.customer.name”>

*//Angular*

<input [(ng-model)]=”customer.name”>

**$scopes are out :**Angular is not using $scope anymore to glue view and controller.

AngularJS used to run a dirty checking on the scope objects to see if any changes occurred. Then it triggers the watchers. And then it used to re-running the dirty checking again.

The Angular is using zone.js to detect changes. Zone.js apply patches on all the global asynchronous operations like click event, timer events, HTTP requests, etc. It then intimates the Angular, whenever the changes occur in Angular Application. The Angular then runs the change detection for the entire application

**Filters are renamed to Pipes :**In AngularJS, we used Filters and as shown below

<td>{{vn.customer.name | uppercase}}</td>

Angular uses the same syntax but names them as [pipes](https://www.tektutorialshub.com/angular/angular-pipes/)

td>{{customer.name | uppercase}}</td>

**Platform-specific Bootstrap :** In AngularJS we used the ng-app directive in our HTML, then the Angular would bootstrap and attach itself the ng-app

<body ng-app=’app’> </html>

The bootstrapping in Angular is done through code. The bootstrapping of Angular is not simple as that of AngularJS. The sample code below shows how Angular application bootstraps the AppModule using platformBrowserDynamic Module

import { platformBrowserDynamic } from '@angular/platform-browser-dynamic';

import {AppModule } from './app.module'; platformBrowserDynamic().bootstrapModule(AppModule);

The Bootstrap is also Platform-specific in Angular. You can have different bootstrapper for mobile & Web application.

**Services :** The AngularJS had Services, Factories, Providers, Constants and values, which used to create reusable code. These are then injected into Controllers so that it can use it.

**Mobile Support :** AngularJS was not built with mobile support in mind. Angular designed with mobile development in mind.

**NOTE :** The Angular has gone through a lot of changes since the version Angular 2. From the Angular 7 version, installing and creating a new project in angular has become very simple. The only thing you need to do in install and Visual Studio code, NPM Package manager & Angular CLI. Once, you install the required dependencies, creating a new project is as easy as running a simple command ng new. [Angular CLI](https://www.tektutorialshub.com/angular/angular-cli-tutorial/) takes care of Configuration & initialization of various libraries.

**Components :** The Component is the main building block of an Angular Application. A Component contains the definition of the View and the data that defines how the View looks and behaves.  The Angular Components are plain javascript classes and defined using @component Decorator. This Decorator provides the component with the View to display & Metadata about the class

The Component passes the data to the view using a process called Data Binding. This is done by Binding the DOM Elements to component properties. Binding can be used to display component class property values to the user, change element styles, respond to a user event, etc.

The Angular applications will have lots of components. Each component handles a small part of UI. These components work together to produce the complete user interface of the application

The Components consists of three main building blocks

* Template
* Class
* MetaData

![IMG_256](data:image/png;base64,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)

**Template (View) :** The template defines the layout of the View and defines what is rendered on the page.  Without the template,  there is nothing for Angular to render to the DOM.

The Templates are created with HTML. You can add [Angular directives](https://www.tektutorialshub.com/angular/angular-directives/) and bindings on the template.

There are two ways you can specify the Template in Angular.

* Defining the Template Inline
* Provide an external Template

Class : The class is the code associated with Template (View). The Class is created with the Typescript. Class Contains the Properties & Methods.

The Properties of a class can be bind to the view using Data Binding.The Component classes in Angular are prefixed with the name “Component”, To easily identify them.

export **class** AppComponent{

    title : **string** ="app"

}

**Metadata** : Metadata Provides additional information about the component to the Angular. Angular uses this information to process the class. The Metadata is defined with a decorator.

A decorator is a function that adds metadata to class, its methods & to its properties. The Components are defined with a @component class decorator. It is @component decorator, which defines the class as Component to the Angular

#### **@Component decorator** : A class becomes a Component when Component Decorator is used. A Decorator is always prefixed with @. The Decorator must be positioned immediately before the class definition. We can also build our own decorators.

**Important Component metadata properties**

**Selector :**Selector specifies the simple CSS selector, where our view representing the component is placed by the Angular.The angular places the view (template) inside the selector app-root

**Providers :**The Providers are the services, that our component going to use. The Services provide service to the Components or to the other Services.

**Directives :**The[directives](https://www.tektutorialshub.com/angular/angular-directives/) that this component going to use are listed here.

**Styles/styleUrls :**The CSS Styles or style sheets, that this component needs. Here we can use either external stylesheet (using styleUrls) or inline styles (using Styles). The styles used here are specific to the component

**template/templateUrl :**The HTML template that defines our View. It tells Angular how to render the Component’s view. The templates can be inline (using a template) or we can use an external template (using a templateUrl). The Component can have only one template. You can either use inline template or external template and not both

The creation of the Angular component requires you to follow these steps

1. Create the Component file
2. Import the required external Classes/Functions
3. Create the Component class and export it
4. Add @Component decorator
5. Add metadata to @Component decorator
6. Create the Template
7. Create the CSS Styles
8. Register the Component in Angular Module

app.component.ts

import { Component } from '@angular/core';

@Component({

selector: 'app-root',

templateUrl: './app.component.html',

styleUrls: ['./app.component.css']

})

export class AppComponent {

title = 'app';

}

**Angular Module :**

import { BrowserModule } from '@angular/platform-browser';

import { NgModule } from '@angular/core';

**import { AppComponent } from './app.component';**

@NgModule({

declarations: [

**AppComponent**

],

imports: [

BrowserModule

],

providers: [],

**bootstrap: [AppComponent]**

})

export class AppModule { }

We use @NgModule class decorator to define a Module and provide metadata about the Modules.

We add all the components, pipes and directives that are part of this module to the declarations array. We add all the other modules that are used by this module to imports array. We include the services in the providers’ array.

The Component that angular should load, when the app.module is loaded is assigned to the bootstrap property.

We want appComponent to be loaded when Angular starts, thus we assign it to bootstrap property

bootstrap: [AppComponent]

**Creating the inline Template & StyleUrls :** In the above example, we have used the external template & Styles.

We can also specify the Template, Styles inline using the template and styles property of @Component metadata as shown below.

@Component({

  selector: 'app-root',

  template: '<h1> {{title}} works </h1>',

  styles: ['h1 { font-weight: bold; }']

})

export **class** AppComponent {

  title = 'app';

}

In the case of a Multi-line template, you can use BackTicks ( ` ) to enclose the template string.

**The component selector :** The Angular renders the components view in the DOM inside the CSS selector, that we defined in the Component decorator

@Component({

selector: 'app-root',

The selector <app-root></app-root> is in the index.html (under src folder)

 <body>

    <app-root></app-root>

  </body>

When we build Angular Components, we are actually building new HTML elements. We specify the name of the HTML element in the selector property of the component metadata.  And then we use it in our HTML.

The Angular, when instantiating the component, searches for the selector in the HTML file and renders the Template associated with the component.

**Using the CSS class name**

@Component({

selector: '.app-root'

})

**And in the HTML markup use the CSS class name**

<div class="app-root"></div>

**Using attribute name**

@Component({ selector: '[app-root]' })

**And you can now the attribute as follows**

<div app-root></div>

**Using attribute name and value**

@Component({

selector: 'div[app=components]'

})

**now you can use it as follows**

<div app="components"></div>

# Data Binding in Angular : They also need to respond to user interactions and react to events. The data binding kees both component & view in sync with each other. We use techniques like **[Interpolation](https://www.tektutorialshub.com/angular/interpolation-in-angular/), [Property Binding](https://www.tektutorialshub.com/angular/property-binding-in-angular/), [Event Binding](https://www.tektutorialshub.com/angular/event-binding-in-angular/) & [Two Way Binding](https://www.tektutorialshub.com/angular/ngmodel-two-way-data-binding-in-angular/)** to bind data. We also learn how to use the **[ngModel](https://www.tektutorialshub.com/angular/ngmodel-two-way-data-binding-in-angular/) directive** to achieve the two-way binding in [Angular Forms](https://www.tektutorialshub.com/angular/angular-forms-fundamentals/).

Data binding is a technique, where the data stays in sync between the component and the view. Whenever the user updates the data in the view, Angular updates the component. When the component gets new data, the Angular updates the view.

There are many uses of data binding. You can show models to the user, dynamically Change element style, respond to user events, etc.

**Data Binding in Angular :** The data binding in Angular can be broadly classified into two groups. **One way binding** or **two-way binding**

## **One way binding :**In one way binding data flows from one direction. Either from view to component or from component to view.

**From Component to View :**To bind data from component to view, we make use of **Interpolation** & **Property Binding**.

#### **Interpolation : [Interpolation](https://www.tektutorialshub.com/angular/interpolation-in-angular/)** allows us to include expressions as part of any string literal, which we use in our HTML. The angular evaluates the expressions into a string and replaces it in the original string and updates the view. You can use interpolation wherever you use a string literal in the view

The Angular uses the {{ }} (double curly braces) in the template to denote the interpolation. The syntax is as shown below

**{{ templateExpression }}**

The content inside the double braces is called **Template Expression**

The Angular first evaluates the Template Expression and converts it into a string. Then it replaces Template expression with the result in the original string in the HTML. Whenever the template expression changes, the Angular updates the original string again

**Example**

Welcome, {{firstName}} {{lastName}}

import { Component } from '@angular/core';

@Component({

selector: 'app-root',

templateUrl: './app.component.html', styleUrls: ['./app.component.css']

})

export class AppComponent {

firstName= 'Sachin'; lastName=”Tendulkar”

}

Run the app and you will see Welcome, Sachin Tendulkar in the output. The Angular replaces both {{firstName}} & {{lastName}} with the values of firstName & lastName variable from the component.

Also, whenever the values of firstName & lastName change, Angular updates the view. But not the other way around.

**Property binding :** The [Property binding](https://www.tektutorialshub.com/angular/property-binding-in-angular/) allows us to bind HTML element property to a property in the component. Whenever the value of the component changes, the Angular updates the element property in the View. You can set the properties such as class, href, src, textContent, etc using property binding. You can also use it to set the properties of custom components or directives (properties decorated with @Input).

The Property Binding uses the following Syntax :

**[binding-target]=”binding-source”**

The binding-target (or target property) is enclosed in a square bracket []. It should match the name of the property of the enclosing element.

Binding-source is enclosed in quotes and we assign it to the binding-target. The Binding source must be a template expression. It can be property in the component, method in component, a template reference variable or an expression containing all of them.

Whenever the value of Binding-source changes, the view is updated by the Angular.

<h1 [innerText]="title"></h1>

<button [disabled]="isDisabled">I am disabled</button>

export **class** AppComponent {

  title="Angular Property Binding Example"

*//Example 1*

  isDisabled= **true**;

 }

The title property of the component class is bound to the innerText property of the h1 tag. Disabled Property of the button is bound to the isDisabled Property of the component

Whenever we modify the title or isDisabled in the component, the Angular automatically updates the view.

The property binding has special syntaxes for setting the class & styles. Also, both interpolation & property binding does not set the attributes of the HTML elements. Hence we have an attribute binding to such situations

##### **Class Binding :** You can set the class in the following ways. Click on the links to find out more

* ClassName Property binding
* Set the Class attribute with class binding
* ngClass directive

##### **Style Binding** :You can set the class in the following ways. Click on the links to find out more

* [Style Binding](https://www.tektutorialshub.com/angular/angular-style-binding/)
* [ngStyle directive](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/)

##### **Attribute binding :**Sometimes there is no HTML element property to bind to. The examples are [aria](https://developer.mozilla.org/en-US/docs/Web/Accessibility/ARIA) (accessibility) Attributes & [SVG](https://developer.mozilla.org/en-US/docs/Web/SVG). In such cases, you can make use of attribute binding

The attribute syntax starts with attr followed by a dot and then the name of the attribute as shown below :

<button [attr.aria-label]="closeLabel" (onclick)="closeMe()">X</button>

**Read more :**

1. **[ngClass Directive](https://www.tektutorialshub.com/angular/angular-ngclass-directive/)**
2. **[Style Binding](https://www.tektutorialshub.com/angular/angular-style-binding/)**
3. **[ngStyle directive](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/)**

status:**string**='error';

<button [style.color]="status=='error' ? 'red': 'blue'">Button 1</button>

getColor() {

**return** 'yellow';

}

<button [style.color]="getColor()">Button 2</button>

<p [style.color]="getColor()"

   [style.font-size.px]="'20'"

   [style.background-color]="status=='error' ? 'red': 'blue'">

   paragraph with multiple styles

</p>

**The style property name can be written in either dash-case (font-size), as shown in above example, or camelCase (fontSize)**

**From View to Component :**

**Event Binding :**Event binding allows us to bind events such as keystroke, clicks, hover, touch, etc to a method in component. It is one way from view to component.

**For Example,** when the user changes a input in a text box, we can update the model in the component, run some validations, etc. When the user submits the button, we can then save the model to the backend server.

Angular uses the following syntax for event binding

<target-event)="TemplateStatement"

Angular event binding syntax consists of a target event name within parentheses on the left of an equal sign, and a quoted template statement on the right.

<button (click)="onSave()">Save</button>

The above example, binds the click event of a button to a onSave() method in the component class. Whenever user clicks on the button, the Angular invokes the onSave() method.

**Two Way binding :** Two-way binding means that changes made to our model in the component are propagated to the view and that any changes made in the view are immediately updated in the underlying component

Two-way binding is useful in data entry forms. Whenever a user makes changes to a form field, we would like to update our model. Similarly, when we update the model with new data, we would like to update the view as well

The two-way binding uses the special syntax known as a banana in a box [()]

**<someElement [(someProperty)]="value"></someElement>.**

The above syntax sets up both property binding & event binding. But to make use of it, the property must have the change event with the name <propertyName>Change

But, angular has a special directive ngModel, which sets up the two-way binding

**ngModel :**The Angular uses the ngModel directive to achieve the two-way binding on HTML Form elements. It binds to a form element like input, select, selectarea. etc.

The ngModel directive is not part of the Angular Core library. It is part of the @angular/forms. You need to import the FormsModule package into your Angular module.

import { FormsModule } from '@angular/forms';

Then you can use it using the two-way binding syntax as shown below :

<input type="text" name="value" [(ngModel)]="value">

When you bind to a ngModel directive, behind the scene it sets up property binding & event binding. It binds to the value property of the element using property binding. It then uses the ngModelChange event to sets up the event binding to listen to the changes to the value.
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The two way data binding nothing but both property binding & event binding applied together. Property Binding is one way from view to component. The event binding is one way from component to view. If we combine both we will get the Two-way binding.

h2>Example 1</h2>

<input type="text" [value]="name" (input)="name=$event.target.value">

<p> You entered {{name}}</p>

<button (click)="clearName()">Clear</button>

name=""

clearName() {

**this**.name="";

}

We bind the name property to the input element ([value]="name"). We also use the event binding (input)="name=$event.target.value". It updates the name property whenever the input changes. The Angular interpolation updates the {{name}}, so we know the value of name property.

**ngModel Example**

Import FormsModule

Open the app.module.ts and make the following changes

import { FormsModule } from '@angular/forms';

**Template**

<h2>Example 2</h2>

<input type="text" name="value" [(ngModel)]="value">

<p> You entered {{value}}</p>

<button (click)="clearValue()">Clear</button>

Component

value="";

clearValue() {

this.value="";

}

The ngModel data property sets the element’s value property and the ngModelChange event property listens for changes to the element’s value.

Run the project and see that as you modify the name, the component class model is automatically updated.

**Custom Two-way binding :**

As we mentioned earlier the [()] to work, we need to have a property with the change event as<nameofProperty>Change.

We do not have any HTML Elements which follows the above naming conventions, but we can create a custom component

create a new component and name it as counter.component.ts. Copy the following code.

import { Component, Input, Output, EventEmitter } from '@angular/core';

@Component({

selector: 'counter',

template: `

<div>

<p>

Count: {{ count }}

<button (click)="increment()">Increment</button>

</p>

</div>

`

})

export class CounterComponent {

@Input() count: number = 0;

@Output() countChange: EventEmitter<number> = new EventEmitter<number>();

increment() {

this.count++;

this.countChange.emit(this.count);

}

}

The component has two properties one is input property count decorated with @Input(). The other in is an event (or output property), which we decorate with @Output(). We name the input property as count. Hence the output property becomes countChange

Now we can use this component and create two-way binding to the count property using the syntax [(count)].

<h2>Example 3</h2>

<counter [(count)]="count"></counter>

<p> Current Count {{count}}</p>

<button (click)="clearCount()">Clear</button>

**Directives :** The [Angular directive](https://www.tektutorialshub.com/angular/angular-directives/) helps us to manipulate the DOM. You can change the appearance, behavior, or layout of a DOM element using the directives. They help you to extend HTML. The [Angular directives](https://www.tektutorialshub.com/angular/angular-directives/) are classified into three categories based on how they behave.  They are **Component, Structural and Attribute Directives**.

The [ngFor](https://www.tektutorialshub.com/angular/angular-ngfor-directive/) is an Angular structural directive, which repeats a portion of the HTML template once per each item from an iterable list (Collection). The [ngSwitch](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/) allows us to Add/Remove DOM Element. It is similar to the switch statement of Javascript.  The [ngIf](https://www.tektutorialshub.com/angular/angular-ngif-directive/) allows us to Add/Remove DOM Element.

The [ngClass](https://www.tektutorialshub.com/angular/angular-ngclass-directive/) Directive is an Angular Attribute Directive, which allows us to add or remove CSS classes to an HTML element. The [ngStyle](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/) directive allows you to modify the style of an HTML element using the expression.  Using the [ngStyle](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/) you can dynamically change the style of your HTML element.

1. [Angular Directives](https://www.tektutorialshub.com/angular/angular-directives/)
2. [ngFor](https://www.tektutorialshub.com/angular/angular-ngfor-directive/)
3. [ngSwitch](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/)
4. [ngIf](https://www.tektutorialshub.com/angular/angular-ngif-directive/)
5. [ngClass](https://www.tektutorialshub.com/angular/angular-ngclass-directive/)
6. [ngStyle](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/)
7. [ngFor Trackby](https://www.tektutorialshub.com/angular/angular-track-by-to-improve-ngfor-performance/)
8. [Custom Directive](https://www.tektutorialshub.com/angular/custom-directive-in-angular/)

## **Component Directive :**Components are special directives in Angular. They are the directive with a template (view).

## **Structural Directives :** Structural directives can change the DOM layout by adding and removing DOM elements. All structural Directives are preceded by Asterix symbol.

## **ngFor :T**he [ngFor](https://www.tektutorialshub.com/angular/angular-ngfor-directive/) is an Angular structural directive, which repeats a portion of the HTML template once per each item from an iterable list (Collection). The [ngFor](https://www.tektutorialshub.com/angular/angular-ngfor-directive/) is similar to [ngRepeat](https://docs.angularjs.org/api/ng/directive/ngRepeat) in AngularJS.

<tr \*ngFor="let customer of customers;">

    <td>{{customer.customerNo}}</td>

    <td>{{customer.name}}</td>

    <td>{{customer.address}}</td>

    <td>{{customer.city}}</td>

    <td>{{customer.state}}</td>

</tr>

#### **ngSwitch :**The [ngSwitch](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/) directive lets you add/remove HTML elements depending on a match expression. [ngSwitch](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/) directive used along with [ngSwitchCase](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/" \l "ngswitchcase) and [ngSwitchDefault](https://www.tektutorialshub.com/angular/angular-ngswitch-directive/" \l "ngswitchdefault).

<div [ngSwitch]="Switch\_Expression">

    <div \*ngSwitchCase="MatchExpression1”> First Template</div>

    <div \*ngSwitchCase="MatchExpression2">Second template</div>

    <div \*ngSwitchCase="MatchExpression3">Third Template</div>

    <div \*ngSwitchCase="MatchExpression4">Third Template</div>

    <div \*ngSwitchDefault?>**Default** Template</div>

</div>

#### **ngIf :** The [ngIf](https://www.tektutorialshub.com/angular/angular-ngif-directive/) Directives is used to add or remove HTML elements based on an expression. The expression must return a boolean value. If the expression is false then the element is removed, else the element is inserted.

<div \*ngIf="condition">

**This** **is** shown **if** condition **is** **true**

</div>

## **Attribute Directives :** An Attribute or style directive can change the appearance or behavior of an element.

#### **ngModel :**The ngModel directive is used the achieve the[two-way data binding](https://www.tektutorialshub.com/angular/angular-data-binding/).

#### **ngClass :**The [ngClass](https://www.tektutorialshub.com/angular/angular-ngclass-directive/) is used to add or remove the CSS classes from an HTML element. Using the [ngClass](https://www.tektutorialshub.com/angular/angular-ngclass-directive/) one can create dynamic styles in HTML pages.

<div [ngClass]="'first second'">...</div>

#### **ngStyle :** [ngStyle](https://www.tektutorialshub.com/angular/angular-ngstyle-directive/)is used to change the multiple style properties of our HTML elements. We can also bind these properties to values that can be updated by the user or our components.

<div [ngStyle]="{'color': 'blue', 'font-size': '24px', 'font-weight': 'bold'}">

    some text

</div>

**Building Custom Directives :**You can also build custom directives in Angular. The Process is to create a JavaScript class and apply the @Directive attribute to that class. You can write the desired behavior in the class.

**Pipes :** The Angular pipes are used to Transform the Data. For Example, the Date pipe formats the date according to locale rules. We can pass arguments to pipe and chain pipes. The Angular also allows us to create the Custom Pipe.

Angular Pipes takes data as input and formats or transform the data to display in the template. We use them to change the appearance of the data before presenting it to the user. The most common [use case of pipes is displaying the dates](https://www.tektutorialshub.com/angular/formatting-dates-with-angular-date-pipe/) in the correct format as per the user’s locale.

Angular Pipes Syntax

The syntax of the pipe is as follows

**Expression | pipeOperator[:pipeArguments]**

Where

**Expression:** is the expression, which you want to transform

**| :** is the Pipe Character

**pipeOperator :** name of the Pipe

**pipeArguments:** arguments to the Pipe

Angular built in date pipe to transform the date.

import { Component } from '@angular/core';

import { FormsModule } from '@angular/forms';

@Component({

    selector: 'app-root',

    templateUrl: `<p> Unformatted date : {{toDate }} </p>

                  <p> Formatted date : {{toDate | date}} </p>`

})

export **class** AppComponent

{

    title: **string** = 'pipe Example' ;

    toDate: Date = **new** Date();

}

**Chaining Pipes :** Pipes can be chained together to make use of multiple pipes in one expression. For example in the following code, the toDate is passed to the Date Pipe. The output of the Date pipe is then passed to the uppercase pipe.

toDate | date | uppercase

**DatePipe :** The Date pipe formats the date according to locale rules. The syntax of the date pipe is as shown below

date\_expression | date[:format]

Where

date\_expression is a date object or a number

date is the name of the pipe

format is the date and time format string which indicates the format in which date/time components are displayed.

**Example of Datepipe :**

import { Component } from '@angular/core';

import { FormsModule } from '@angular/forms';

@Component({

    selector: 'app-root',

    template:`<p>medium : {{toDate | date:'medium'}} </p>

              <p>**short** : {{toDate | date:'short'}} </p>

              <p>fullDate : {{toDate | date:'fullDate'}} </p>

              <p>longDate : {{toDate | date:'longDate'}} </p>

              <p>mediumDate : {{toDate | date:'mediumDate'}} </p>

              <p>shortDate : {{toDate | date:'shortDate'}} </p>

              <p>mediumTime : {{toDate | date:'mediumTime'}} </p>

              <p>dd-MM-y : {{toDate | date:'dd-MM-y'}} </p>

              <p>dd-MM-yy HH:mm : {{toDate | date:'dd-MM-yy HH:mm'}} </p>`

})

export **class** AppComponent{

    title: **string** = 'Angular pipes Example' ;

    toDate: Date = **new** Date();

}

**UpperCasePipe & LowerCasePipe :** As the name suggests, these pipes transform the string to Uppercase or lowercase.

import { Component } from '@angular/core';

import { FormsModule } from '@angular/forms';

@Component({

    selector: 'app-root',

    template:`<p>Unformatted :{{msg}} </p>

              <p>Uppercase :{{msg | uppercase}} </p>

              <p>Lowercase :{{msg | lowercase}} </p>`

})

export **class** AppComponent{

    title: **string** = 'Angular pipes Example' ;

    msg: **string**= 'Welcome to Angular';

}

**SlicePipe :** Creates a new List or String containing a subset (slice) of the string or array. This Pipe uses the JavaScript API [Array.prototype.slice()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/slice) and [String.prototype.slice()](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/String/slice).

**array\_or\_string\_expression | slice:start[:end]**

Where

**array\_or\_string\_expression** is the string to slice

**slice**is the name of the pipe

**start** is the start position/index from where the slicing will start

**end** is the ending index/position in the array/string

The slice pipes take two arguments. The first argument start is the starting index of the string/array. The second argument end is the ending index of the string/array. If the start or end index is negative then the index is counted from end of the string/array

import { Component } from '@angular/core';

import { FormsModule } from '@angular/forms';

@Component({

    selector: 'app-root',

    template:`<p>Complete **String** :{{msg}} </p>

              <p>Example 1 :{{msg | slice:11:20}} </p>

              <p>Example 2 :{{msg | slice:-9}} </p>`

})

export **class** AppComponent

{

    title: **string** = 'Angular pipes Example' ;

    msg: **string**= 'Welcome to Angular ';

}

**DecimalPipe / NumberPipe :** The Decimal Pipe is used to Format a number as Text. This pipe will format the number according to locale rules.

Syntax

**number\_expression | number[:digitInfo]**

Where

number\_expression is the number you want to format

number is the name of the pipe

digitInfo is a string which has the following format

**{minIntegerDigits}.{minFractionDigits}-{maxFractionDigits}**

Where

**minIntegerDigits** is the minimum number of integer digits to use. Defaults to 1.

**minFractionDigits** is the minimum number of digits after fraction. Defaults to 0.

**maxFractionDigits** is the maximum number of digits after fraction. Defaults to 3.

**PercentePipe :**Formats the given number as a percentage according to locale rules.

### **CurrencyPipe :** Formats a number as currency using locale rules.

# How to Create Custom Pipe in Angular : The [Pipes](https://www.tektutorialshub.com/angular/angular-pipes/) are a great way to transform the appearance of elements in the template. The [Angular](https://www.tektutorialshub.com/angular-tutorial/)comes with some great built-in pipes like Date pipe, Currency pipe, and Number pipe, etc.

To create a custom pipe, first we need to create a pipe class. The pipe class must implement the PipeTransform interface. We also decorate it with @pipe decorator. Give a name to the pipe under name metadata of the @pipe decorator. Finally, we create the transform method, which transforms given value to the desired output.

To create a Custom Pipe, first, You need to follow these steps

1. Create a pipe class
2. Decorate the class with @pipe decorator.
3. Give a name to the pipe in the name meta data of the @pipe decorator. We will use this name in the template.
4. The pipe class must implement the PipeTransform interface. The interfaces contain only one method transform.
5. The first parameter to the transform method is the value to be transferred. The transform method must transform the value and return the result. You can add any number of additional arguments to the transform method.
6. Declare the pipe class in the Angular Module (app.module.ts)
7. Use the custom pipe just as you use other pipes.

## **Temparature Convertor Custom Pipe Example :**Create a new file temp-convertor.pipe.ts. Under the folder src/app. Copy the following code and paste it.

import {Pipe, PipeTransform} from '@angular/core';

@pipe({

    name: 'tempConverter'

})

export **class** TempConverterPipe implements PipeTransform {

    transform(value: number, unit: **string**) {

**if**(value && !isNaN(value)) {

            if (unit === 'C') {

                var temperature = (value - 32) /1.8 ;

**return** temperature.toFixed(2);

            } **else** **if** (unit === 'F'){

**var** temperature = (value \* 1.8 ) + 32

**return** temperature.toFixed(2);

            }

        }

**return**;

    }

}

The PipeTransform interface defines only one method transform. The interface definition is as follows.

interface PipeTransform {

transform(value: any, ...args: any[]): any

}

**Declare the Pipe :** Before using our pipe, we need to tell our component, where to find it. This is done by first by importing it and then including it in declarations array of the AppModule.

**Using the Custom Pipe :** The custom pipes are used in the same as the Angular built-in pipes are used. Add the following HTML code to your app.component.html file

<div **class**="row">

      <h3>Fahrenheit to Celsius </h3>    </div>

    <div **class**="row">

      <p> Fahrenheit : <input type="text" [(ngModel)]="Fahrenheit" />

      Celsius : {{Fahrenheit | tempConverter:'C'}} </p>

    </div>

    <div **class**="row">

      <h3>Celsius to Fahrenheit </h3>    </div>

    <div **class**="row">

      <p> celsius : <input type="text" [(ngModel)]="celcius" />

       Fahrenheit : {{celcius | tempConverter:'F'}} </p>

    </div>

We use our pipe as follows. Fahrenheit is sent to the tempConverter as the first argument value. We use the | to indicate that the tempConverter is a pipe to angular. The C after the colon is the first argument. You can pass more than argument to the pipe by separating each argument by a : colon.
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# **Child/Nested Components in Angular :** It creates AppComponent, which is the root component of our application. The AppComponent is [bootstrapped](https://www.tektutorialshub.com/angular/angular-bootstrapping-application/) in the AppModule  and loaded in the index.html file using the selector <app-root>Loading...</app-root>.

**What is a Child/Nested Component :** The Angular follows component-based Architecture, where each component manages a specific task or workflow. Each component is an independent block of the reusable unit.

In real life, angular applications will contain many components. The task of the root component is to just host these child components. These child components, in turn, can host the more child components creating a Tree-like structure called Component Tree.

ng **new** childComponent

**Applies to:** Angular 5 to the latest edition i.e. Angular 8, Angular 9. Angular 10, Angular 11

**Tell angular where to display the component :** Finally, we need to inform the Angular, where to display the child Component

We want our child Component as the child of the AppComponent. Open the app.component.html and add the following template

<h1>{{title}}. </h1>

<customer-list></customer-list>

The @Component decorator of the CustomerListComponent , we used the customer-list as the selectorin the metadata for the component. This CSS selector name must match the element tag that specified within the parent component’s template.

**Component Communication :** The Components are useless if they do not share data between them. The Parent Component communicates with the child component using the**@Input Annotation**. The child components detect changes to these Input properties using **OnChanges life Cycle** hook or with a **Property Setter**. The child component can communicate with the parent by **raising an event**, which the parent can listen.

how Angular Passes the data to the child component. The Angular Components communicate with each other using ****@Input Annotation****.

**Angular Pass data to child component :** In Angular, the Parent Component can communicate with the child component by setting its Property. To do that the Child component must expose its properties to the parent component. The Child Component does this by using the @Input decorator.

**In the Child Component**

* Import the @Input module from @angular/Core Library
* Mark those property, which you need data from parent as input property using @Input decorator

**In the Parent Component**

* Bind the Child component property in the Parent Component when instantiating the Child

**@Input Decorator :** The @Input Decorator is used to configure the input properties of the component.

When you mark a property as input property, then the Angular injects values into the component property using [Property Binding](https://www.tektutorialshub.com/angular/angular-data-binding/" \l "property-binding). The Property Binding uses the [] brackets. The Binding Target (Property of the child component) is placed inside the square brackets. The Binding source is enclosed in quotes. [Property binding](https://www.tektutorialshub.com/angular/angular-data-binding/" \l "property-binding) is one way from Component to the Target in the template.

## **@Input example:** Our application will have a counter which is incremented by the Parent Component. The Parent Component then passes this counter to the child component for display in its template.

**The Child Component with @Input Decorator**

Create the ChildComponent.ts under the src folder. And copy the following code

import { Component, Input  } from '@angular/core';

@Component({

    selector: 'child-component',

    template: `<h2>Child Component</h2>

               current count **is** {{ count }}

    `

})

export **class** ChildComponent {

    @Input() count: number;

}

* First, we import the @Input decorator from @angular/core.
* We have defined the inline template for the child component, where it displays the current count.
* The Child Component expects the count to come from the Parent Component. Hence in ChildComponent decorate the count property with @Input decorator.

**Bind to Child Property in Parent Component**

Now, time to pass the Count values to the Child Component from the Parent

Open the App.component.ts and copy the following code

import { Component} from '@angular/core';

@Component({

  selector: 'app-root',

  template: `

        <h1>Welcome to {{title}}!</h1>

        <button (click)="increment()">Increment</button>

        <button (click)="decrement()">decrement</button>

        <child-component [count]=Counter></child-component>` ,

  styleUrls: ['./app.component.css']

})

export **class** AppComponent {

  title = 'Component Interaction';

  Counter = 5;

  increment() {

**this**.Counter++;

  }

  decrement() {

**this**.Counter--;

  }

}

we are invoking the child component inside.Here, we are using count property, which is a property of the child Component inside the square bracket. We bind it to Counter property of the Parent Component.

Remember square bracket represents the [Property Binding in Angular](https://www.tektutorialshub.com/angular/angular-data-binding/" \l "property-binding).

**Aliasing input Property :** You can Alias the input property and use the aliased name the parent component as shown below.

export **class** ChildComponent {

     @Input('MyCount') count: number;

}

Here, we are aliasing count property with MyCount alias

In the parent component, we can use the MyCount as shown below..

template: `

   <h1>Welcome to {{title}}!</h1>

   <child-component [MyCount]=ClickCounter></child-component>’

**Detecting the Input changes :**

We looked at how to pass the data from parent to the child using @Input annotation and property binding.

Passing the data to child component is not sufficient, the child Component needs to know when the input changes so that it can act upon it.

There are two ways of detecting when input changes in the child component in Angular

* Using OnChanges LifeCycle Hook
* Using Input Setter

**Using OnChanges LifeCycle Hook :**

ngOnChanges is a lifecycle hook, which angular fires when it detects changes to data bound input property. This method receives a SimpeChanges object, which contains the current and previous property values. We can Intercept input property changes in the child component using this hook.

How to use ngOnChanges for Change Detection

* Import the OnChanges interface, SimpleChanges, SimpleChange from @angule/core library.
* Implement the ngOnChanges() method. The method receives the SimpleChanges object containing the changes each input property.

Let us update our Child component to use the OnChanges hook

Open the Child Component.ts and make the following changes

import { Component, Input, OnChanges, SimpleChanges, SimpleChange  } from '@angular/core';

@Component({

    selector: 'child-component',

    template: `<h2>Child Component</h2>

               current count **is** {{ count }}

    `

})

export **class** ChildComponent implements OnChanges {

    @Input() count: number;

    ngOnChanges(changes: SimpleChanges) {

**for** (let property **in** changes) {

**if** (property === 'count') {

              console.log('Previous:', changes[property].previousValue);

              console.log('Current:', changes[property].currentValue);

              console.log('firstChange:', changes[property].firstChange);

            }

        }

    }

}

* First, we are Importing the required libraries.
* Next, Modify the class to implement the Onchanges interface.
* ngOnChanges method.
* This method receives the all the changes made to the input properties as SimpleChanges object. The SimpleChanges object whose keys are property names and values are instances of SimpleChange.
* SimpleChange class Represents a basic change from a previous to a new value. It has three class members.

**Using Input Setter :** We can use the property getter and setter to detect the changes made to the input property as shown below

In the Child Component create a private property called \_count

private \_count = 0;

Create getter & setter on property count and attach @Input annotation. We intercept the input changes from setter function and log it to console

@Input()

set count(count: number) {

this.\_count = count;

console.log(count);

}

get count(): number { return this.\_count; }

**Angular Pass data to parent component :** how to Pass data to Parent Component from Child Component in Angular.

[Parent component communicates with its child](https://www.tektutorialshub.com/angular/angular-passing-data-child-component/) by setting its input property. The Child can send data to Parent by raising an event, Parent can interact with the child via local variable or Parent can call **@ViewChild** on the child.

**Pass data to parent component :** There are three ways in which parent component can interact with the child component

* Parent Listens to Child Event
* Parent uses Local Variable to access the child
* Parent uses a @ViewChild to get reference to the child component

### **Parent listens for child event :** The Child Component exposes an EventEmitter Property. This Property is adorned with the @Output decorator. When Child Component needs to communicate with the parent it raises the event. The Parent Component listens to that event and reacts to it.

**EventEmitter Property :** To Raise an event, the component must declare an EventEmmitter Property. The Event can be emitted by calling the .emit() method.

countChanged: EventEmitter<number> = **new** EventEmitter()

And then call emit method passing the whatever the data you want to send as shown below:

**this**.countChanged.emit(**this**.count);

**@Output Decorator :** Using the EventEmitter Property gives the components ability to raise an event. But to make that event accessible from parent component, you must decorate the property with **@Output** decorator.

How to Pass data to parent component using @Output

**In the child component**

* Declare a property of type EventEmitter and instantiate it
* Mark it with a @Output annotation
* Raise the event passing it with the desired data

**In the Parent Component**

* Bind to the Child Component using [Event Binding](https://www.tektutorialshub.com/angular/angular-data-binding/" \l "Event-Binding) and listen to the child events
* Define the event handler function.

**Child Component**

import { Component, Input, Output, EventEmitter  } from '@angular/core';

@Component({

    selector: 'child-component',

    template: `<h2>**Child** Component</h2>

               <button (click)="increment()">Increment</button>

               <button (click)="decrement()">decrement</button>

               current count **is** {{ count }}

    `

})

export **class** ChildComponent {

    @Input() count: number;

    @Output() countChanged: EventEmitter<number> =   **new** EventEmitter();

    increment() {

**this**.count++;

**this**.countChanged.emit(**this**.count);

      }

    decrement() {

**this**.count--;

**this**.countChanged.emit(**this**.count);

    }

}

**Parent Component :** In the parent component , we need to listen to the “countChanged” event

The “countChanged” event is enclosed in Parentheses. It is then assigned to the method “countChangedHandler” in the component class. The syntax is similar to [Event Binding](https://www.tektutorialshub.com/angular/angular-data-binding/" \l "Event-Binding).

<child-component [count]=ClickCounter (countChanged)="countChangedHandler($event)"></child-component>`

countChangedHandler(count: number) {

**this**.ClickCounter = count;

    console.log(count);

  }

--------------------------

import { Component} from '@angular/core';

@Component({

  selector: 'app-root',

  template: `

        <h1>Welcome to {{title}}!</h1>

        <p> current count **is** {{ClickCounter}} </p>

        <child-component [count]=Counter (countChanged)="countChangedHandler($event)"></child-component>` ,

  styleUrls: ['./app.component.css']

})

export **class** AppComponent {

  title = 'Component Interaction';

  Counter = 5;

  countChangedHandler(count: number) {

**this**.Counter = count;

    console.log(count);

  }

}

**Parent uses a @ViewChild() to get reference to the Child Component :**

Injecting an instance of the child component into the parent as a @ViewChild is the another technique used by the parent to access the property and method of the child component

The @ViewChild decorator takes the name of the component/directive as its input. It is then used to decorate a property. The Angular then injects the reference of the component to the Property

**Child Component :** There is no change in the child component.

#### **Parent Component :**

import { Component, ViewChild } from '@angular/core';

import { ChildComponent } from './child.component';

@Component({

  selector: 'app-root',

  template: `

        <h1>{{title}}</h1>

        <p> current count **is** {{child.count}} </p>

        <button (click)="increment()">Increment</button>

        <button (click)="decrement()">decrement</button>

        <child-component></child-component>` ,

  styleUrls: ['./app.component.css']

})

export **class** AppComponent {

  title = 'Parent calls an @ViewChild()';

  @ViewChild(ChildComponent) child: ChildComponent;

  increment() {

**this**.child.increment();

  }

  decrement() {

**this**.child.decrement();

  }

**Parent uses local variable to access the Child in Template :** Parent Template can access the child component properties and methods by creating the template reference variable.

#### **Child Component :**

import { Component} from '@angular/core';

@Component({

    selector: 'child-component',

    template: `<h2>Child Component</h2>

               current count **is** {{ count }}

    `

})

export **class** ChildComponent {

    count = 0;

     increment() {

**this**.count++;

      }

    decrement() {

**this**.count--;

    }

}

We have removed the input, output & eventemiitter.

Our component is now have property count and two methods to increment and decrement it

**Parent component :**

import { Component} from '@angular/core';

@Component({

  selector: 'app-root',

  template: `

        <h1>{{title}}!</h1>

        <p> current count **is** {{child.count}} </p>

        <button (click)="child.increment()">Increment</button>

        <button (click)="child.decrement()">decrement</button>

        <child-component #child></child-component>` ,

  styleUrls: ['./app.component.css']

})

export **class** AppComponent {

  title = 'Parent interacts with child via local variable';

}

We have created a local variable, #child, on the tag <child-component>. The “child” is called template reference variable, which now represents the child component

The Template Reference variable is created, when you use #<varibaleName> and attach it to a DOM element. You can then, use the variable to reference the DOM element in your Template

The local variable approach is simple and easy. But it is limited because the parent-child wiring must be done entirely within the parent template. The parent component itself has no access to the child.

You can’t use the local variable technique if an instance of the parent component class must read or write child component values or must call child component methods.

**Component Life Cycle Hook :**