**Important Points of HashMap:**

* HashMap has Key and Value pairs.
* HashMap is not Synchronized (i.e. Not Thread Safe)
* HashMap has no guarantees as to the order of the map
* HashMap does not guarantee that the order will remain constant over time.
* HashMap allows only one Null Key, Which will always be stored at 0th position in the bucket
* HashMap can have multiple null values, but only one null key is allowed
* HashMap can be Synchronized externally using Collections.synchronizedMap(HashMap)

**Contract between equals() and hashCode() methods :**

* If two objects are equal by equals() method then their hash code values must be same.
* If two objects are not equal by equals() method then their hash code may be same or different.

**Employee emp1 = new Employee("One");**

**Employee emp2 = new Employee("One");**

**How it works without Overriding equals() and hashcode()?**

first it compares two objects (eventhough they are equals, since we have not overridden the equals()) it shows both the objects are not equals and will be considered as Unqiue Keys and with values.

From the hashing, it goes to different buckets – duplicate entries for same object.

****Override equals() and Not hashcode:**** Now after overriding only equals() method, we can see both objects are compared and identified as equals objects (Both Objects are  Equal: true)

But here the problem is, though both the objects are equal() the hashcode() is different and so the both objects will be stored in different buckets.

If both objects are equal and if it points to same bucket then the value will be overridden.

****Override hashcode() and Not equals():**** Since we have overridden only hashcode() and not equals method() –> The objects comparison becomes false, means the objects are unique. So even though the hashcode points to same bucket, the objects are considered as unique keys and both the values will be stored in the bucket.

****override both equals() and hashcode():**** Since we have overridden the equals() and hashcode(), when inserting in map — It has identified both objects are equal and both has same hashcode values. So when trying to insert into the bucket, only one value will be inserted that is the reason we have only one element in hashmap (Key is: Employee@13665 Value is: Two)

****Association, Composition and Aggregation in Java :****

****Association**** is relation between two separate classes which establishes through their Objects. Association can be one-to-one, one-to-many, many-to-one, many-to-many.In Object-Oriented programming, an Object communicates to other Object to use functionality and services provided by that object. **Composition** and **Aggregation** are the two forms of association.

Example two separate classes Bank and Employee are associated through their Objects. Bank can have many employees, So it is a one-to-many relationship.

* It is a special form of Association where:
* It represents**Has-A** relationship.
* It is a unidirectional association i.e. a one way relationship. For example, department can have students but vice versa is not possible and thus unidirectional in nature.
* In Aggregation, both the entries can survive individually which means ending one entity will not effect the other entity

Composition is a restricted form of Aggregation in which two entities are highly dependent on each other.

* It represents part-of relationship.
* In composition, both the entities are dependent on each other.
* When there is a composition between two entities, the composed object cannot exist without the other entity.

**Aggregation vs Composition**

* **Dependency:**Aggregation implies a relationship where the child can exist independently of the parent. For example, Bank and Employee, delete the Bank and the Employee still exist. whereas Composition implies a relationship where the child cannot exist independent of the parent. Example: Human and heart, heart don’t exist separate to a Human
* **Type of Relationship:** Aggregation relation is “has-a” and composition is “part-of” relation.
* **Type of association:**Composition is a strong Association whereas Aggregation is a weak Association.

**Is finally block always get executed in Java? :** Yes, the finally block is always get executed unless there is an abnormal program termination either resulting from a JVM crash or from a call to System.exit().

* A finally block is always get executed whether the exception has occurred or not.
* If an exception occurs like closing a file or DB connection, then the finally block is used to clean up the code.
* We cannot say the finally block is always executes because sometimes if any statement like System.exit() or some similar code is written into try block then program will automatically terminate and the finally block will not be executed in this case.
* A finally block will not execute due to other conditions like when JVM runs out of memory when our java process is killed forcefully from task manager or console when our machine shuts down due to power failure and deadlock condition in our try block.

try {

System.out.println("I am in try block");

System.exit(1);

} catch(Exception ex){

ex.printStackTrace();

} finally {

System.out.println("I am in finally block");

}

In the above example, the finally block will not execute due to the System.exit(1) condition in the try block.

**LinkedList class in Collection :**

* ***LinkedList***class extends ***AbstractSequentialList***and implements ***List***, ***Deque***and ***Queue*** interface.
* It can be used as ***List***, stack or ***Queue***as it implements all the related interfaces.
* It can contain duplicate elements and is not synchronized.
* maintains insertion order.
* not synchronized.
* No random access.
* manipulation fast because no shifting needs to be occurred.

**How LinkedList work Internally? :** Since a LinkedList acts as a dynamic array and we do not have to specify the size while creating it, the size of the list automatically increases when we dynamically add and remove items. And also, the elements are not stored in a continuous fashion. Therefore, there is no need to increase the size. Internally, the LinkedList is implemented using the [doubly linked list data structure](https://www.geeksforgeeks.org/doubly-linked-list/). The main difference between a normal linked list and a doubly LinkedList is that a doubly linked list contains an extra pointer, typically called the previous pointer, together with the next pointer and data which are there in the singly linked list.

**Internal working of Set/HashSet in Java :** As we know that a set is a well-defined collection of distinct objects. Each member of a set is called an element of the set. So in other words, we can say that a set will never contain duplicate elements. But how in java Set interface implemented classes like HashSet, LinkedHashSet, TreeSet etc. achieve this uniqueness. we will discuss the hidden truth behind this uniqueness.
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// creating a HashSet

        HashSet hs = new HashSet();

        // adding elements to hashset

        // using add() method

        boolean b1 = hs.add("Geeks");

        boolean b2 = hs.add("GeeksforGeeks");

           // adding duplicate element

        boolean b3 = hs.add("Geeks");

**Output :** b1 = true;b2 = true;b3 = false;[GeeksforGeeks, Geeks]

Now from the output, it is clear that when we try to add a duplicate element to a set using add() method, it returns false, and element is not added to hashset, as it is already present. Now the question comes, how add() method checks whether the set already contains the specified element or not. It will be more clear if we have a closer look on the add() method and default constructor in HashSet class.

// predefined HashSet class

public class **HashSet**{

// A HashMap object

private transient HashMap<e, object="" style="box-sizing: border-box;"> map;

// A Dummy value(PRESENT) to associate with an Object in the Map

private static final Object PRESENT = new Object();

// default constructor of HashSet class

// It creates a HashMap by calling default constructor of HashMap class

**public HashSet() {**

**map = new HashMap<>();**

**}**

// add method it calls put() method on map object and

//then compares it's return value with null

**public boolean add(E e) {**

**return map.put(e, PRESENT)==null;**

**}**

// Other methods in Hash Set

}

Now as you can see that whenever we create a HashSet, it internally creates a [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) and if we insert an element into this HashSet using add() method, it actually call put() method on internally created HashMap object with element you have specified as it’s key and constant Object called **“PRESENT”** as it’s value. So we can say that **a Set achieves uniqueness internally through HashMap**.

As we know in a [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) each key is unique and when we call put(Key, Value) method, it returns the previous value associated with key, or null if there was no mapping for key. So in add() method we check the return value of map.put(key, value) method with null value.

1. If map.put(key, value) returns null, then the statement “map.put(e, PRESENT) == null” will return true and element is added to the HashSet(internally HashMap).
2. If map.put(key, value) returns old value of the key, then the statement “map.put(e, PRESENT) == null” will return false and element is not added to the HashSet(internally HashMap).

As LinkedHashSet extends HashSet, so it internally calls constructors of HashSet using [super()](https://www.geeksforgeeks.org/super-keyword/). Similarly creating an object of [TreeSet](https://www.geeksforgeeks.org/treeset-class-java-examples/) class internally creates object of [Navigable Map](https://www.geeksforgeeks.org/navigablemap-interface-in-java-with-example/) as backing map.

**Difference between Singly linked list and Doubly linked list**

|  |  |
| --- | --- |
| **Singly linked list** | **Doubly linked list** |
| **Internal implementation :** A singly linked list is a set of nodes where each node has two fields ‘data’ and ‘link’. The ‘data’ field stores actual piece of information and ‘link’ field is used to point to next node. Basically ‘link’ field is nothing but address only. | DLL has nodes with a data field, a previous link field and a next link field.While doubly linked list has some more complex implementation where the node contains some data and a pointer to the next as well as the previous node in the list |
| SLL has nodes with only a data field and next link field. | DLL has nodes with a data field, a previous link field and a next link field. |
| **Order of elements :** In SLL, the traversal can be done using the next node link only.  Singly linked list allows traversal elements only in one way. | In DLL, the traversal can be done using the previous node link or the next node link.Doubly linked list allows element two way traversal. |
| **Memory consumption :** The SLL occupies less memory than DLL as it has only 2 fields. | The DLL occupies more memory than SLL as it has 3 fields. |
| Less efficient access to elements. | More efficient access to elements. |
| **Complexity :** In singly linked list the complexity of insertion and deletion at a known position is O(n) | In case od doubly linked list the complexity of insertion and deletion at a known position is O(1) |
| Singly linked list are generally used for implementation of stacks | On other hand doubly linked list can be used to implement stacks as well as heaps and binary trees. |
| Singly linked list is preferred when we need to save memory and searching is not required as pointer of single index is stored. | If we need better performance while searching and memory is not a limitation in this case doubly linked list is more preferred. |
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**What is the garbage collector in Java? :**

* Garbage Collector is part of JRE that makes sure that object that are not referenced will be freed from memory.
* Garbage collector can be viewed as a reference count manager. if an object is created and its reference is stored in a variable, its reference count is increased by one. during the course of execution if that variable is assigned with NULL. reference count for that object is decremented. so the current reference count for the object is 0.
* Now when Garbage collector is executed, It checks for the objects with reference count 0. and frees the resources allocated to it.

**Advantage of Garbage Collection**

* It makes java memory efficient because garbage collector removes the unreferenced objects from heap memory.
* It is automatically done by the garbage collector(a part of JVM) so we don’t need to make extra efforts.

**How can an object be unreferenced?**

There are many ways:

* **By nulling the reference**Student s=new Student();  
  s=null;
* **By assigning a reference to another**Student s1=new Student();  
  Student s2=new Student();  
  s1=s2;//now the first object referred by s1 is available for garbage collection
* **By annonymous object etc.**  
  new Student();

**finalize() method :**The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:  
protected void finalize(){}

The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

**gc() method :** The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

## **public static void gc(){}**

Many people think garbage collection collects and discards dead objects.  
In reality, Java garbage collection is doing the opposite! Live objects are tracked and everything else designated garbage.

When an object is no longer used, the garbage collector reclaims the underlying memory and reuses it for future object allocation. This means there is no explicit deletion and no memory is given back to the operating system. To determine which objects are no longer in use, the JVM intermittently runs what is very aptly called a mark-and-sweep algorithm.

**How work Garbage Collector in Java :**

**Java Memory Management :**Java Memory Management, with its built-in garbage collection, is one of the language’s finest achievements. It allows developers to create new objects without worrying explicitly about memory allocation and deallocation, because the garbage collector automatically reclaims memory for reuse. This enables faster development with less boilerplate code, while eliminating memory leaks and other memory-related problems. At least in theory.

Ironically, Java garbage collection seems to work too well, creating and removing too many objects. Most memory-management issues are solved, but often at the cost of creating serious performance problems. Making garbage collection adaptable to all kinds of situations has led to a complex and hard-to-optimize system. In order to wrap your head around garbage collection, you need first to understand how memory management works in a Java Virtual Machine (JVM).

**Java Garbage Collection GC Initiation :**Being an automatic process, programmers need not initiate the garbage collection process explicitly in the code. System.gc() and Runtime.gc() are hooks to request the JVM to initiate the garbage collection process.

Though this request mechanism provides an opportunity for the programmer to initiate the process but the onus is on the JVM. It can choose to reject the request and so it is not guaranteed that these calls will do the garbage collection. This decision is taken by the JVM based on the eden space availability in heap memory. The JVM specification leaves this choice to the implementation and so these details are implementation specific.

Undoubtedly we know that the garbage collection process cannot be forced. I just found out a scenario when invoking System.gc() makes sense. Just go through this article to know about this corner case when System.gc() invocation is applicable.

**Java Garbage Collection Process :** Garbage collection is the process of reclaiming the unused memory space and making it available for the future instances.

**Eden Space:** When an instance is created, it is first stored in the eden space in young generation of heap memory area.

**Survivor Space (S0 and S1):**As part of the minor garbage collection cycle, objects that are live (which is still referenced) are moved to survivor space S0 from eden space. Similarly the garbage collector scans S0 and moves the live instances to S1.

Instances that are not live (dereferenced) are marked for garbage collection. Depending on the garbage collector (there are four types of garbage collectors available and we will see about them in the next tutorial) chosen either the marked instances will be removed from memory on the go or the eviction process will be done in a separate process.

**Old Generation:**Old or tenured generation is the second logical part of the heap memory. When the garbage collector does the minor GC cycle, instances that are still live in the S1 survivor space will be promoted to the old generation. Objects that are dereferenced in the S1 space is marked for eviction.

**Major GC:**Old generation is the last phase in the instance life cycle with respect to the Java garbage collection process. Major GC is the garbage collection process that scans the old generation part of the heap memory. If instances are dereferenced, then they are marked for eviction and if not they just continue to stay in the old generation.

**Memory Fragmentation:**Once the instances are deleted from the heap memory the location becomes empty and becomes available for future allocation of live instances. These empty spaces will be fragmented across the memory area. For quicker allocation of the instance it should be defragmented. Based on the choice of the garbage collector, the reclaimed memory area will either be compacted on the go or will be done in a separate pass of the GC.

**HashMap Interview Questions**

**What is Hashmap?**Hashmaps store items in key-value pairs. It is part of the Java collection. It extends AbstractMap class and implements the map interface and is found in java.util package. The most important condition of the hashmap is that the key-value pair should be unique. If there are any duplicates found in the key then the latest value will overwrite the previous value. You can perform operations like insertion, deletion, updation, etc. in hashmaps.

**How does it work in Java?**

Here are some points to remember for Hashmaps in Java:

* It does not maintain any order.
* It is non-synchronized.
* It may contain one or more null values.
* Initially, the default capacity of the Java Hashmap class is 16.

The operation of storing and retrieving the object is done at a constant time, provided that the key is known. The method to store the object is put(key, value) and the method to retrieve the object is get(key).

There are following parameters in Java Hashmap:  
K: the type of keys maintained by the map  
V: the type of values mapped.

****public Hashmap()****: This is the default constructor which creates an instance for Hashmap with an initial capacity of 16.

**public Hashmap(int initialCapacity, float loadFactor):**

This constructor creates an instance with the specified initial capacity and the load factor.

**What do you mean by load factor?**

It is the measure of how much rehashing is to be done. It is initially kept higher so rehashing doesn’t take place, but this also increases the iteration time. The most common load factor value is 0.75.

**Rehashing**is the process of re-calculating the hashcode of already stored entries (Key-Value pairs), to move them to another bigger size hashmap when the threshold is reached/crossed. Rehashing of a hash map is done when the number of elements in the map reaches the maximum threshold value

The **Load factor** is a measure that decides when to increase the HashMap capacity to maintain the get() and put() operation complexity of O(1). The default load factor of HashMap is 0.75f (75% of the map size).

**Is it possible to use any custom object as a key in Hashmap?**

Yes, we can use the custom object as a key in a hashmap by implementing hashcode() and equals() in the custom class. But the condition is that the hashcode should not vary once the object is inserted in the map.

**Hashmap handles collisions in Java. Justify.**

In the worst-case scenario, it can happen that all keys might have the same hashcode, which will result in the hash table turning into a linked list. In this case, searching a value will take O(n) complexity as opposed to O(1) time due to the nature of the linked list.

if the new values with the same key are attempted to be pushed, then these values are stored in a linked list stored in a bucket of the key as a chain along with the existing value.

**What will happen if two different HashMap key objects have the same hashcode?**

They will be stored in the same bucket but no next node of the linked list. And keys equals () method will be used to identify the correct key-value pair in HashMap.

**What are things an object needs to be used as a key or value in the Hashmap?**

The key and value along with its implementation should have the two functions hashcode() and equals(). The function that has the name of hashcode() is used when we insert the value of the key in any HashMap. At the same time, the function of equals() is called only when we are trying to get back the value that was already stored in the HashMap.

**Can we use Hashmaps in the case where we need to store null values?**

Yes, you can use the hashmaps to store null values without any issues. You can store one or multiple null values as per the requirement.

**How can you handle null keys in hashmaps?**

There are two separate methods for that putForNullKey(V value) and getForNullKey(). Null keys always map to index 0. The equals() and hashcode() methods are not used in the case of null keys in HashMap.

**Is it possible to store multiple values under the same key using Java Hashmaps?**

No, you will not be able to store duplicate keys in the hashmap. If you try to store a new value in a key already present in the hashmap, then the hashmap would simply remove the value that was earlier stored in that key and replace it with the new one.  
The size of the hashmap, in this case, would not change, meaning there will be no addition of keys into the hashmap. This feature is one of the reasons we use the function keyset() to get back all the keys of a hashmap and that this function returns a set and not a collection (because in a set all the values have to be unique).

**What are Instance initialization block & Static initialization block in java**

**Instance initialization block** in java can be used to initialize instance variables in java.   
**[Static](http://www.javamadesoeasy.com/2015/05/static-keyword-in-java-variable-method.html) initialization block** in java can be used to initialize static variables in java.

**Features of static initialization block in java >**

* Static blocks are also called Static initialization blocks in java.
* Static block executes when class is loaded in java.
* static blocks executes before instance blocks in java.
* Only static variables can be accessed inside static block in java
* static blocks can be used for initializing static variables or calling any static method in java.
* this **[keyword](http://www.javamadesoeasy.com/2015/05/keywords-in-java-language.html)** cannot be used in static block in java.

**Features of instance initialization block in java >**

* Instance blocks are also called instance initialization blocks in java
* Instance block executes when instance of class is created in java.
* Also known as non-static initialization block in java.
* instance blocks executes after static blocks in java.
* Static and non-static variables (instance variables) can be accessed inside instance block in java.
* instance blocks can be used for initializing instance variables or calling any instance method in java.
* this **[keyword](http://www.javamadesoeasy.com/2015/05/keywords-in-java-language.html)** can be used in instance block in java.

**class** MyClass {

      /\* Static block \*/

**static** {

          System.*out*.println("static block");

   }

**/\* Non-Static block (Instance block) \*/**

**{**

**System.*out*.println("instance/non-static block");**

**}**

   /\* Constructor \*/

   MyClass() {

          System.*out*.println("MyClass constructor");

   }

}

/\*\* Copyright (c), AnkitMittal [JavaMadeSoEasy.com](http://javamadesoeasy.com/) \*/

**public** **class** BlockTest {

**public** **static** **void** main(String[] args) {

          //Create instance of MyClass.

**new** MyClass();

   }

}

/\*OUTPUT

static block

**instance/non-static block**

MyClass constructor

\*/

When you using super & sub class

SuperClass ----------> static block

SubClass > static block

**SuperClass ----------> Instance/non-static block**

SuperClass ----------> constructor

**SubClass > Instance/non-static block**

SubClass > constructor

<https://howtodoinjava.com/java/collections/hashmap/design-good-key-for-hashmap/>

**Serialization** is the process of converting an object into a stream of bytes to store the object or transmit it to memory, a database, or a file. Its main purpose is to save the state of an object in order to be able to recreate it when **needed**. The reverse process is called deserialization.

**What type of members are not serialized**? Explanation: All static and transient variables are **not serialized.**

**Can we serialize static fields? :** In Java, **serialization** is a concept using which **we can** write the state of an object into a byte stream so that **we can** transfer it over the network (using technologies like JPA and RMI). But, **static variables** belong to class therefore, you cannot **serialize static variables** in Java.

**What is the use of @transient? :** The **transient** keyword in **Java** is used to avoid serialization. If any object of a data structure is defined as a transient , then it will not be serialized. Serialization is the ​process of converting an object into a byte stream.

At the time of serialization, if we don't want to save value of a particular variable in a file, then we use **transient** keyword. When JVM comes across **transient** keyword, it ignores original value of the variable and save default value of that variable data type.

**What is volatile and transient in Java? :** The **volatile** keyword flushes the changes directly to the main memory instead of the CPU cache. ... On the other hand, the **transient** keyword is used during serialization. Fields that are marked as **transient** can not be part of the serialization and deserialization.

**Why does Java have transient fields? : Transient** in **Java is** used to mark the member variable not to be serialized when it **is** persisted to streams of bytes. This keyword plays an important role to meet security constraints in **Java**. It ignores the original value of a variable and saves the default value of that variable data type.

**Why is serialization required? : Serialization** is the process of converting an object into a stream of bytes to store the object or transmit it to memory, a database, or a file. Its main purpose is to save the state of an object in order to be able to recreate it when **needed**. The reverse process is called deserialization.

**How do you serialize an object? :** To **serialize an object** means to convert its state to a byte stream so that the byte stream can be reverted back into a copy of the **object**. A Java **object** is **serializable** if its class or any of its superclasses implements either the java. io. **Serializable** interface or its subinterface, java.

**Are methods serialized in Java? :** Since **Method** does not implement **Serializable**, it cannot be **serialized** using the standard **Java Serialization** API. A workaround would be to manually **serialize** just the name of the class and **method** and its parameter types. You can then recreate the **Method** instance during deserialization.

**What serialVersionUID should I use? :** During serialization, java runtime associates a version number with each serializable class. This number called serialVersionUID, which is used during deserialization to verify that the sender and receiver of a serialized object have loaded classes for that object that are compatible with respect to serialization.

**Why so we use SerialVersionUID :**SerialVersionUID is used to ensure that during deserialization the same class (that was used during serialize process) is loaded.

**Is serialization necessary? :** Serialization is usually used When the **need** arises to send your data over network or stored in files. By data I mean objects and not text. ... **Serialization** is the translation of your Java object's values/states to bytes to send it over network or save it.

**Serialization :** At the time of serialization, with every object sender side JVM will save a Unique Identifier. JVM is responsible to generate that unique ID based on the corresponding .class file which is present in the sender system.

**Deserialization:** At the time of deserialization, receiver side JVM will compare the unique ID associated with the Object with local class Unique ID i.e. JVM will also create a Unique ID based on the corresponding .class file which is present in the receiver system. If both unique ID matched then only deserialization will be performed. Otherwise we will get Runtime Exception saying InvalidClassException. This unique Identifier is nothing but SerialVersionUID.

**Problem of depending on default SerialVersionUID generated by JVM :**

* Both sender and receiver should use the same JVM with respect to platform and version also. Otherwise receiver unable to deserialize because of different SerialVersionUID.
* Both sender and receiver should use same .class file version. After serialization if there is any change in .class file at receiver side then receiver unable to deserialize.
* To generate SerialVersionUID internally JVM may use complex algorithm which may create performance problem.

We can solve the above problem by configuring our own SerialVersionUID. We can configure our own SerialVersionUID as follows:

private static final long SerialVersionUID=10l;

**JDK :**

* JDK contains tools required to write Java programs, and JRE to execute them.
* It contains development tools such as a compiler, debugger, Java application launcher etc .
* Compiler converts code written in Java into byte code.
* Java application launcher opens a JRE, loads the necessary class, and executes its main method.
* JDK includes all features that JRE has.
* JDK provides the environment to develop and execute Java source code.
* It can be installed on Windows, Unix, and Mac operating systems.

**JRE :**

* JRE contains class libraries, JVM, and other supporting files. It does not contain any tool for Java development like a debugger, compiler, etc.
* Java Runtime Environment is a set of tools using which the JVM actually runs.
* JRE contains deployment technology, including Java Web Start and Java Plug-in.
* Developers can easily run the source code in JRE, but Developers cannot write and compile the Java program.
* It includes integration libraries like Java Database Connectivity (JDBC), Remote Method Invocation (RMI), Java Naming and Directory Interface (JNDI), and more.
* JRE has JVM and Java HotSpot virtual machine client.

**JVM :**

* JVM provides a platform-independent way of executing Java source code.
* It has numerous libraries, tools, and frameworks.
* Once you run Java program, you can run on any platform and save lots of time.
* JVM comes with JIT(Just-in-Time) compiler that converts Java source code into low-level machine language. Hence, it runs more faster as a regular application.
* Java Virtual Machine converts byte code to the machine-specific code.
* It provides basic java functions like memory management, security, garbage collection, and more.
* JVM runs the program by using libraries and files given by Java Runtime Environment.
* JDK and JRE both contain Java Virtual Machine.
* It can execute the java program line by line hence it is also called as interpreter.
* JVM is easily customizable for example, you can allocate minimum and maximum memory to it.
* It is independent from hardware and the operating system. So, you can write a java program once and run anywhere.

**How JDK Functions? :**

![IMG_256](data:image/png;base64,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)

Here are the important components of JDK:

* **JDK and JRE:** The JDK enables programmers to create core Java programs that can be run by the JRE, which included JVM and class libraries.
* **Class Libraries:**It is a group of dynamically loadable libraries that Java program can call at run time.
* **Compilers:** It is a Java program that accepts text file of developers and compiles into Java class file. It is the common form of output given by compiler, which contains Java byte code. In Java, the primary compiler is Javac.
* **Debuggers:** Debugger is a Java program that lets developers test and debug Java programs.
* **JavaDoc:**JavaDoc is documentation made by Sun Microsystems for the Java. JavaDoc can be used generating API documentation in HTML file from the source program.

**How JRE Functions?**

JRE has an instance of JVM with it, library classes, and development tools. Once you write and compile Java code, the compiler generates a class file having byte code.

Here are the important components of JRE:

* **Class loaders:**The class loader loads various classes that are necessary for running a Java program. JVM uses three class loaders called the bootstrap class loader, extensions class loader, and system class loader.
* **Byte code verifier:** Byte code verifier verifies the bytecode so that the code doesn't disturb the interpreter.
* **Interpreter:** Once the classes get loaded, and the code is verified, the interpreter reads the code line by line.
* **Run-time:**Run-time is a system used mainly in programming to describe time period during which a particular program is running.
* **Hardware:** Once you compile Java native code, it runs on a specific hardware platform.

In this way, the Java program runs in JRE.

**How JVM Functions? :**

![IMG_256](data:image/png;base64,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)

Here are the important components of JVM:

**1) Class Loader :** The class loader is a subsystem used for loading class files. It performs three major functions viz. Loading, Linking, and Initialization.

**2) Method Area :** JVM Method Area stores structure of class like metadata, the code for Java methods, and the constant runtime pool.

**3) Heap :** All the Objects, arrays, and instance variables are stored in a heap. This memory is shared across multiple threads.

**4) JVM language Stacks :** Java language Stacks store local variables, and its partial results. Each and every thread has its own JVM language stack, created concurrently as the thread is created. A new frame is created when method is invoked, and it is removed when method invocation process is complete.

**5) PC Registers :** PC registers store the address of the Java virtual machine instruction, which is currently executing. In Java, each thread has its separate PC register.

**6) Native Method Stacks :**Native method stacks hold the instruction of native code depends on the native library. It allocates memory on native heaps or uses any type of stack.

**7) Execution Engine :**It is a type of software that is used to test software, hardware, or complete systems. The test execution engine never carries any information about the tested product.

**8) Native Method interface :** The Native Method Interface is a programming framework. It allows Java code, which is running in a JVM to call by libraries and native applications.

**9) Native Method Libraries :** Native Libraries is a collection of the Native Libraries (C, C++), which are needed by the Execution Engine.

**Difference between JDK, JRE and JVM :**

|  |  |  |
| --- | --- | --- |
| ****JDK**** | ****JRE**** | ****JVM**** |
| The full form of JDK is Java Development Kit. | The full form of JRE is Java Runtime Environment. | The full form of JVM is Java Virtual Machine. |
| JDK is a software development kit to develop applications in Java. | It is a software bundle which provides Java class libraries with necessary components to run Java code. | JVM executes Java byte code and provides an environment for executing it. |
| JDK is platform dependent. | JRE is also platform dependent. | JVM is platform-independent. |
| It contains tools for developing, debugging, and monitoring java code. | It contains class libraries and other supporting files that JVM requires to execute the program. | Software development tools are not included in JVM. |
| It is the superset of JRE | It is the subset of JDK. | JVM is a subset of JRE. |
| The JDK enables developers to create Java programs that can be executed and run by the JRE and JVM. | The JRE is the part of Java that creates the JVM. | It is the Java platform component that executes source code. |
| JDK comes with the installer. | JRE only contain environment to execute source code. | JVM bundled in both software JDK and JRE. |

**HashSet :**

Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.
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**The important points about Java HashSet class are:**

* HashSet stores the elements by using a mechanism called hashing.
* HashSet contains unique elements only.
* HashSet allows null value.
* HashSet class is non synchronized.
* HashSet doesn't maintain the insertion order. Here, elements are inserted on the basis of their hashcode.
* HashSet is the best approach for search operations.
* The initial default capacity of HashSet is 16, and the load factor is 0.75.

**Constructor of HashSet :**

1) **HashSet()** It is used to construct a default HashSet.

2) **HashSet(int capacity)** It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet.

3) **HashSet(int capacity, float loadFactor)** It is used to initialize the capacity of the hash set to the given integer value capacity and the specified load factor.

4) **HashSet(Collection<? extends E> c)** It is used to initialize the hash set by using the elements of the collection c.

1. boolean **add(E e) ->**  It is used to add the specified element to this set if it is not already present.
2. void **clear() ->** It is used to remove all of the elements from the set.
3. object **clone()->** It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned.
4. boolean **contains(Object o) ->** It is used to return true if this set contains the specified element.
5. boolean **isEmpty() ->** It is used to return true if this set contains no elements.
6. Iterator<E> **iterator() ->** It is used to return an iterator over the elements in this set.
7. boolean **remove(Object o) ->** It is used to remove the specified element from this set if it is present.
8. int **size() ->** It is used to return the number of elements in the set.

9) Spliterator<E> **spliterator() ->** It is used to create a late-binding and fail-fast Spliterator over the elements in the set.

**TreeSet class :**
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As shown in the above diagram, Java TreeSet class implements the NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements the NavigableSet interface. The objects of the TreeSet class are stored in ascending order.

**The important points about Java TreeSet class are:**

* Java TreeSet class contains unique elements only like HashSet.
* Java TreeSet class access and retrieval times are quiet fast.
* Java TreeSet class doesn't allow null element.
* Java TreeSet class is non synchronized.
* Java TreeSet class maintains ascending order.

**TreeSet()** It is used to construct an empty tree set that will be sorted in ascending order according to the natural order of the tree set.

**TreeSet(Collection<? extends E> c)** It is used to build a new tree set that contains the elements of the collection c.

**TreeSet(Comparator<? super E> comparator)** It is used to construct an empty tree set that will be sorted according to given comparator.

**TreeSet(SortedSet<E> s)** It is used to build a TreeSet that contains the elements of the given SortedSet.

**boolean add(E e)** It is used to add the specified element to this set if it is not already present.

**boolean addAll(Collection<? extends E> c)** It is used to add all of the elements in the specified collection to this set.

**boolean contains(Object o)** It returns true if this set contains the specified element.

**boolean isEmpty()** It returns true if this set contains no elements.

**boolean remove(Object o)** It is used to remove the specified

element from this set if it is present.

**void clear()** It is used to remove all of the elements from this set.

**Object clone()** It returns a shallow copy of this TreeSet instance.

**E first()** It returns the first (lowest) element currently in this sorted set.

**E last()** It returns the last (highest) element currently in this sorted set.

**int size()** It returns the number of elements in this set.

**Iterator iterator()** It is used to iterate the elements in ascending order.

**E lower(E e)** It returns the closest least element of the specified element from the set, or null there is no such element.

**E pollFirst()** It is used to retrieve and remove the lowest(first) element.

**E pollLast()** It is used to retrieve and remove the highest(last) element.

**Java LinkedHashSet class :**

* Java LinkedHashSet class contains unique elements only like HashSet.
* Java LinkedHashSet class provides all optional set operation and permits null elements.
* Java LinkedHashSet class is non synchronized.
* Java LinkedHashSet class maintains insertion order.

The LinkedHashSet class extends HashSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

**Rules for Exception handling w.r.t Method Overriding in Java**

1. If parent-class method ***doesn’t***declare any exception
2. If parent-class method declares***unchecked***exception
3. If parent-class method declares***checked***exception
4. If parent-class method declares both***checked***&***unchecked***exceptions

**Rule 1: If parent-class method doesn’t declare any exception**

1. Then child-class overriding-method can declare any type of unchecked exception  
   Note: this is the only possibility
2. If child-class overriding-method declares checked-exception, then compiler throws compile-time error stating  
   CTE – “Exception IOException is not compatible with throws clause in ParentClass.testMethod()”
3. Then child-class overriding-method can declare no exception in the overriding-method of child-class  
   This is very much same as that of overridden-method of parent-class (exactly same method-signature)

**Rule 2: If parent-class method declares unchecked–exception**

1. Then child-class overriding-method can declare any type of unchecked exception  
   Not necessarily same exception as that of parent-class’ method  
   (only for unchecked exception)
2. If child-class overriding-method declares any checked-exception, then compiler throws compile-time error stating  
   CTE – “Exception IOException is not compatible with throws clause in ParentClass.testMethod()”
3. Then child-class overriding-method can declare no exception in the overriding-method of child-class

**Rule 3: If parent-class method declares checked exception**

1. Then child-class overriding-method can declare any type of unchecked exception
2. Then child-class overriding-method can declare same type of checked exception or one of its sub-class or no exception

OR, sub-type of declared checked exception

1. Then child-class overriding-method can declare no exception in the overriding-method of child-class

**Rule 4: If parent-class method declares combination of both checked & unchecked exceptions**

1. Then child-class overriding-method can declare any type of unchecked exception.
2. Then child-class overriding-method can declare same type of checked-exception or one of its sub-class or no exception.
3. Then child-class overriding-method can declare no exception in the overriding-method of child-class.

* When parent-class method declares no exception, then child-class overriding-method can declare,  
  1. No exception or  
  2. Any number of unchecked exception  
  3. but strictly no checked exception
* When parent-class method declares unchecked exception, then child-class overriding-method can declare,  
  1. No exception or  
  2. Any number of unchecked exception  
  3. but strictly no checked exception
* When parent-class method declares checked exception, then child-class overriding-method can declare,  
  1. No exception or  
  2. Same checked exception or  
  3. Sub-type of checked exception or  
  4. any number of unchecked exception
* All above conclusion hold true, even if combination of both checked & unchecked exception is declared in parent-class’ method

**Exception Hierarchy in Java:**

**Throwable class** is the root class for every exception and it branches out to 2 main categories i.e.;

* Exception
* Error
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**java.lang.Throwable:**

* Throwable is the root class for exception & it’s sub-type and error & it’s sub-types
* In other words, it is super class for exception & error
* java.lang.Throwable class extends java.lang.Object class (as shown in the above figure)
* It defines 2 sub classes i.e.; Exception and Error

**java.lang.Exception**:

* java.lang.Exception is super class for all types of Exception
* It extends java.lang.Throwable class
* Exception are due to programmatic logic And it is recoverable
* Exception are categorized into checked exception and unchecked exception
* Example: RuntimeException, SQLException, IOException, FileNotFoundException, ArithmeticException, NullPointerException

**java.lang.Error:**

* java.lang.Error is super class for all types of Error
* It extends java.lang.Throwable class
* Error are due to lack of system resources
* And it is non-recoverable
* All error fall into unchecked exception category, as it is raised due to lack of system resources at runtime
* It is out of programming scope as such type of error can’t predicted, may be well planned care can be taken to avoid these kind of Error
* Example: VirtualMachineError, AssertionError, ExceptionInInitializerError, StackOverflowError, OutOfMemoryError, LinkageError, InstantiationError

**Checked Exception v/s Unchecked Exception**

**Checked Exception:**

* Exception which are checked at compile-time during compilation is known as Checked Exception
* Alternate definition: any line of code that could possibly throw exception, and if it is raised to handle during compilation is said to be checked exception
* For example, accessing a file from remote location could possibly throw file not found exception
* It is the programmer’s responsibility to handle the checked exception for successful compilation
* This way, if any exception is raised during execution then respective handling code will be executed
* Note: if it isn’t handled then program will throw compile-time error
* Example: IOException, FileNotFoundException, InterruptedException, SQLException, etc
* Except Runtime exception & its child classes and error & its child classes, all other exception falls under the category of Checked Exception

**Unchecked Exception:**

* Exception which are NOT checked at compile-time is known as Unchecked Exception
* Alternate definition: any line of code that could possibly throw exception at runtime is said to be unchecked exception
* Unchecked exception are because of programming-error
* For example, accessing out of index-position to assign some value during execution could possibly throw exception at runtime
* So, it is again programmer’s responsibility to handle unchecked exception by providing alternate solution in the exception handling code
* Note: if it isn’t handled properly then program will terminate abnormally at runtime
* Example: Runtime exception & its child classes and error & its child classes are examples of Unchecked Exception
* Like ArithmeticException, NullPointerException, NumberFormatException, ArrayIndexOutOfBoundsException, StatckOverflowError, etc

**Misconception about checked and unchecked exception:**

* Sometimes, checked exception are also referred as compile-time exception and unchecked exception are referred as runtime exception
* But this is mis-leading because every exception (whether it is checked or unchecked) occurs/raised only at the runtime i.e.; during program execution only
* Reason: during compilation; checked exception are caught and raises compile-time error, due to which programmer has to handle the exception by providing either try-catch blocks or using throws keyword
* Whereas unchecked exception aren’t caught during compilation, rather it raises exception during execution because of programming error

**Difference between SynchronizedMap and ConcurrentHashMap classes:**

|  |  |
| --- | --- |
| **SynchronizedMap** | **ConcurrentHashMap** |
| This is thread-safe version of Map | ConcurrentHashMap is newly introduced thread-safe class |
| Only one thread is allowed to operate on synchronized map, by locking over complete map object | Multiple threads are allowed to operate on concurrent map, by locking over portion of map object i.e.; at segment-level or bucket-level |
| Every operations like read and update requires lock over complete map object before operating on map object | Read operation doesn’t require lock but update operation require definitely lock on the portion of map object i.e.; at segment-level or bucket-level |
| While one thread iterating Map items, if any other thread tries to modify Map items then ConcurrentModificationException is thrown | While one thread iterating ConcurrentHashMap items, other thread are happily can modify Map items  And it never throws ConcurrentModificationException |
| That’s it is fail-fast iterator | That’s it is fail-safe iterator |
| NULL insertion is possible for key but maximum of one null key and any number of null values against any key | NULL insertion isn’t allowed for both keys and values |
| This is introduced in original collection framework in Java 1.2 version | This is introduced in Java 1.5 version |

**When to use SynchronizedMap ?**

* This is generally used to convert map object into thread-safe Map object
* But only one thread is allowed to operate on map object, as lock is required over complete map object
* So, performance degrades comparatively in a multi-threaded environment
* So, use this only when it is required to convert into thread-safe version of Map object

**When to use ConcurrentHashMap ?**

* This is the best suit to store key-value pairs in a multi-threaded environment
* And also one thread iterating never stops other threads to modify
* And it never throws ConcurrentModificationException

**[ClassNotFoundException vs. NoClassDefFoundError :](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

**[ClassNotFoundException:](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

* [ClassNotFoundException occurs when you try to load a class at runtime using Class.forName() or loadClass() methods and requested classes are not found in classpath.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [This exception is a checked Exception derived from java.lang.Exception class.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [ClassNotFoundException occurs when classpath is does not get updated with required JAR files](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [public static void main(String args[]) {](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[try     {](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[Class.forName("GeeksForGeeks");](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[}    catch (ClassNotFoundException ex)        {](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[ex.printStackTrace();](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[}](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

[}](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[NoClassDefFoundError :](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

* [Java Virtual Machine is not able to find a particular class at runtime which was available at compile time.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [If a class was present during compile time but not available in java classpath during runtime.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [NoClassDefFoundError is an error.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)
* [Missing JAR files are the most basic reason to get NoClassDefFoundError.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[What is try-with-resources in Java?](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

[In Java, the try-with-resources statement is a try statement that declares one or more resources. The resource is as an object that must be closed after finishing the program. The try-with-resources statement ensures that each resource is closed at the end of the statement execution.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[Why we use try-with-resources?](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

[Support for try-with-resources – introduced in Java 7 – allows us to declare resources to be used in a try block with the assurance that the resources will be closed when after the execution of that block. The resources declared must implement the AutoCloseable interface.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[Does try-with-resources need finally?](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

[In try-with-resources method there is no use of finally block. the file resource is opened in try block inside small brackets. Only the objects of those classes can be opened within the block which implements AutoCloseable interface and those object should also be local.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[How try resources work internally?](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

**[Throwable.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)** [That is the concept of try-with-resources. If an exception is thrown in the try block, then the control will be transferred to catch. In between the jump to catch block the close() will be internally invoked for the registered resources.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**[What are the resources used in exception handling?](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)**

[The Java try with resources construct, AKA Java try-with-resources, is an exception handling mechanism that can automatically close resources like a Java InputStream or a JDBC Connection when you are done with them. To do so, you must open and use the resource within a Java try-with-resources block.](https://dzone.com/articles/java-classnotfoundexception-vs-noclassdeffounderro" \l ":~:text=ClassNotFoundException is an exception that,was missing at run time.)

**Writing your own exception class**

Here are the steps:

* Create a new class whose name should end with Exception like ClassNameException. This is a convention to differentiate an exception class from regular ones.
* Make the class extends one of the exceptions which are subtypes of the java.lang.Exception class. Generally, a custom exception class always extends directly from the Exception class.
* Create a constructor with a String parameter which is the detail message of the exception. In this constructor, simply call the super constructor and pass the message.

That’s it. The following is a custom exception class which is created by following the above steps:

public class StudentNotFoundException extends Exception {

public StudentNotFoundException(String message) {

super(message);

}

}

And the following example shows the way a custom exception is used is nothing different than built-in exception:

public class StudentManager {

public Student find(String studentID) throws StudentNotFoundException {

if (studentID.equals("123456")) {

return new Student();

} else {

throw new StudentNotFoundException(

"Could not find student with ID " + studentID);

}

}

}

**Marshalling** is the process of writing **Java** objects to XML file. Unmarshalling is the process of converting XML content to **Java** objects.

**What is JAXB marshalling and Unmarshalling?**

**JAXB** stands for Java Architecture for XML Binding. ... As part of this process, **JAXB** provides methods for **unmarshalling** (reading) XML instance documents into Java content, and then **marshalling** (writing) Java content back into XML instance documents. **JAXB** also provides a way to generate XML schemas from Java objects.

<https://attacomsian.com/blog/java-read-write-xml>

**Can we override a main method state the reasons? :** NO, we can not override main method in java. Reason is very simple. As main method is static and we know very well that we can not override static methods in Java, hence main method could not be overridden.

**Can a constructor be final?**

No, a constructor can't be made final. A final method cannot be overridden by any subclasses. ... But, in inheritance sub class inherits the members of a super class except constructors. In other words, constructors cannot be inherited in Java therefore, there is no need to write final before constructors.

**Why is main method static?**

Java main() method is always static, so that compiler can call it without the creation of an object or before the creation of an object of the class. ... Static method of a class can be called by using the class name only without creating an object of a class.

**POJO vs Java Bean :**

|  |  |
| --- | --- |
| **POJO** | **Java Bean** |
| It doesn’t have special restrictions other than those forced by Java language. | It is a special POJO which have some restrictions. |
| It doesn’t provide much control on members. | It provides complete control on members. |
| It can implement Serializable interface. | It should implement serializable interface. |
| Fields can be accessed by their names. | Fields are accessed only by getters and setters. |
| Fields can have any visiblity. | Fields have only private visiblity. |
| There may/may-not be a no-arg constructor. | It must have a no-arg constructor. |
| It is used when you don’t want to give restriction on your members and give user complete access of your entity | It is used when you want to provide user your entity but only some part of your entity. |
| **public** **class** Employee{      // default field      String name;        // public field  **public** String id;        // private salary  **private** **double** salary;        //arg-constructor to initialize fields  **public** Employee(String name, String id,  **double** salary)      {  **this**.name = name;  **this**.id = id;  **this**.salary = salary;      } | class Bean  {      // private field property      private Integer property;      Bean()      {          // No-arg constructor      } |

**Covariant return type** refers to return type of an overriding method. It allows to narrow down return type of an overridden method without any need to cast the type or check the return type. Covariant return type works only for non-primitive return types.

From Java 5 onwards, we can override a method by changing its return type only by abiding the condition that return type is a subclass of that of overridden method return type.

In object-oriented programming, a covariant return type of a method is one that can be replaced by a "narrower" type when the method is overridden in a subclass. ... This usually implies that the return types of the overriding methods will be subtypes of the return type of the overridden method.

# **[Overriding vs. Overloading in Java](https://www.programcreek.com/2009/02/overriding-and-overloading-in-java-with-examples/)**

Overloading occurs when two or more methods in one class have the same method name but different parameters.

Overriding means having two methods with the same method name and parameters (i.e., method signature). One of the methods is in the parent class and the other is in the child class. Overriding allows a child class to provide a specific implementation of a method that is already provided its parent class.

* Polymorphism applies to overriding, not to overloading.
* Overriding is a run-time concept while overloading is a compile-time concept.
* Overloading happens at [compile-time](https://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/" \t "https://beginnersbook.com/2014/01/difference-between-method-overloading-and-overriding-in-java/_blank) while Overriding happens at [runtime](https://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/" \t "https://beginnersbook.com/2014/01/difference-between-method-overloading-and-overriding-in-java/_blank): The binding of overloaded method call to its definition has happens at compile-time however binding of overridden method call to its definition happens at runtime.
* Static methods can be overloaded which means a class can have more than one static method of same name. Static methods cannot be overridden, even if you declare a same static method in child class it has nothing to do with the same method of parent class.
* The most basic difference is that overloading is being done in the same class while for overriding base and child classes are required. Overriding is all about giving a specific implementation to the inherited method of parent class.
* [Static binding](https://beginnersbook.com/2013/04/java-static-dynamic-binding/" \t "https://beginnersbook.com/2014/01/difference-between-method-overloading-and-overriding-in-java/_blank) is being used for overloaded methods and [dynamic binding](https://beginnersbook.com/2013/04/java-static-dynamic-binding/" \t "https://beginnersbook.com/2014/01/difference-between-method-overloading-and-overriding-in-java/_blank) is being used for overridden/overriding methods.
* Performance: Overloading gives better performance compared to overriding. The reason is that the binding of overridden methods is being done at runtime.
* private and final methods can be overloaded but they cannot be overridden. It means a class can have more than one private/final methods of same name but a child class cannot override the private/final methods of their base class.
* Return type of method does not matter in case of method overloading, it can be same or different. However in case of method overriding the overriding method can have more specific return type ([refer this](https://stackoverflow.com/questions/14694852/can-overridden-methods-differ-in-return-type" \t "https://beginnersbook.com/2014/01/difference-between-method-overloading-and-overriding-in-java/_blank)).
* Argument list should be different while doing method overloading. Argument list should be same in method Overriding.

**Immutable class with mutable member fields in Java :**

Immutable class is a class which once created, it's content can not be changed. Immutable classes are good choice for HashMap key as their state cannot be changed once they are created. Objects of immuable classes are also thread safe as threads can not change the value of its fields once it is created.

Creating a basic immutable class is very easy, but as you dig deep you will start facing many challenges. This makes Immutability a very famous interview topic for mid level java developers.

where we have discussed about creating basic immutable class using traditional approach as well as using Builder Design Pattern approach.

we will discuss about How we will achieve immutability, if it has member variables of any third party class which is mutable. Or what will you do if you have reference of any built-in java collection class which is mutable like ArrayList, LinkedList, etc.

class User which has three fields firstName, lastName and Address of type, . To make this class immutable,

We will declare class as final and all the fields as private final

We will provide one parameterized constructor and getter methods.

We will not provide any setter method, so that field values can not be changed after object creation.

Class User{

String firstName,

String lastName

String address

}

Above class is immutable as we can not change field values after object creation. Now, lets assume that there is a change in requirement and instead of storing address in object, we have to store it in more organized way. We have to use rich third party Address class which has options to store address very efficiently using different fields for firstLine, secondLine and city.

Class Address {

String firstLine;

String secondLine;

String city;

//Parameterized constructor and Setter & getter

}

Lets change type of address from String to Address in User class.

Class User{

String firstName,

String lastName

Address address

}

As of now all the fields of User class were String and itself tring itself is immutable. But Address class has setter methods and hence now User class has one mutable member field.  Can this break immutability of User class?

 Lets try to break immutability of User class.

Here, first we got reference of address object using getAddress() method. We have stored this reference in new local variable, it was still pointing to the same address instance. So, when we changed value of firstLine, secondLine and city fields of address instance, it updated the address instance being used by User object. And hence, when we tried to get address of user, it printed updated address.

How can we achieve immutablility in such case?

Option 1)    
We will not provide any setter methods in Address class so that nobody can change properties of address class. If you will answer this, interviewer will counter you saying Address is a third-part java class i.e. It is being referred from third party jar file and we do not have access to the source code of Address.

Option 2)  We can create child class of Address class, override all the setter methods and then explicitely throw UnsupportedOperationException  from those setter methods.

Is there any problem with this approach?   
Well yes. what if some of the reference variables inside Address class is also Mutable Objects. In that case we need to override their  setter methods as well. This approch becomes more complex when there are many nested Mutable class references.

Option 3)   
Another option is to modify getAddress method of User class. Instead of returning the original Address instance, we will return deep cloned copy of that Adress instance. Even if third party user makes any changes to this cloned address object, it will not affect the original address object of User object.

clone() method only works if Address has implemented Cloneable interface. If it has not implemented it, then we have to manually deep copy all the fields of Address class. But most of the user library has support for Cloneable and Serializable interfaces.

Even if we changed values inside cloned address object, it has not affected original Address value inside User object. If interviewer ask you this question, you can directly tell him about this solution, but you should also be aware about other available options.

Class User{

String firstName,

String lastName

Address address

Public Adress getAdress(){

Return address.clone();

}

}

Mutable Collections as field of Immutable Object : Assume that instead of storing just one Address, we are storing List of Addresses inside User class i.e. Primary Address, Secondary Address, Work Address etc.

Option 1)  
When we have Collection like ArrayList or LinkedList as member variables, we should not use their in-built clone() method. Their clone() method returns shallow copy of this ArrayList instance. The elements themselves are not copied. So in such case, we can write our own method to deep copy ArrayList object.

Option 2)   
We can also use the copy-constructors – new ArrayList(originalList) to create a deep cloned ArrayList object. It would be easier than writing our own deep copy method.

Option 3)   
Collection framework also provides implementation of Unmodifiable Collection classes in Collections utility class. These Unmodifiable collections are just a wrapper around normal Collection classes which throws UnsupportedOperationException from all the methods which tries to modify Collection i.e. add() remove() , etc. You can check implementation of UnmodifiableList.

So how we will use this Unmodifiable collections? Insterad of returning plain ArrayList object, we now return UnmodifiableList of Addresses from getAddress() method of User class.

**To create a custom immutable class we have to do the following steps :**

* Declare the class as final so it can’t be extended.
* Make all fields private so that direct access is not allowed.
* Do not provide setter methods (methods that modify fields) for variables, so that it can not be set.
* Make all mutable fields final so that their values can be assigned only once.
* Initialize all the fields through a constructor doing the deep copy.
* Perform cloning of objects in the getter methods to return a copy rather than returning the actual object reference.
* If the instance fields include references to mutable objects, don’t allow those objects to be changed
* Don’t provide methods that modify the mutable objects.
* Don’t share references to the mutable objects. Never store references to external, mutable objects passed to the constructor. If necessary, create copies and store references to the copies. Similarly, create copies of our internal mutable objects when necessary to avoid returning the originals in our methods.

**Wildcards in Java :** The question mark (?) is known as the wildcard in generic programming . It represents an unknown type. The wildcard can be used in a variety of situations such as the type of a parameter, field, or local variable; sometimes as a return type.

**Types of wildcards in Java :**

**Upper Bounded Wildcards:**These wildcards can be used when you want to relax the restrictions on a variable. For example, say you want to write a method that works on List < integer >, List < double >, and List < number > , you can do this  using an upper bounded wildcard.

To declare an upper-bounded wildcard, use the wildcard character (‘?’), followed by the extends keyword, followed by its upper bound.

public static void add(List<? extends Number> list)

**Lower Bounded Wildcards:** It is expressed using the wildcard character (‘?’), followed by the super keyword, followed by its lower bound: <? super A>.

Syntax: Collectiontype <? super A>

**Unbounded Wildcard:**This wildcard type is specified using the wildcard character (?), for example, List. This is called a list of unknown type. These are useful in the following cases

* When writing a method which can be employed using functionality provided in Object class.
* When the code is using methods in the generic class that don’t depend on the type parameter

**class** unboundedwildcardemo{

**public** **static** **void** main(String[] args)     {

        //Integer List

        List<Integer> list1= Arrays.asList(1,2,3);

        //Double list

        List<Double> list2=Arrays.asList(1.1,2.2,3.3);

        printlist(list1);

        printlist(list2);

    }

**private** **static** **void** printlist(**List<?> list**)     {

        System.out.println(list);

    }

}