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# Goal

An asset in the meaning of Industry 4.0 can both be a single device and a Docker hosted application. In both cases there must be a way to announce the offered capabilities via a service discovery mechanism. A suitable mechanism for this is DNS-SD [1] [2].

The system will combine the capabilities of DNS-SD and the already existing Service-Registry developed by the OI4-Alliance. The Open Industry 4.0 Alliance is a collaboration between multiple Companies whose goal is to connect the companies and publish recommendations on which the companies can make better decisions regarding Industry 4.0.

A Service Registry is an application that offers a list of available Services in the network. It makes it possible for Users and other applications to find a service, that matches their requirements. Therefore, a Service-Registry shall also contain Data about the capabilities of the service.

The to be developed application must make it possible to, on the one hand use the DNS-SD mechanism to discover Services, that aren't already known to the Service Registry and on the other hand announce the already known Services via DNS-SD in the Network.

The new interface must be implemented and integrated into an Example project on Linux. The interface must, just like the provided Service Registry, run in a Docker environment. The Docker Environment will also contain a MQTT-Broker, which hosts the OI4-MessageBus. Additionally, there must be test applications, which also run in Docker Containers. These test-applications shall be able to list the services, that were announced over the network, via a simple GUI. The developed applications shall be made publicly available in form of an open-source project.

# Product Environment

The usage environment of the software consists of the Docker-Application itself, which is connected to the OI4-Service-Registry via a MQTT-Broker. In this context the communication using the MQTT-Protocol is called the OI4-MessageBus. The to be developed Docker-Application shall act as an interface between the Service-Registry and a Service-Discovery mechanism called DNS-SD. This adds an additional way not only of registering new services, but also of announcing already known services to the network.

These services can for example be Industry 4.0 related. Having them registered at a Service-Registry makes them easily accessible.

# Product Usage

The following use cases and features shall be supported by the system.

## Use Cases

### UA-001 Registering Services, that are found using DNS-SD

|  |  |
| --- | --- |
| **Related Business Process:** | UA-001 |
| **Use Cases Objective:** | *Registering all available services at the OI4-Service-Registry* |
| **System Boundary:** | *OI4-Service-Registry, Services, which announce themselves using DNS-SD, Docker-Application* |
| **Precondition:** | *The to be registered services must use TXT-records conform with the specification published by the OI4-Alliance* |
| **Postcondition on success:** | *The services will be registered at the OI4-Service-Registry* |
| **Users:** | *-* |
| **Triggering Event:** | Any new DNS-SD entries on the network. |

### UA-002 Registering Services, that are found using DNS-SD

|  |  |
| --- | --- |
| **Related Business Process:** | UA-001 |
| **Use Cases Objective:** | *Announcing registered Services on the network* |
| **System Boundary:** | *OI4-Service-Registry, Services registered at the OI4-Service-Registry, Docker-Application* |
| **Precondition:** | *The services have to be registered at the OI4-Service-Registry* |
| **Postcondition on success:** | *The services will be announced to the network using the DNS-SD mechanism.* |
| **Users:** | *-* |
| **Triggering Event:** | Any new service registered at the OI4-Service-Registry |

## Features

### /LF10/ Forwarding Information to the Service-Registry

The Docker Application shall periodically check if there are any new DNS-SD entries and, in case the entry is meant for the Service Registry perform the following reactions: read the DNS-TXT records of the DNS-SD entry, push the received Information to the OI4-MessageBus.

### /LF20/ Announcing Services via DNS-SD

The Docker Application shall check if there are any new entries in the Service-Registry and, in case they are not already announced by DNS-SD, perform the following reactions: announce services via DNS-SD.

### /LF30/ Announce itself via DNS-SD

The exemplary Docker Application shall check if the user has configured it to announce itself via DNS-SD and perform the following reactions: announce itself via DNS-SD.

### /LF40/ Register itself directly at the Service-Registry

The exemplary Docker Application shall check if the user has configured it to register itself directly at the OI4-Service-Registry and perform the following reactions: register itself at the OI4-Service-Register.

### /LF50/ Show advertised Services

The exemplary Docker Test Applications shall check if there are any Services registered in the Service Registry and perform the following reactions: show Services on a UI.

### /LF60/ Check Conformity

The Docker Application shall check if the received data is conform with the specifications of the OI4-MessageBus.

# Product Data

## /LD10/ OI4-MessageBus

The OI4-MessageBus is based on the MQTT-Protocol. All Communication via the MessageBus must follow the specifications made by the OI4-Alliance. The OI4-Registry is reached via this interface. Therefore, the MessageBus is used when new DNS-SD entries are discovered and must be added to the Registry but also when the application checks whether there are new Services on the Registry, which might need to be announced via DNS-SD.

## /LD20/ DNS-SD

The DNS-SD system is used to announce Services, that are registered on the Service-Registry, over the network. It is also used to look for other Services, which might not be registered on the Service-Registry. These services are then added to the Service-Registry using the OI4-MessageBus.

## /LD30/ TXT-Records

DNS-SD entries can contain TXT-records, which are strings containing additional information about a service. These records shall be used to store information such as the type of the service.

# Other Product Characteristics

This section describes the already known non-functional requirements for the product.

## /NF10/ User-Documentation

The project shall contain an extensive user-documentation. The documentation shall contain instructions on building the Docker-Images and deploying them as Docker-Containers and specifications on how TXT-records are formatted.

## /NF20/ Easy Deployment

An easy deployment shall be guaranteed, as the system is based on Docker-Containers.

## System Environment

This section describes the system environment required to operate the product.

The Project shall be run on any server or computer in a Industry 4.0 environment. In this environment there may be any number of devices, which offer services over a network. These services shall either announce themselves using the DNS-SD mechanism or be directly connected to the OI4-MessageBus running on the MQTT-Broker.
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