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# Abstract

Version control is one of the most common ways to manage computer based projects. However, due to the software based design and file-oriented mechanism, the existing version control systems are too large and too complicated for lightweight use, as well as difficult to be deployed in the diversified environments, such as computers without administrator account and mobile devices. In this project, a web-based version control system for task-oriented group and individual projects has been developed as supplement to the existing version control systems by following the standard process of web application design and development: requirements analysis, methodologies, design, implementation and evaluation.

Under the concept of cloud computing, the version control system which this project design and developed is a fully web-based system. It does not need of installation of any software at client side, and can be accessed at anywhere, even though on mobile devices or computer without administrator privilege in installing software, just need a web browser and network connection.

To effective assign works to group members and avoid hassle in overlap editing files, the system has been designed a task-oriented mechanism in dividing work of files as tasks for assignment.
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# Introduction

Motivation

Introduction of this project

Report structure

# Literature Review

This section was about the literatures review related to this project – a web-based version control system. As this project was to develop an application as a web-based system for doing task-oriented version control for group and individual computer-based projects, the literature review could be divided into these parts: version control, existing systems, web and cloud, programming languages and interaction design. These parts were all about the features of the system.

## Version control

Version control, also be called as revision control or source control, was a method of managing files related to development of projects through their whole life cycle [1]. It is essential for multi-developer projects [2]. Lots of popular version control software includes CVS and Subversion run as client-server model, so they support more than one users working especially programming for a same project, because the multi-clients can be connected to a central version control server to be synchronised [3] [4]. The general features provided by version control include storing each commit/version of files or directories, allowing rollback, showing changes history and assist merge/integration [1]. Based on the features, many kinds or parts of project can use version control to be effective managed, such as projects of software development and documentation writing. Each commit/change can be marked with properties of which author did this commit and what time it committed. The commits also comes with a unique version code to identify the times of changes of it. Users can also add some comments to the version when they commit it, so it is very clear to identify what the users changed in there committed version. When a version commit has been identified as worse than an older version, the changes can be easily roll backed to a previous version at any time [1].

Even though the existing version control systems sound wonderful enough, however there still an important point should be noticed, that is the “concurrent access” problem exists in almost all the version control systems [5]. Every project developer can access an entire project, and have privilege in changing any part of the project. It is hard to assign responsibility as tasks to the developers, so the developers may forget where their positions in developing the projects are. When a developer mixed up his/her range of development, and changed some files which someone else is working for, it may leading to serious problem, or waste of time in combining works manually, even though merge policy can do combination of most their works, the result cannot be guaranteed as the most expected one due to the complicacy of different kinds of working [5] [6] [7]. Some version control system, such as Subversion, has designed the “lock” feature to prevent this problem. However, even though a file has been locked by a developer, other developers can also get copy of it from their local update before file locked, or from archive of older versions. It is hard to restrict this problem under the current version control policy [6].

To solve this problem, this MSc project was aimed to develop a version control system which has “task-oriented” feature avoids developers forget their role in development, also prevents the happen of concurrent editing of files. Task-oriented development supports more than one people working with one project at its separated tasks, without interrupt and overlap. Assignment of tasks for the developers can be confirmed by a discussion in a group of each developer’s strong points and weak points, and finish assigning by group leader in the new system. To achieve task assignment, a schedulable feature may be useful. In the system of this project, the tasks could be set up with relationship with other tasks. In 1910, Henry Gantt first published the concept of predecessor in his famous Gantt chart [8]. It resolved the organisation problem of group collaboration in scheduling very well. This project uses the concept from Gantt chart to scheduling tasks. A task could have a predecessor/father task, which means in order to make sure tasks to be worked in sequence, a task can be start only when its predecessor task already finished.

### Existing version control systems

As coordination and work management were important features of the system, some design can be learnt from operating mechanism of existing version control system. In the following, the popular software-based client-server version control system CVS [3] and Subversion [4] will be analysed by their important features and associated with the idea inspired by them.

#### Unique version number

Every content change of directory or file will generate a new version attached to the directory or file itself. Moving, renaming and deleting will also be considered as a change. Each historical version will be kept for in-case use [4].

#### Atomic commits

For coordination considering, every submitting of change set will generate a version of change history, even only a part of the set has been changed [4]. As the system which this project developed was task-based, so it should be different from the existing SVN versioning mechanism (all files will be updated to a latest same version code after an every submitting command). Task-based feature limited area of change set to tasks, therefore, the versioning mechanism could be designed as: every time of file and directory change will increase the version number of file and directory individually, and the task version will be increased when a submit operation has been executed, no matter how many changes of file and directory have been made, even only renamed a file. For example, when commit the change of one file in a four file task, the version code of the one changed file will be increased by 1, other unchanged file will still remain the it old version code, the version code of the entire task contains this file will also be increased by 1, because the new mechanism is designed to able to track change of each file associated with whole task.

#### Locking

To avoid unsynchronised editing, lock-work-submit-unlock is a very good feature provided by SVN for conflicts free editing [4]. In this project, the task as a minimum assignable unit, should be locked when a user start doing the task. When a task starts by a user, a lock would be set to a task, other user except the user who sets the lock cannot request to do any change of the task, even he/she was already been assigned to the task.

## Software-based, web-based and cloud

Lots of popular version control systems are traditional client-server model based [9], even though some version control systems were built with the distributed approach, like Git[[1]](#footnote-1), however, it is very complicated for small group and individual projects to use, due to it is hard to understand and use for non-experience users [10]. To set up a traditional version control system, it requires sets up three parts which will be configured to work together: centralised server runs server side software, client(s) runs client side software and reliable network connections between server and client(s). Server stores every versions/commits of each files, client(s) stores a copy of latest version of project files and allow user working and changing it for future commit [1] [11] [12]. Network connection is a very important component in version control system, because it connects server and client(s) for both of them can be synchronised to latest status and keep files up-to-date. In normal way of doing a project in a version control system, users as clients usually sign in by client side software to the repository of the project in version control server, download (update) latest version of copy of all files related to the project from server to their own computer, and work for the files. The users may have arrangement in advance to avoid possible overlap working in same files, at least in same class of a programming project or same paragraph of a documentation writing project, because the existing merge algorithm in the most version control systems could not combine overlapped work in different commits without conflicts faultlessly. When a user finished a milestone of working in his/her files, he/she needs to re-login by client software into project repository in the server, commits all the working he/she did to the server. After commit, a new version code will be generated. When other users as clients tried to download/update the project, if newer version of files on the server has been detected after compared to the local version, the files in the client side would be updated to the latest version [1] [13].

The helpful features made version control systems work great for managing many kinds of project. However, it needs to install software at both server side and client side to perform version control actions [1] [13]. For entry-level users, it may be hard for them to install and configure client side software to work with server which providing version control service; For users who often working in different kinds of environment instead of their own computer, such as working in computer lab and on mobile devices like iPad, they may have not privilege to install client side software of version control systems, or the mobile device does not support software for version control.

To allow client side user can working at most environment with version control support, it is important to find out a way deliver the service without need of installing software. By the inspiring of more and more popular cloud computing concepts like Google’s Cloud [14], this project was considered to develop a fully web-based version control system which does not require any installation of client side software. Web-based design can overcomes some drawbacks of software-based design, such as hard to use at anywhere and hard to configure by entry-level user. It can be easily accessed at any computer, even a mobile phone, just need a browser and network access to the version control server. When transfer from traditional version control system to web-based system, user can not only benefit from the “access everywhere” feature, but also gain from an important feature – “easy upgrade at cloud with less disruption”. If the system needs to upgrade to latest release, it does not need to ask user to do upgrade of their client side software like traditional way. To upgrade the web-based system, just need to change the server side software, and all users could start using the new system as usual via their own web browsers [14]. The concept of “network”, “cloud” and “web-based” not indicates the system is only Internet-based. However, it can run at a local area network as a “local cloud”, because the Ethernet supports same technology of Internet’s, such as IP based TCP connection and HTTP protocol, which allows web-based system run at local area network similar to run at Internet [15]. To set up the web-based system in a company-wide network, it needs to allocate a computer as server, configure its Apache, PHP and MySQL running environment, and install web-based version control systems in it. After installation, users can direct access the server’s domain name[[2]](#footnote-2) or IP address, even a private IP address[[3]](#footnote-3), on any browsers by devices connected to the same local area network with the server. Due to the centralised structure and network connection dependency of traditional version control systems, the cost of migration from traditional systems to the new web-based system might be very low – just need do configuration on server side with new web-based system, and tells users to access the new system via their browsers, even mobile browsers, and then continue their working.

## Programming languages

In order to develop the system to be used at web, there are several programming languages available, such as Java/JSP[[4]](#footnote-4), ASP[[5]](#footnote-5), ASP.net[[6]](#footnote-6), CGI[[7]](#footnote-7) and PHP. In these languages, Java as a popular programming language in object-oriented software development can also provide web service by working with JSP on Servlet[[8]](#footnote-8) [16], even though it provides the most object-oriented structure for programming, however, it is hard to set up server side environment and also hard to programming in the scale of this kind of project, and its structure is too complicated for lightweight development, because of its full object-oriented design and great number of components requirement for running [17]; ASP, an Microsoft’s outdated web application engine, which is very popular at the era of Microsoft Windows NT 4.0 and Windows 2000, with many down sides such as high cost, slower speed, lack of library support, low safety design, no debugging support and hard to do migration to other platforms [18]; ASP.net is the latest Microsoft’s web application engine, overcomes many drawbacks existed at ASP, however it still not an open source platform like before, so it still hard to do migration in the future, and high cost in setting up [18]; finally, PHP, is the most shining web programming language and platform with lots of great features, such as fully open-source, object-oriented support, abundant built-in library functions and rich high quality open source resources. It is totally free [19], but still has great features with commercial programming language and platforms. The running environment of PHP is also easy to be set up. A number of pre-configured server kits are available to do one-click installation of PHP running environment [20] [21] [22]. It can run with open source web server software such as Apache[[9]](#footnote-9) and Nginx[[10]](#footnote-10), also Microsoft’s IIS[[11]](#footnote-11) series. Some opponent would say PHP is too simple so it can only be used in developing lightweight application, however, Facebook as one of the largest websites, uses PHP as its main programming language and also did great contributions to make PHP better [23]. Overall, PHP has been chosen as the programming language for development of this project.

As a great partner of PHP in LAMP[[12]](#footnote-12) group, MySQL[[13]](#footnote-13) has been chosen as the database system for development of this project, because it provides great number of features in small installation size with easy configuration. MySQL is open-source and free, also have lots of useful features, such as “view” and “lock”, it was a great choice for different kinds of use and easy to be customized [24].

## Interaction design

Interaction design is “the practice of designing interactive digital products, environments, systems, and services.” [25] It defines and designs the behaviours of human in perceiving and using digital objects [26]. All the researches of interaction design are focus on its objective: to make product easy to be used; to technology happy to be experienced. In order to achieve the objective, there are several things to be finished in sequence: the expectation of different kind of user should be classified for analysis; understanding what behaviours of user would do or already did during their using an interface; understanding their psychological characteristics of using the interface. The relationship between product and user would be built by the interaction design of interface, to help user to do what he/she need via the interface effective and relaxed [26]. In measuring the usability of a product and its interaction design result, Jabok Nielsen[[14]](#footnote-14) has written a framework of system acceptability [27]:

|  |  |
| --- | --- |
| **Learnability** | How easy is it for users to accomplish basic tasks the first time they encounter the design? |
| **Efficiency** | Once users have learned the design, how quickly can they perform tasks? |
| **Memorability** | When users return to the design after a period of not using it, how easily can they are establish proficiency? |
| **Errors** | How many errors do users make, how severe are these errors, and how easily can they recover from the errors? |
| **Satisfaction** | How pleasant is it to use the design? |

Table 1 – Jabok Nielsen’s framework of system acceptability [27]

The five points from Jabok Nielsen describes the measuring standard of usability, also told product designer especially interface designer make sure their works meets the five points to enable good user experience.

In this project, as the aim of the web application is to provide an interface for user easy to discover functions and feels relax in using, interaction design is an important part of this project, because users may have less experience in using the system. Users may not clear how the mechanism work in the system, however this project should make sure them can feel free in using the system with less barriers.

# Requirements Analysis

In the requirement analysis section, it has been investigated in areas about design requirements of this project.

## Project goal

As described above, the goal of this project was about designs and develops a version control system with task-oriented feature for groups and individuals to use it in aiming their computer-based projects via web interface. In comparing with the existing version control systems, the most two important different features of the system of this project are web-based and task-oriented.

### Web-based

The first features, web-based, is influenced by the more and more popular cloud computing concepts. In this era full of cloud computing, computer is becoming a tool of using cloud services. The widely use of internet provides many favourable factors for collaboration as group [28]. For example, in Google’s design of cloud computing, user just need a device with web browser to use nearly all the Google services, no matter what devices you have and where you are [14]. Google Apps is an interest product should be noted. It is a fully web-based enterprise office solution, which contains enough tools for companies to word with it more flexible than using local software. User do not need to do installation of any programme, and do not need to waste time in considering software compatibility between different hardware and software combination. To run an online web-based programme, users just need a mainstream web browser, even though on a tablet or mobile phone, without requirement of hardware or software configuration [14]. In Google Apps, users could work together without sending works anywhere. They just need to create or upload a previous work into Google Docs, and ask the group members to sign in with their own accounts, after that, all the group members can see the entire work and their can change or add new things, or comment of some paragraphs. When a user did his/her changing of the work, the old version would be archived as “version control”, in case roll back to old versions if the change is harmful. Users could working together at their own computers by sign in to a same system without need of sending their work to each other, as well as prevent the confusion of versions of works [29]. Another product should be noted is Google Chrome OS. It is the result of a pure web-based cloud computing concept. The Chrome OS only have a web browser, and the applications running in the OS are all web-based. The netbook loaded with Chrome OS do not need powerful processing capacity, just few basic processing power of web content is enough, because the core of web-based cloud application is running in the cloud side or server side, the user side or client side computer just in role of helping user in interacting with user interface of the application [30]. By experience of the plentiful advantages of cloud computing, as a trend of moving from traditional software-based application to web-based application, this project is aiming in designing and developing an easy to use version control system in providing a fully web-based interface for users can be used at anywhere.

### Task-oriented

In the traditional version control systems, flies are base units to be version controlled by project. When commit changes, all files changed in once would be counted as one version of a project [3]. In the common group working for a computer based project, they may have several members working together. In most cases of computer based project, members in a group are working their works paralleled, and combined/merged at the end when finished working. During the working, they are communicating with each other, and then continue doing their work in files. To improve efficiency of a computer based group work, a better way is to clearly define and design tasks within a project and assign them to group members by analyses points their good at or not, because distinct task assignment can maximum uses group psychosocial traits, as well as give pressure for member for motivation by compare progress and quality of tasks [31]. In the existing file based version control mechanism, group members working in a same project may usually confuse in identify duty of files [7]. To make the “task” can be a part of the version control system, in this project, the system was focus on build a task based mechanism in order to tracking two level of versions in a project: task level versions, directory and file level versions, for tracking directory and file within task assignment.

## Key users and user needs (usability Investigation)

As an application, user is one of the most important things which this project should be focused. As defined in the project title, this system is for computer based group and personal projects with version control. According to my observations, people who doing documentation writing or programming may focus on version control in aiming their work of keep working safe or make collaboration easy.

### Deployment and Portability

For some kind of users, they may be used to working in computer lab or with public computers which have not administrator privilege. In using that kind of computer for work, a big problem is the user does not have any right in installing software. If the user is also rely on using version control system in helping his/her work, he/she may crazy in the truth of no version control client software available for use.

In order to help this kind of user can use the version control system as usual, the deployment of the system especially at client side may not require administrator privilege. At the same time, if the client side software not support in running at different kind of operating systems, it may limits the usage of the system, so it should support different kinds of operating systems.

For people who like to use version control system on a mobile device, such as on netbook, tablet or mobile phone, they may wish to get the similar experience or familiar interface of when they use it on a regular desktop PC. If user can access the system at any platform with same or similar feeling and process, the system would get better result in Jabok Nielsen’s framework of system acceptability [27], which means the system have better learnability for users to found how to use the systems when they first time transfer to a new platform and better efficiency for they to start perform tasks quickly. So the system should have a universal design of interface for different kind of systems.

### Accessibility

In order to serve as much people as the system can, it is very important to give blind user convenience in using their screen reading software to use the system. The W3C has defined standards for better accessibility, which is the “Web Content Accessibility Guidelines” (WCAG). This document has some guidance of to make web page much easier for blind or amblyopia user to use.

### Privacy and safety of data

### Response time

将数据库读进数组 在数组里本地处理

### Modifiability

### Platform compatibility

### Reporting

# Methodologies

## Platform as a service (PaaS)

## Waterfall model

## Prototype

## Database design concepts

### Entity-relationship model

### Third normal form (3NF)

The third normal form is normal form in database normalization, which defined by Edgar F. Codd in 1971 [32] [33]. All the database tables in 3NF should meet the conditions: the table is in 2NF[[15]](#footnote-15) and its attributes except primary key should not dependent on other attribute [32]. Under 3NF, database tables could minimal their redundancy and make the SQL statements could be connected together for multi-table operation much easier [34]. This means if a table in database meets requirement of 2NF, but not meets 3NF, it need to split into several tables. Redundancy attribute, which is the attributes dependent on other attribute, must to move out to a new table to keep avoid mistake/exception in operations (insert, update and delete) may lead by redundancy, also help tables can be isolated and uses SQL statements to be connected by their primary key and foreign key [35].

# Design and implementation

## Function and mechanism

### Task-oriented design

In comparing to the traditional file-based version control unit

The directory and file level is about keep history/versions of all the operations

### Task version and relationship

This project has been titled as “task-oriented”

### Directory version and relationship

### File version and storage

### Error handling

### Login and Safety

### Performance optimization

## Database model

### Entity-relationship modelling

### Attributes property of entities

## Interface design

### Style

## Accessibility
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### Page layout

### Accessibility

## Prototype design

## Prototype evaluation

## Prototype re-design

## Two layer PHP architecture

In the design of this system, the PHP files have been divided into two parts: function libraries and controllers. In controller part, the block of PHP code will be placed in the head of each PHP file, before output of HTML code. This architecture

## Compatibility

## CSS classes multiple use

To avoid the CSS file too large and can be load quickly without redundancy, in the system design, the use of CSS has been designed as fully multiple use mode. The CSS multiple use is a lesser known way to reduce CSS file size effectively, which means more than one CSS classes could be referenced in one HTML element at same time by split the class names by a space [36]. For example.

# Evaluation

## Testing of version control

## Testing of administration

## Compatibility testing

# Future Works

## Diff storage and analysis

[37]

## Automatic merging

## Branching support

## Distributed system design

## Multi-level administration

# Conclusion
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1. Git is a distributed version control system developed by father of Linux – Linus Torvalds, used for manages development of Linux kernel originally, now for some large scale projects [38] [39]. [↑](#footnote-ref-1)
2. Domain name, an easy to remember name identifies a computer, which have mapping relation (records) to IP addresses, allows user to access various service on a server by only use its domain name, such as http and ftp (A record), mail service (mx record), etc. [44] [45]. [↑](#footnote-ref-2)
3. Private IP address, is IP address in range of pre-reserved network address space. It usually use in local area networks, which can only be accessed by computer in the same network [40] [41]. [↑](#footnote-ref-3)
4. JSP, JavaServer Pages, a technology uses Java language creates dynamic web content [37]. [↑](#footnote-ref-4)
5. ASP, Active Server Pages, is a server-side script engine from Microsoft for dynamically web pages, uses VBScript and JavaScript as server-side programming language [49]. [↑](#footnote-ref-5)
6. ASP.net, is Microsoft’s second generation server-side script engine, uses Microsoft’s .Net Framework as libraries, and also uses object-oriented programming languages such as VB.net and C# [47] [48]. [↑](#footnote-ref-6)
7. CGI, Common Gateway Interface, is a platform-free interface for client to execute application on web server [50]. [↑](#footnote-ref-7)
8. Servlet, is a server-side Java application, generates web pages as interlayer between client request and server response with platform-free and protocol-free features [16]. [↑](#footnote-ref-8)
9. Apache, a common name of Apache HTTP Server, is an open-source web server application which has been used most widely in the world, and can be used in lots of operating systems [51]. [↑](#footnote-ref-9)
10. Nginx (Engine X) is an emerging high performance open source HTTP and proxy server [52]. [↑](#footnote-ref-10)
11. IIS, Internet Information Services, is Microsoft’s Windows-based internet server application [53]. [↑](#footnote-ref-11)
12. LAMP, a powerful bundle of open-source software working together as a web server, includes Linux (operating system), Apache (HTTP server), MySQL (database) and PHP (script language) [54]. [↑](#footnote-ref-12)
13. MySQL, an open-source database system, developed by MySQL AB, now is a part of Oracle [55]. [↑](#footnote-ref-13)
14. Jabok Nielsen is one of the most famous usability consultants in interaction design [57]. [↑](#footnote-ref-14)
15. 2NF, the second normal form, states all the records in database table should be unique identified [33]. The common way of making table meets requirement of 2NF is adding a unique ID to each record as its primary key [56]. [↑](#footnote-ref-15)