深入理解**Binder**

6.1 概述

**Binder**是**Android**系统提供的一种**IPC**（进程间通信）机制。由于**Android**是基于**Linux**内核的，因此，除了**Binder**外，还存在其他的**IPC**机制，例如管道和**socket**等。**Binder**相对于其他**IPC**机制来说，就更加灵活和方便了。对于初学**Android**的朋友而言，最难却又最想掌握的恐怕就是**Binder**机制了，因为**Android**系统基本上可以看作是一个基于**Binder**通信的**C/S**架构。**Binder**就像网络一样，把系统各个部分连接在了一起，因此它是非常重要的。

在基于**Binder**通信的**C/S**架构体系中，除了**C/S**架构所包括的**Client**端和**Server**端外，**Android**还有一个全局的**ServiceManager**端，它的作用是管理系统中的各种服务**(Service)**。**Client**、**Server**和**ServiceManager**这三者之间的交互关系，如图6-1所示

![02165717_3AaG](data:image/png;base64,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)

图6-1 **Client**、**Server**和**ServiceManager**三者之间的交互关系

注意：一个**Server**进程可以注册多个**Service**，就像即将讲解的**MediaServer**一样。

根据图6-1，可以得出如下结论：

· **Server**进程要先注册一些**Service**到**ServiceManager**中，所以**Server**是**ServiceManager**的客户端，而**ServiceManager**就是服务端了。

·如果某个**Client**进程要使用某个**Service**，必须先到**ServiceManager**中获取该**Service**的相关信息，所以**Client**是**ServiceManager**的客户端。

·**Client**根据得到的**Service**信息建立与**Service**所在的**Server**进程通信的通路，然后就可以直接与**Service**交互了，所以**Client**也是**Server**的客户端。

·最重要的一点是，三者的交互都是基于**Binder**通信的，所以通过任意两者之间的关系，都可以揭示**Binder**的奥秘。

这里，要重点强调的是**Binder**通信与**C/S**架构之间的关系。**Binder**只是为**C/S**架构提供了一种通信的方式，我们完全可以采用其他**IPC**方式进行通信，例如，系统中有很多其他的程序采用的就是**Socket**或**Pipe**的方法进行进程间通信。很多初学者可能觉得**Binder**较复杂，尤其是看到诸如**BpXXX**、**BnXXX**之类的定义便感到头晕，这很有可能是把**Binder**通信层结构和应用的业务层结构搞混了。如果能搞清楚这二者的关系，完全可以自己实现一个不使用**BpXXX**和**BnXXX**的**Service**。须知，**ServiceManager**可并没有使用它们。

6.2 庖丁解**MediaServer**

为了能像“庖丁”那样解析**Binder**，我们必须得找一头“牛”来做解剖，而**MediaServer**（简称**MS**）正是一头比较好的“牛”。它是一个可执行程序，虽然**Android**的**SDK**提供**Java**层的**API**，但**Android**系统本身还是一个完整的基于**Linux**内核的操作系统，所以不会是所有程序都用**Java**编写，这里的**MediaServer**就是一个用**C++**编写的可执行程序。

之所以选择**MediaServer**作为切入点，是因为这个**Server**是系统诸多重要**Service**的栖息地，它们包括：

· **AudioFlinger**：音频系统中的重要核心服务。

· **AudioPolicyService**：音频系统中关于音频策略的重要服务。

· **MediaPlayerService**：多媒体系统中的重要服务。

· **CameraService**：有关摄像/照相的重要服务。

可以看到，**MediaServer**除了不涉及**Surface**系统外，其他重要的服务基本上都涉及到了，它不愧是“庖丁”所要的好“牛”。

本章将以其中的**MediaPlayerService**为主切入点进行分析。先来分析**MediaServer**本身。

6.2.1 **MediaServer**的入口函数

**MediaServer**是一个可执行程序，入口函数是**main**，代码如下所示：

**[-->Main\_MediaServer.cpp]**

**int main(int argc \_\_unused, char\*\* argv)**

**{**

**signal(SIGPIPE, SIG\_IGN);**

**char value[PROPERTY\_VALUE\_MAX];**

**bool doLog = (property\_get("ro.test\_harness", value, "0") > 0) && (atoi(value) == 1);**

**pid\_t childPid;**

**if (doLog && (childPid = fork()) != 0) {**

**......**

**} else {**

**// all other services**

**if (doLog) {**

**prctl(PR\_SET\_PDEATHSIG, SIGKILL);// if parent media.log dies before me, kill me also**

**setpgid(0, 0); // but if I die first, don't kill my parent**

**}**

**//①获得一个ProcessState实例**

**sp<ProcessState> proc(ProcessState::self());**

**//②MS作为ServiceManager的客户端，需要向ServiceManger注册服务**

**//调用defaultServiceManager，得到一个IServiceManager**

**sp<IServiceManager> sm = defaultServiceManager();**

**ALOGI("ServiceManager: %p", sm.get());**

**//初始化音频系统的AudioFlinger服务**

**AudioFlinger::instantiate();**

**//③多媒体系统的MediaPlayer服务，我们将以它作为主切入点**

**MediaPlayerService::instantiate();**

**//CameraService服务**

**CameraService::instantiate();**

**//音频系统的AudioPolicy服务**

**AudioPolicyService::instantiate();**

**SoundTriggerHwService::instantiate();**

**registerExtensions();**

**......**

**//④根据名称来推断，难道是要创建一个线程池吗？**

**ProcessState::self()->startThreadPool();**

**//⑤下面的操作是要将自己加入到刚才的线程池中吗？**

**IPCThreadState::self()->joinThreadPool();**

**}**

**}**

上面的代码中，确定了5个关键点，让我们通过对这5个关键点逐一进行深入分析，来认识和理解Binder。

6.2.2 独一无二的**ProcessState**

我们在**main**函数的开始处便碰见了**ProcessState**。由于每个进程只有一个**ProcessState**，所以它是独一无二的。它的调用方式如下面的代码所示：

**[-->Main\_MediaServer.cpp]**

//①获得一个**ProcessState**实例

**sp<ProcessState> proc(ProcessState::self());**

下面，来进一步分析这个独一无二的**ProcessState**。

1. 单例的**ProcessState**

**ProcessState**的代码如下所示：

**[-->ProcessState.cpp]**

**sp<ProcessState> ProcessState::self()**

**{**

**//gProcess是在Static.cpp中定义的一个全局变量**

**//程序刚开始执行，gProcess一定为空**

**Mutex::Autolock \_l(gProcessMutex);**

**if (gProcess != NULL) {**

**return gProcess;**

**}**

**//创建一个ProcessState对象，并赋值给gProcess**

**gProcess = new ProcessState;**

**return gProcess;**

**}**

**self**函数采用了单例模式，这很明确地告诉了我们一个信息：每个进程只有一个**ProcessState**对象。这一点，从它的命名中也可看出些端倪。

2. **ProcessState**的构造

再来看**ProcessState**的构造函数。这个函数非常重要，它悄悄地打开了**Binder**设备。代码如下所示：

**[-->ProcessState.cpp]**

**ProcessState::ProcessState()**

**: mDriverFD(open\_driver()) //安卓的中有很多代码都是这么写,稍不留神就忽略这里调用了很重要的函数**

**, mVMStart(MAP\_FAILED) //映射内存的起始地址**

**, mManagesContexts(false)**

**, mBinderContextCheckFunc(NULL)**

**, mBinderContextUserData(NULL)**

**, mThreadPoolStarted(false)**

**, mThreadPoolSeq(1)**

**{**

**if (mDriverFD >= 0) {**

**// XXX Ideally, there should be a specific define for whether we**

**// have mmap (or whether we could possibly have the kernel module**

**// availabla).**

**#if !defined(HAVE\_WIN32\_IPC)**

**// mmap the binder, providing a chunk of virtual address space to receive transactions.**

**/\***

**BIDNER\_VM\_SIZE定义为(1\*1024\*1024) - (4096 \*2) = 1M-8K**

**mmap的用法希望读者man一下，不过这个函数真正的实现和驱动有关系，而Binder驱动会分配一块**

**内存用来接收数据。**

**\*/**

**mVMStart = mmap(0, BINDER\_VM\_SIZE, PROT\_READ, MAP\_PRIVATE | MAP\_NORESERVE, mDriverFD, 0);**

**if (mVMStart == MAP\_FAILED) {**

**// \*sigh\***

**ALOGE("Using /dev/binder failed: unable to mmap transaction memory.\n");**

**close(mDriverFD);**

**mDriverFD = -1;**

**}**

**#else**

**mDriverFD = -1;**

**#endif**

**}**

**LOG\_ALWAYS\_FATAL\_IF(mDriverFD < 0, "Binder driver could not be opened. Terminating.");**

**}**

3. 打开**binder**设备

**open\_driver**的作用就是打开“**/dev/binder”**这个设备，它是**android**在内核中专门用于完成进程间通信而设置的一个虚拟设备，具体实现如下所示：

**[-->ProcessState.cpp]**

**static int open\_driver()**

**{**

**int fd = open("/dev/binder", O\_RDWR); //打开/dev/binder设备**

**if (fd >= 0) {**

**fcntl(fd, F\_SETFD, FD\_CLOEXEC);**

**int vers = 0;**

**status\_t result = ioctl(fd, BINDER\_VERSION, &vers);**

**if (result == -1) {**

**ALOGE("Binder ioctl to obtain version failed: %s", strerror(errno));**

**close(fd);**

**fd = -1;**

**}**

**if (result != 0 || vers != BINDER\_CURRENT\_PROTOCOL\_VERSION) {**

**ALOGE("Binder driver protocol does not match user space protocol!");**

**close(fd);**

**fd = -1;**

**}**

**size\_t maxThreads = 15;**

**//通过ioctl方式告诉binder驱动，这个fd支持的最大线程数是15个**

**result = ioctl(fd, BINDER\_SET\_MAX\_THREADS, &maxThreads);**

**if (result == -1) {**

**ALOGE("Binder ioctl to set max threads failed: %s", strerror(errno));**

**}**

**} else {**

**ALOGW("Opening '/dev/binder' failed: %s\n", strerror(errno));**

**}**

**return fd;**

**}**

至此**Process::self**函数就分析完了。它到底干了什么呢？通过前面的分析，总结如下：

· 打开**/dev/binder**设备，这就相当于与内核的Binder驱动有了交互的通道。

· 对返回的**fd**使用**mmap**，这样**Binder**驱动就会分配一块内存来接收数据。

· 由于**ProcessState**的惟一性，因此一个进程只打开设备一次。

分析完**ProcessState**，接下来将要分析第二个关键函数**defaultServiceManager**。

6.2.3 时空穿越魔术——**defaultServiceManager**

**defaultServiceManager**函数的实现在**IServiceManager.cpp**中完成。它会返回一个**IServiceManager**对象，通过这个对象，我们可以神奇地与另一个进程**ServiceManager**进行交互。是不是有一种观看时空穿越魔术表演的感觉？

1. 魔术前的准备工作

先来看看**defaultServiceManager**都调用了哪些函数？返回的这个**IServiceManager**到底是什么？具体实现代码如下所示：

**[-->IServiceManager.cpp]**

**sp<IServiceManager> defaultServiceManager()**

**{**

**//gDefaultServiceManager定义如下：**

**//sp<IServiceManager> gDefaultServiceManager;**

**if (gDefaultServiceManager != NULL)**

**return gDefaultServiceManager;**

**{**

**AutoMutex \_l(gDefaultServiceManagerLock);**

**while (gDefaultServiceManager == NULL) {**

**//真正的gDefaultServiceManager是在这里创建的。**

**gDefaultServiceManager = interface\_cast<IServiceManager>(**

**ProcessState::self()->getContextObject(NULL));**

**if (gDefaultServiceManager == NULL)**

**sleep(1);**

**}**

**}**

**return gDefaultServiceManager;**

**}**

哦，是调用了**ProcessState**的**getContextObject**函数！注意：传给它的参数是**NULL**，即**0**。既然是“庖丁解牛”，就还要一层一层往下切。下面再看**getContextObject**函数，如下所示：

**sp<IBinder> ProcessState::getContextObject(const sp<IBinder>& /\*caller\*/)**

**{**

**return getStrongProxyForHandle(0);**

**}**

**getStrongProxyForHandle**这个函数名怪怪的，可能会让人感到些许困惑。请注意，它的调用参数的名字叫**handle**，**Windows**编程中经常使用这个名称，它是对资源的一种标识。说白了，其实就是有一个资源项，保存在一个资源数组（也可以是别的组织结构）中，**handle**的值正是该资源项在数组中的索引。

**sp<IBinder> ProcessState::getStrongProxyForHandle(int32\_t handle)**

**{**

**sp<IBinder> result;**

**AutoMutex \_l(mLock);**

**// 根据索引查找对应资源。如果lookupHandleLocked发现没有对应的资源项，则会创建一个新的项并返回。**

**// 这个新项的内容需要填充。**

**handle\_entry\* e = lookupHandleLocked(handle);**

**if (e != NULL) {**

**// We need to create a new BpBinder if there isn't currently one, OR we**

**// are unable to acquire a weak reference on this current one. See comment**

**// in getWeakProxyForHandle() for more info about this.**

**IBinder\* b = e->binder;**

**if (b == NULL || !e->refs->attemptIncWeak(this)) {**

**if (handle == 0) {**

**// Special case for context manager...**

**// The context manager is the only object for which we create**

**// a BpBinder proxy without already holding a reference.**

**// Perform a dummy transaction to ensure the context manager**

**// is registered before we create the first local reference**

**// to it (which will occur when creating the BpBinder).**

**// If a local reference is created for the BpBinder when the**

**// context manager is not present, the driver will fail to**

**// provide a reference to the context manager, but the**

**// driver API does not return status.**

**//**

**// Note that this is not race-free if the context manager**

**// dies while this code runs.**

**//**

**// TODO: add a driver API to wait for context manager, or**

**// stop special casing handle 0 for context manager and add**

**// a driver API to get a handle to the context manager with**

**// proper reference counting.**

**Parcel data;**

**status\_t status = IPCThreadState::self()->transact(**

**0, IBinder::PING\_TRANSACTION, data, NULL, 0);**

**if (status == DEAD\_OBJECT)**

**return NULL;**

**}**

**//对于新创建的资源项，它的binder为空，所以走这个分支。注意，handle的值为0**

**b = new BpBinder(handle); //创建一个BpBinder**

**e->binder = b; //填充entry的内容**

**if (b) e->refs = b->getWeakRefs();**

**result = b;**

**} else {**

**// This little bit of nastyness is to allow us to add a primary**

**// reference to the remote proxy when this team doesn't have one**

**// but another team is sending the handle to us.**

**result.force\_set(b);**

**e->refs->decWeak(this);**

**}**

**}**

**return result; //返回BpBinder(handle)，注意，handle的值为0**

**}**

实际代码运行的如果**gDefaultServiceManager = interface\_cast<IServiceManager>(new BpBinder(0));**

2. 魔术表演的道具——**BpBinder**

众所周知，玩魔术是必须有道具的。这个穿越魔术的道具就是**BpBinder**。**BpBinder**是什么呢？有必要先来介绍它的孪生兄弟**BBinder**。

**BpBinder**和**BBinder**都是**Android**中与**Binder**通信相关的代表，它们都从**IBinder**类中派生而来，如图6-2所示：
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图6-2 **Binder**家族图谱

从上图中可以看出：

· **BpBinder**是客户端用来与**Server**交互的代理类，**p**即**Proxy**的意思。

· **BBinder**则是**proxy**相对的一端，它是**proxy**交互的目的端。如果说**Proxy**代表客户端，那么**BBinder**则代表服务端。这里的**BpBinder**和**BBinder**是一一对应的，即某个**BpBinder**只能和对应的**BBinder**交互。我们当然不希望通过**BpBinderA**发送的请求，却由**BBinderB**来处理。

刚才我们在**defaultServiceManager()**函数中创建了这个**BpBinder**。这里有两个问题：

· 为什么创建的不是**BBinder**？

因为我们是**ServiceManager**的客户端，当然得使用代理端以与**ServiceManager**交互了。

· 前面说了，**BpBinder**和**BBinder**是一一对应的，那么**BpBinder**如何标识它所对应的**BBinder**端呢？

答案是**Binder**系统通过**handler**来对应**BBinder**。以后我们会确认这个**Handle**值的作用。

注意：我们给**BpBinder**构造函数传的参数**handle**的值是0。这个0在整个**Binder**系统中有重要含义—因为**0**代表的就是**ServiceManager**所对应的**BBinder**。

**BpBinder**是如此重要，必须对它进行深入分析，其代码如下所示:

**[-->BpBinder.cpp]**

**BpBinder::BpBinder(int32\_t handle)**

**: mHandle(handle) //handle是0**

**, mAlive(1)**

**, mObitsSent(0)**

**, mObituaries(NULL)**

**{**

**extendObjectLifetime(OBJECT\_LIFETIME\_WEAK);**

**//另一个重要对象是IPCThreadState，我们稍后会详细讲解。**

**IPCThreadState::self()->incWeakHandle(handle);**

**}**

看上面的代码，会觉得**BpBinder**确实简单，不过再仔细查看，你或许会发现，**BpBinder**、**BBinder**这两个类没有任何地方操作**ProcessState**打开的那个**/dev/binder**设备，换言之，**BpBinder**和**BBinder**这两个**Binder**类没有和**binder**设备直接交互。那为什么说**BpBinder**会与通信相关呢？注意本小节的标题，**BpBinder**只是道具嘛！所以它后面一定还另有机关。不必急着揭秘，还是先回顾一下道具出场的历程。

我们是从下面这个函数开始分析的：

**gDefaultServiceManager =interface\_cast<IServiceManager>(**

**ProcessState::self()->getContextObject(NULL));**

现在这个函数调用将变成如下所示：

**gDefaultServiceManager =interface\_cast<IServiceManager>(new BpBinder(0));**

这里出现了一个**interface\_cast**。它是什么？其实是一个障眼法！下面就来具体分析它。

3. 障眼法——**interface\_cast**

**interface\_cast**、**dynamic\_cast**和**static\_cast**看起来是否非常眼熟？它们是指针类型转换的意思吗？如果是，那又是如何将**BpBinder\***类型强制转化成**IServiceManager\***类型的？**BpBinder**的家谱我们刚才也看了，它的“爸爸的爸爸的爸爸”这条线上没有任何一个与**IServiceManager**有任何关系。

问题谈到这里，我们得去看看**interface\_cast**的具体实现，其代码如下所示：

**[-->IInterface.h]**

**template<typename INTERFACE>**

**inline sp<INTERFACE> interface\_cast(const sp<IBinder>& obj)**

**{**

**return INTERFACE::asInterface(obj);**

**}**

哦，仅仅是一个模板函数，所以**interface\_cast<IServiceManager>()**等价于：

**inline sp<IServiceManager>interface\_cast(const sp<IBinder>& obj)**

**{**

**return IServiceManager::asInterface(obj);**

**}**

又转移到**IServiceManager**对象中去了，这难道不是障眼法吗？既然找到了“真身”，不妨就来见识见识它吧。

4. 拨开浮云见月明——**IServiceManager**

刚才提到，**IBinder**家族的**BpBinder**和**BBinder**是与通信层相关的，那么业务层的逻辑又是如何巧妙地架构在**Binder**机制上的呢？关于这些问题，可以用一个绝好的例子来解释，它就是**IServiceManager**。

（1）定义业务逻辑

先回答第一个问题：如何表述应用的业务层逻辑。可以先分析一下**IServiceManager**是怎么做的。**IServiceManager**定义了**ServiceManager**所提供的服务，看它的定义可知，其中有很多有趣的内容。**IServiceManager**定义在**IServiceManager.h**中，代码如下所示：

**[-->IServiceManager.h]**

**class IServiceManager : public IInterface**

**{**

**public:**

**DECLARE\_META\_INTERFACE(ServiceManager);//关键无比的宏！**

**virtual sp<IBinder> getService( const String16& name) const = 0;**

**virtual sp<IBinder> checkService( const String16& name) const = 0;**

**virtual status\_t addService( const String16& name,**

**const sp<IBinder>& service,**

**bool allowIsolated = false) = 0;**

**virtual Vector<String16> listServices() = 0;**

**enum {**

**GET\_SERVICE\_TRANSACTION = IBinder::FIRST\_CALL\_TRANSACTION,**

**CHECK\_SERVICE\_TRANSACTION,**

**ADD\_SERVICE\_TRANSACTION,**

**LIST\_SERVICES\_TRANSACTION,**

**};**

**};**

（2）业务与通信的挂钩

**Android**巧妙地通过**DECLARE\_META\_INTERFACE**和**IMPLENT**宏，将业务和通信牢牢地钩在了一起。**DECLARE\_META\_INTERFACE**和**IMPLEMENT\_META\_INTERFACE**这两个宏都定义在刚才的**IInterface.h**中。先看**DECLARE\_META\_INTERFACE**这个宏，如下所示：

**[-->IInterface.h::DECLARE\_META\_INTERFACE]**

**#define DECLARE\_META\_INTERFACE(INTERFACE) \**

**static const android::String16 descriptor; \**

**static android::sp<I##INTERFACE> asInterface( \**

**const android::sp<android::IBinder>& obj); \**

**virtual const android::String16& getInterfaceDescriptor() const; \**

**I##INTERFACE(); \**

**virtual ~I##INTERFACE();**

**[--->DECLARE\_META\_INTERFACE(ServiceManager)]**

**//定义一个描述字符串**

**static const android::String16 descriptor;**

**//定义一个asInterface函数**

**static android::sp<IServiceManager> asInterface(const android::sp<android::IBinder>& obj);**

**//定义一个getInterfaceDescriptor函数，估计就是返回descriptor字符串**

**virtual const android::String16& getInterfaceDescriptor() const;**

**//定义IServiceManager的构造函数和析构函数**

**IServiceManager();**

**virtual ~IServiceManager();**

**DECLARE**宏声明了一些函数和一个变量，那么，**IMPLEMENT**宏的作用肯定就是定义它们了。**IMPLEMENT**的定义在**IInterface.h**中，**IServiceManager**是如何使用了这个宏呢？只有一行代码，在**IServiceManager.cpp**中，如下所示：

**IMPLEMENT\_META\_INTERFACE(ServiceManager,"android.os.IServiceManager");**

很简单，可直接将**IServiceManager**中的**IMPLEMENT**宏的定义展开，如下所示：

**#define IMPLEMENT\_META\_INTERFACE(INTERFACE, NAME) \**

**const android::String16 I##INTERFACE::descriptor(NAME); \**

**const android::String16& \**

**I##INTERFACE::getInterfaceDescriptor() const { \**

**return I##INTERFACE::descriptor; \**

**} \**

**android::sp<I##INTERFACE> I##INTERFACE::asInterface( \**

**const android::sp<android::IBinder>& obj) \**

**{ \**

**android::sp<I##INTERFACE> intr; \**

**if (obj != NULL) { \**

**intr = static\_cast<I##INTERFACE\*>( \**

**obj->queryLocalInterface( \**

**I##INTERFACE::descriptor).get()); \**

**if (intr == NULL) { \**

**intr = new Bp##INTERFACE(obj); \**

**} \**

**} \**

**return intr; \**

**} \**

**I##INTERFACE::I##INTERFACE() { } \**

**I##INTERFACE::~I##INTERFACE() { }**

宏展开代码如下所示：

**const android::String16 IServiceManager::descriptor("android.os.IServiceManager");**

**//实现getInterfaceDescriptor函数**

**const android::String16& IServiceManager::getInterfaceDescriptor() const {**

**return IServiceManager::descriptor;**

**}**

**//实现asInterface函数**

**android::sp<IServiceManager> IServiceManager::asInterface(const android::sp<android::IBinder>& obj)**

**{**

**android::sp<IServiceManager> intr;**

**if (obj != NULL) {**

**intr = static\_cast<IServiceManager\*>(**

**obj->queryLocalInterface(**

**IServiceManager::descriptor).get());**

**if (intr == NULL) {**

**//obj是我们刚才创建的那个BpBinder(0)**

**intr = new BpServiceManager(obj);**

**}**

**}**

**return intr;**

**}**

**//实现构造函数和析构函数**

**IServiceManager::IServiceManager(){}**

**IServiceManager::~IServiceManager(){}**

我们曾提出过疑问：**interface\_cast**是如何把**BpBinder**指针转换成一个**IServiceManager**指针的呢？答案就在**asInterface**函数的一行代码中，如下所示：

**intr = new BpServiceManager(obj);**

明白了！**interface\_cast**不是指针的转换，而是利用**BpBinder**对象作为参数新建了一个**BpServiceManager**对象。我们已经知道**BpBinder**和**BBinder**与通信有关系，这里怎么突然冒出来一个**BpServiceManager**？它们之间又有什么关系呢？

（3）**IServiceManager**家族

要搞清这个问题，必须先了解**IServiceManager**家族之间的关系，先来看图6-3，它展示了**IServiceManager**的家族图谱。
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图6-3 IServiceManager的家族图谱

根据图6-3和相关的代码可知，这里有以下几个重要的点值得注意：

· **IServiceManager**、**BpServiceManager**和**BnServiceManager**都与业务逻辑相关。

· **BnServiceManager**同时从**BBinder**派生，表示它可以直接参与**Binder**通信。

· **BpServiceManager**虽然从**BpInterface**中派生，但是这条分支似乎与**BpBinder**没有关系。

· **BnServiceManager**是一个虚类，它的业务函数最终需要子类来实现。

重要说明：以上这些关系很复杂，但**ServiceManager**并没有使用错综复杂的派生关系，它直接打开**Binder**设备并与之交互。后文，还会详细分析它的实现代码。

图6-3中的**BpServiceManager**，既然不像它的兄弟**BnServiceManager**那样直接与**Binder**有血缘关系，那么它又是如何与**Binder**交互的呢？简言之，**BpRefBase**中的**mRemote**的值就是**BpBinder**。如果你不相信，仔细看**BpServiceManager**左边的派生分支树上的一系列代码，它们都在**IServiceManager.cpp**中，如下所示：

**[-->IServiceManager.cpp::BpServiceManager类]**

//通过它的参数可得知，**impl**是**IBinder**类型，看来与**Binder**有间接关系,它实际上是**BpBinder**对象

**BpServiceManager(const sp<IBinder>& impl)**

**: BpInterface<IServiceManager>(impl) //调用基类BpInterface的构造函数**

**{**

**}**

**BpInterface**的实现代码如下所示：

**[-->IInterface.h::BpInterface类]**

**template<typename INTERFACE>**

**inline BpInterface<INTERFACE>::BpInterface(const sp<IBinder>& remote)**

**:BpRefBase(remote)//基类构造函数**

**{**

**}**

**BpRefBase()**的实现代码如下所示：

**[-->Binder.cpp::BpRefBase类]**

**BpRefBase::BpRefBase(const sp<IBinder>& o)**

**: mRemote(o.get()), mRefs(NULL), mState(0) //mRemote最终等于那个new 出来的BpBinder(0)**

**{**

**extendObjectLifetime(OBJECT\_LIFETIME\_WEAK);**

**if (mRemote) {**

**mRemote->incStrong(this); // Removed on first IncStrong().**

**mRefs = mRemote->createWeak(this); // Held for our entire lifetime.**

**}**

**}**

原来，**BpServiceManager**的一个变量**mRemote**是指向了**BpBinder**。至此，我们的魔术表演完了，回想一下**defaultServiceManager**函数，可以得到以下两个关键对象：

· 有一个**BpBinder**对象，它的**handle**值是0。

· 有一个**BpServiceManager**对象，它的**mRemote**值是**BpBinder**。

**BpServiceManager**对象实现了**IServiceManager**的业务函数，现在又有**BpBinder**作为通信的代表，接下来的工作就简单了。下面，要通过分析**MediaPlayerService**的注册过程，进一步分析业务函数的内部是如何工作的。

6.2.4 注册**MediaPlayerService**

1. 业务层的工作

再回到**MediaServer**的**main**函数，下一个要分析的是**MediaPlayerService**，它的代码如下所示：

**[-->MediaPlayerService.cpp]**

**void MediaPlayerService::instantiate() {**

**defaultServiceManager()->addService(**

**String16("media.player"), new MediaPlayerService());**

**}**

根据前面的分析，**defaultServiceManager()**实际返回的对象是**BpServiceManager**，因此以上代码我们可以理解为**BpServiceManager->addService(String16(“media.player”), new MediaPlayerService())**。**BpServiceManager**它是**IServiceManager**的后代，代码如下所示：

**[-->IServiceManager.cpp::BpServiceManager的addService()函数]**

**virtual status\_t addService(const String16& name, const sp<IBinder>& service,**

**bool allowIsolated)**

**{**

**//Parcel:就把它当作是一个数据包。**

**Parcel data, reply;**

**unsigned n;**

**status\_t err;**

**//将数据打包到data中**

**data.writeInterfaceToken(IServiceManager::getInterfaceDescriptor());**

**data.writeString16(name);**

**data.writeStrongBinder(service);**

**data.writeInt32(allowIsolated ? 1 : 0);**

**for (n = 1; n <= 5; n++) {**

**//remote返回的是mRemote，也就是BpBinder对象**

**err = remote()->transact(ADD\_SERVICE\_TRANSACTION, data, &reply);**

**if (err == -EPIPE) {**

**ALOGI("%s is waiting for serviceManager... (retry %d)\n",**

**String8(name).string(), n);**

**sleep(1);**

**} else {**

**break;**

**}**

**}**

**return err == NO\_ERROR ? reply.readExceptionCode() : err;**

**}**

别急着往下走，应先思考以下两个问题：

· 调用**BpServiceManager**的**addService**是不是一个业务层的函数？

· **addService**函数中把请求数据打包成**data**后，传给了**BpBinder**的**transact**函数，这是不是把通信的工作交给了**BpBinder**？

两个问题的答案都是肯定的。至此，业务层的工作原理应该是很清晰了，它的作用就是将请求信息打包后，再交给通信层去处理。

2. 通信层的工作

下面分析**BpBinder**的**transact**函数。前面说过，在**BpBinder**中确实找不到任何与**Binder**设备交互的地方吗？那它是如何参与通信的呢？原来，秘密就在这个**transact**函数中，它的实现代码如下所示：

**[-->BpBinder.cpp]**

**status\_t BpBinder::transact(**

**uint32\_t code, const Parcel& data, Parcel\* reply, uint32\_t flags)**

**{**

**// Once a binder has died, it will never come back to life.**

**if (mAlive) {**

**//BpBinder果然是道具，它把transact工作交给了IPCThreadState**

**status\_t status = IPCThreadState::self()->transact(**

**mHandle, code, data, reply, flags); //mHandle也是参数**

**// give serviceManager more chances...**

**if (status == DEAD\_OBJECT && mHandle != 0) mAlive = 0;**

**return status;**

**}**

**return DEAD\_OBJECT;**

**}**

这里又遇见了**IPCThreadState**，之前也见过一次。看来，它确实与**Binder**通信有关，所以必须对其进行深入分析！

（1）“劳者一份”的**IPCThreadState**

谁是“劳者”？线程，是进程中真正干活的伙计，所以它正是劳者。而“劳者一份”，就是每个伙计一份的意思。**IPCThreadState**的实现代码在**IPCThreadState.cpp**中，如下所示：

**[-->IPCThreadState.cpp]**

**IPCThreadState\* IPCThreadState::self()**

**{**

**if (gHaveTLS) { //第一次进来为false**

**restart:**

**/\***

**TLS是Thread Local Storage（线程本地存储空间）的简称。**

**这里只需知晓：这种空间每个线程都有，而且线程间不共享这些空间。**

**通过pthread\_getspecific和pthread\_setspecific函数可以获取和设置这些空间中的内容。**

**从线程本地存储空间中获得保存在其中的IPCThreadState对象。**

**有调用pthread\_getspecific的地方，肯定也有调用pthread\_setspecific的地方**

**\*/**

**const pthread\_key\_t k = gTLS;**

**IPCThreadState\* st = (IPCThreadState\*)pthread\_getspecific(k);**

**if (st) return st;**

**// new一个对象，构造函数中会调用pthread\_setspecific**

**return new IPCThreadState;**

**}**

**if (gShutdown) return NULL;**

**pthread\_mutex\_lock(&gTLSMutex);**

**if (!gHaveTLS) {**

**if (pthread\_key\_create(&gTLS, threadDestructor) != 0) {**

**pthread\_mutex\_unlock(&gTLSMutex);**

**return NULL;**

**}**

**gHaveTLS = true;**

**}**

**pthread\_mutex\_unlock(&gTLSMutex);**

**goto restart;**

**}**

接下来，有必要转向分析它的构造函数**IPCThreadState()**，如下所示：

**[-->IPCThreadState.cpp]**

**IPCThreadState::IPCThreadState()**

**: mProcess(ProcessState::self()),**

**mMyThreadId(androidGetTid()),**

**mStrictModePolicy(0),**

**mLastTransactionBinderFlags(0)**

**{**

**//在构造函数中，把自己设置到线程本地存储中去。**

**pthread\_setspecific(gTLS, this);**

**clearCaller();**

**//mIn和mOut是两个Parcel。把它看成是发送和接收命令的缓冲区即可。**

**mIn.setDataCapacity(256);**

**mOut.setDataCapacity(256);**

**}**

每个线程都有一个**IPCThreadState**，每个**IPCThreadState**中都有一个**mIn和**一个**mOut**，其中**mIn**是用来接收来自**Binder**设备的数据的，而**mOut**则是用来存储发往**Binder**设备的数据的。

（2）勤劳的**transact**

传输工作是很辛苦的。我们刚才看到**BpBinder**的**transact**调用了**IPCThreadState**的**transact**函数，这个函数实际完成了与**Binder**通信的工作，如下面的代码所示：

**[-->IPCThreadState.cpp]**

**//注意，handle的值为0，代表了通信的目的端**

**status\_t IPCThreadState::transact(int32\_t handle,**

**uint32\_t code, const Parcel& data,**

**Parcel\* reply, uint32\_t flags)**

**{**

**status\_t err = data.errorCheck();**

**flags |= TF\_ACCEPT\_FDS;**

**......**

**if (err == NO\_ERROR) {**

**/\***

**注意这里的第一个参数BC\_TRANSACTION，它是应用程序向binder设备发送消息的消息码，**

**而binder设备向应用程序回复消息的消息码以BR\_开头。消息码的定义在binder\_module.h中，**

**请求消息码和回应消息码的对应关系，需要查看Binder驱动的实现才能将其理清楚，我们这里暂时用不上。**

**\*/**

**err = writeTransactionData(BC\_TRANSACTION, flags, handle, code, data, NULL);**

**}**

**if (err != NO\_ERROR) {**

**if (reply) reply->setError(err);**

**return (mLastError = err);**

**}**

**if ((flags & TF\_ONE\_WAY) == 0) {**

**if (reply) {**

**err = waitForResponse(reply);**

**} else {**

**Parcel fakeReply;**

**err = waitForResponse(&fakeReply);**

**}**

**......**

**} else {**

**err = waitForResponse(NULL, NULL);**

**}**

**return err;**

**}**

多熟悉的流程：先发数据，然后等结果。再简单不过了！不过，我们有必要确认一下**handle**这个参数到底起了什么作用。先来看**writeTransactionData**函数(仅把命令写到**mOut**中，并没有发送出去)，它的实现如下所示：

**status\_t IPCThreadState::writeTransactionData(int32\_t cmd, uint32\_t binderFlags,**

**int32\_t handle, uint32\_t code, const Parcel& data, status\_t\* statusBuffer)**

**{**

**//binder\_transaction\_data 是和binder设备通信的数据结构。**

**binder\_transaction\_data tr;**

**tr.target.ptr = 0; /\* Don't pass uninitialized stack data to a remote process \*/**

**//果然，handle的值传递给了target，用来标识目的端，其中0是ServiceManager的标志。**

**tr.target.handle = handle;**

**//code是消息码，用来switch/case的！**

**tr.code = code;**

**tr.flags = binderFlags;**

**tr.cookie = 0;**

**tr.sender\_pid = 0;**

**tr.sender\_euid = 0;**

**const status\_t err = data.errorCheck();**

**if (err == NO\_ERROR) {**

**tr.data\_size = data.ipcDataSize();**

**tr.data.ptr.buffer = data.ipcData();**

**tr.offsets\_size = data.ipcObjectsCount()\*sizeof(binder\_size\_t);**

**tr.data.ptr.offsets = data.ipcObjects();**

**} else if (statusBuffer) {**

**tr.flags |= TF\_STATUS\_CODE;**

**\*statusBuffer = err;**

**tr.data\_size = sizeof(status\_t);**

**tr.data.ptr.buffer = reinterpret\_cast<uintptr\_t>(statusBuffer);**

**tr.offsets\_size = 0;**

**tr.data.ptr.offsets = 0;**

**} else {**

**return (mLastError = err);**

**}**

**//把命令写到mOut中， 而不是直接发出去，可见这个函数有点名不副实。**

**mOut.writeInt32(cmd);**

**mOut.write(&tr, sizeof(tr));**

**return NO\_ERROR;**

**}**

现在，已经把**addService**的请求信息写到**mOut**中了。接下来再看发送请求和接收回复部分的实现，代码在**waitForResponse**函数中，如下所示：

**[-->IPCThreadState.cpp]**

**status\_t IPCThreadState::waitForResponse(Parcel \*reply, status\_t \*acquireResult)**

**{**

**int32\_t cmd;**

**int32\_t err;**

**while (1) {**

**if ((err=talkWithDriver()) < NO\_ERROR) break; //好家伙，talkWithDriver！**

**err = mIn.errorCheck();**

**if (err < NO\_ERROR) break;**

**if (mIn.dataAvail() == 0) continue;**

**cmd = mIn.readInt32();**

**switch (cmd) {**

**case BR\_TRANSACTION\_COMPLETE:**

**if (!reply && !acquireResult) goto finish;**

**break;**

**case BR\_DEAD\_REPLY:**

**err = DEAD\_OBJECT;**

**goto finish;**

**case BR\_FAILED\_REPLY:**

**err = FAILED\_TRANSACTION;**

**goto finish;**

**case BR\_ACQUIRE\_RESULT:**

**{**

**ALOG\_ASSERT(acquireResult != NULL, "Unexpected brACQUIRE\_RESULT");**

**const int32\_t result = mIn.readInt32();**

**if (!acquireResult) continue;**

**\*acquireResult = result ? NO\_ERROR : INVALID\_OPERATION;**

**}**

**goto finish;**

**case BR\_REPLY:**

**{**

**binder\_transaction\_data tr;**

**err = mIn.read(&tr, sizeof(tr));**

**ALOG\_ASSERT(err == NO\_ERROR, "Not enough command data for brREPLY");**

**if (err != NO\_ERROR) goto finish;**

**if (reply) {**

**if ((tr.flags & TF\_STATUS\_CODE) == 0) {**

**reply->ipcSetDataReference(**

**reinterpret\_cast<const uint8\_t\*>(tr.data.ptr.buffer),**

**tr.data\_size,**

**reinterpret\_cast<const binder\_size\_t\*>(tr.data.ptr.offsets),**

**tr.offsets\_size/sizeof(binder\_size\_t),**

**freeBuffer, this);**

**} else {**

**err = \*reinterpret\_cast<const status\_t\*>(tr.data.ptr.buffer);**

**freeBuffer(NULL,**

**reinterpret\_cast<const uint8\_t\*>(tr.data.ptr.buffer),**

**tr.data\_size,**

**reinterpret\_cast<const binder\_size\_t\*>(tr.data.ptr.offsets),**

**tr.offsets\_size/sizeof(binder\_size\_t), this);**

**}**

**} else {**

**freeBuffer(NULL,**

**reinterpret\_cast<const uint8\_t\*>(tr.data.ptr.buffer),**

**tr.data\_size,**

**reinterpret\_cast<const binder\_size\_t\*>(tr.data.ptr.offsets),**

**tr.offsets\_size/sizeof(binder\_size\_t), this);**

**continue;**

**}**

**}**

**goto finish;**

**default:**

**err = executeCommand(cmd);**

**if (err != NO\_ERROR) goto finish;**

**break;**

**}**

**}**

**finish:**

**if (err != NO\_ERROR) {**

**if (acquireResult) \*acquireResult = err;**

**if (reply) reply->setError(err);**

**mLastError = err;**

**}**

**return err;**

**}**

**OK**，我们已发送了请求数据，假设马上就收到了回复，后续该怎么处理呢？来看**executeCommand**函数，如下所示：

**status\_t IPCThreadState::executeCommand(int32\_t cmd)**

**{**

**BBinder\* obj;**

**RefBase::weakref\_type\* refs;**

**status\_t result = NO\_ERROR;**

**switch (cmd) {**

**case BR\_ERROR:**

**result = mIn.readInt32();**

**break;**

**case BR\_OK:**

**break;**

**case BR\_ACQUIRE:**

**refs = (RefBase::weakref\_type\*)mIn.readPointer();**

**obj = (BBinder\*)mIn.readPointer();**

**ALOG\_ASSERT(refs->refBase() == obj,**

**"BR\_ACQUIRE: object %p does not match cookie %p (expected %p)",**

**refs, obj, refs->refBase());**

**obj->incStrong(mProcess.get());**

**......**

**mOut.writeInt32(BC\_ACQUIRE\_DONE);**

**mOut.writePointer((uintptr\_t)refs);**

**mOut.writePointer((uintptr\_t)obj);**

**break;**

**case BR\_RELEASE:**

**refs = (RefBase::weakref\_type\*)mIn.readPointer();**

**obj = (BBinder\*)mIn.readPointer();**

**ALOG\_ASSERT(refs->refBase() == obj,**

**"BR\_RELEASE: object %p does not match cookie %p (expected %p)",**

**refs, obj, refs->refBase());**

**IF\_LOG\_REMOTEREFS() {**

**LOG\_REMOTEREFS("BR\_RELEASE from driver on %p", obj);**

**obj->printRefs();**

**}**

**mPendingStrongDerefs.push(obj);**

**break;**

**case BR\_INCREFS:**

**refs = (RefBase::weakref\_type\*)mIn.readPointer();**

**obj = (BBinder\*)mIn.readPointer();**

**refs->incWeak(mProcess.get());**

**mOut.writeInt32(BC\_INCREFS\_DONE);**

**mOut.writePointer((uintptr\_t)refs);**

**mOut.writePointer((uintptr\_t)obj);**

**break;**

**case BR\_DECREFS:**

**refs = (RefBase::weakref\_type\*)mIn.readPointer();**

**obj = (BBinder\*)mIn.readPointer();**

**// NOTE: This assertion is not valid, because the object may no**

**// longer exist (thus the (BBinder\*)cast above resulting in a different**

**// memory address).**

**mPendingWeakDerefs.push(refs);**

**break;**

**case BR\_ATTEMPT\_ACQUIRE:**

**refs = (RefBase::weakref\_type\*)mIn.readPointer();**

**obj = (BBinder\*)mIn.readPointer();**

**{**

**const bool success = refs->attemptIncStrong(mProcess.get());**

**ALOG\_ASSERT(success && refs->refBase() == obj,**

**"BR\_ATTEMPT\_ACQUIRE: object %p does not match cookie %p (expected %p)",**

**refs, obj, refs->refBase());**

**mOut.writeInt32(BC\_ACQUIRE\_RESULT);**

**mOut.writeInt32((int32\_t)success);**

**}**

**break;**

**case BR\_TRANSACTION:**

**{**

**binder\_transaction\_data tr;**

**result = mIn.read(&tr, sizeof(tr));**

**ALOG\_ASSERT(result == NO\_ERROR,**

**"Not enough command data for brTRANSACTION");**

**if (result != NO\_ERROR) break;**

**Parcel buffer;**

**buffer.ipcSetDataReference(**

**reinterpret\_cast<const uint8\_t\*>(tr.data.ptr.buffer),**

**tr.data\_size,**

**reinterpret\_cast<const binder\_size\_t\*>(tr.data.ptr.offsets),**

**tr.offsets\_size/sizeof(binder\_size\_t), freeBuffer, this);**

**const pid\_t origPid = mCallingPid;**

**const uid\_t origUid = mCallingUid;**

**const int32\_t origStrictModePolicy = mStrictModePolicy;**

**const int32\_t origTransactionBinderFlags = mLastTransactionBinderFlags;**

**mCallingPid = tr.sender\_pid;**

**mCallingUid = tr.sender\_euid;**

**mLastTransactionBinderFlags = tr.flags;**

**int curPrio = getpriority(PRIO\_PROCESS, mMyThreadId);**

**if (gDisableBackgroundScheduling) {**

**if (curPrio > ANDROID\_PRIORITY\_NORMAL) {**

**// We have inherited a reduced priority from the caller, but do not**

**// want to run in that state in this process. The driver set our**

**// priority already (though not our scheduling class), so bounce**

**// it back to the default before invoking the transaction.**

**setpriority(PRIO\_PROCESS, mMyThreadId, ANDROID\_PRIORITY\_NORMAL);**

**}**

**} else {**

**if (curPrio >= ANDROID\_PRIORITY\_BACKGROUND) {**

**// We want to use the inherited priority from the caller.**

**// Ensure this thread is in the background scheduling class,**

**// since the driver won't modify scheduling classes for us.**

**// The scheduling group is reset to default by the caller**

**// once this method returns after the transaction is complete.**

**set\_sched\_policy(mMyThreadId, SP\_BACKGROUND);**

**}**

**}**

**//ALOGI(">>>> TRANSACT from pid %d uid %d\n", mCallingPid, mCallingUid);**

**Parcel reply;**

**status\_t error;**

**......**

**if (tr.target.ptr) {**

**//看到了BBinder，想起图6-3了吗？BnServiceXXX从BBinder派生，**

**//这里的b实际上就是实现BnServiceXXX的那个对象，关于它的作用，我们要在6.5节中讲解。**

**sp<BBinder> b((BBinder\*)tr.cookie);**

**error = b->transact(tr.code, buffer, &reply, tr.flags);**

**} else {**

**//the\_context\_object是IPCThreadState.cpp中定义的一个全局变量，**

**//可通过setTheContextObject函数设置**

**error = the\_context\_object->transact(tr.code, buffer, &reply, tr.flags);**

**}**

**if ((tr.flags & TF\_ONE\_WAY) == 0) {**

**LOG\_ONEWAY("Sending reply to %d!", mCallingPid);**

**if (error < NO\_ERROR) reply.setError(error);**

**sendReply(reply, 0);**

**} else {**

**LOG\_ONEWAY("NOT sending reply to %d!", mCallingPid);**

**}**

**mCallingPid = origPid;**

**mCallingUid = origUid;**

**mStrictModePolicy = origStrictModePolicy;**

**mLastTransactionBinderFlags = origTransactionBinderFlags;**

**......**

**}**

**break;**

**case BR\_DEAD\_BINDER:**

**{**

**/\***

**收到binder驱动发来的service死掉的消息，看来只有Bp端能收到了，**

**后面，我们将会对此进行分析。**

**\*/**

**BpBinder \*proxy = (BpBinder\*)mIn.readPointer();**

**proxy->sendObituary();**

**mOut.writeInt32(BC\_DEAD\_BINDER\_DONE);**

**mOut.writePointer((uintptr\_t)proxy);**

**} break;**

**case BR\_CLEAR\_DEATH\_NOTIFICATION\_DONE:**

**{**

**BpBinder \*proxy = (BpBinder\*)mIn.readPointer();**

**proxy->getWeakRefs()->decWeak(proxy);**

**} break;**

**case BR\_FINISHED:**

**result = TIMED\_OUT;**

**break;**

**case BR\_NOOP:**

**break;**

**case BR\_SPAWN\_LOOPER:**

**//特别注意，这里将收到来自驱动的指示以创建一个新线程，用于和Binder通信。**

**mProcess->spawnPooledThread(false);**

**break;**

**default:**

**result = UNKNOWN\_ERROR;**

**break;**

**}**

**if (result != NO\_ERROR) {**

**mLastError = result;**

**}**

**return result;**

**}**

（3）打破砂锅问到底

你一定想知道如何和**Binder**设备交互的吧？是通过**write**和**read**函数来发送和接收请求的吗？来看**talkwithDriver**函数，如下所示：

**status\_t IPCThreadState::talkWithDriver(bool doReceive)**

**{**

**if (mProcess->mDriverFD <= 0) {**

**return -EBADF;**

**}**

**binder\_write\_read bwr;**

**// Is the read buffer empty?**

**const bool needRead = mIn.dataPosition() >= mIn.dataSize();**

**// We don't want to write anything if we are still reading**

**// from data left in the input buffer and the caller**

**// has requested to read the next data.**

**const size\_t outAvail = (!doReceive || needRead) ? mOut.dataSize() : 0;**

**bwr.write\_size = outAvail;**

**bwr.write\_buffer = (uintptr\_t)mOut.data();**

**// This is what we'll read.**

**if (doReceive && needRead) {**

**//接收数据缓冲区信息的填充。如果以后收到数据，就直接填在mIn中了。**

**bwr.read\_size = mIn.dataCapacity();**

**bwr.read\_buffer = (uintptr\_t)mIn.data();**

**} else {**

**bwr.read\_size = 0;**

**bwr.read\_buffer = 0;**

**}**

**......**

**// Return immediately if there is nothing to do.**

**if ((bwr.write\_size == 0) && (bwr.read\_size == 0)) return NO\_ERROR;**

**bwr.write\_consumed = 0;**

**bwr.read\_consumed = 0;**

**status\_t err;**

**do {**

**......**

**#if defined(HAVE\_ANDROID\_OS)**

**if (ioctl(mProcess->mDriverFD, BINDER\_WRITE\_READ, &bwr) >= 0)**

**err = NO\_ERROR;**

**else {**

**err = -errno;**

**}**

**#else**

**err = INVALID\_OPERATION;**

**#endif**

**if (mProcess->mDriverFD <= 0) {**

**err = -EBADF;**

**}**

**......**

**} while (err == -EINTR);**

**......**

**if (err >= NO\_ERROR) {**

**if (bwr.write\_consumed > 0) {**

**if (bwr.write\_consumed < mOut.dataSize())**

**mOut.remove(0, bwr.write\_consumed);**

**else**

**mOut.setDataSize(0);**

**}**

**if (bwr.read\_consumed > 0) {**

**mIn.setDataSize(bwr.read\_consumed);**

**mIn.setDataPosition(0);**

**}**

**......**

**return NO\_ERROR;**

**}**

**return err;**

**}**

较为深入地分析了**MediaPlayerService**的注册过程后，下面还剩最后两个函数了，就让我们向它们发起进攻吧！

6.2.5 秋风扫落叶

重要的内容都已讲过了，现在就剩下最后两个函数**startThreadPool()**和**joinThreadPool**没有分析了。它们就太简单了不是？

1. 创造劳动力——**startThreadPool()**

**startThreadPool()的实现，如下面的代码所示：**

**[-->ProcessState.cpp]//太简单，没什么好说的**

**void ProcessState::startThreadPool()**

**{**

**AutoMutex \_l(mLock);**

**//如果要是已经startThreadPool的话，这个函数就没有什么实质作用了**

**if (!mThreadPoolStarted) {**

**mThreadPoolStarted = true;**

**spawnPooledThread(true); //注意，传进去的参数是true**

**}**

**}**

**[-->ProcessState.cpp]**

**void ProcessState::spawnPooledThread(bool isMain)**

**{**

**//注意，isMain参数是true。**

**if (mThreadPoolStarted) {**

**String8 name = makeBinderThreadName();**

**ALOGV("Spawning new pooled thread, name=%s\n", name.string());**

**sp<Thread> t = new PoolThread(isMain);**

**t->run(name.string());**

**}**

**}**

**PoolThread是在IPCThreadState中定义的一个Thread子类，它的实现，如下所示：**

**[-->IPCThreadState.h::PoolThread类]**

**class PoolThread : public Thread**

**{**

**public:**

**PoolThread(bool isMain)**

**: mIsMain(isMain)**

**{**

**}**

**protected:**

**virtual bool threadLoop()**

**{**

**//线程函数如此简单，不过是在这个新线程中又创建了一个IPCThreadState。**

**// 你还记得它是每个伙计都有一个的吗？**

**IPCThreadState::self()->joinThreadPool(mIsMain);**

**return false;**

**}**

**const bool mIsMain;**

**};**

2. 万众归一——**joinThreadPool**

还需要看看**IPCThreadState**的**joinThreadPool**的实现，因为新创建的线程也会调用这个函数，具体代码如下所示：

**[-->IPCThreadState.cpp]**

**void IPCThreadState::joinThreadPool(bool isMain)**

**{**

**//注意，如果isMain为true，我们需要循环处理。把请求信息写到mOut中，待会儿一起发出去**

**mOut.writeInt32(isMain ? BC\_ENTER\_LOOPER : BC\_REGISTER\_LOOPER);**

**// This thread may have been spawned by a thread that was in the background**

**// scheduling group, so first we will make sure it is in the foreground**

**// one to avoid performing an initial transaction in the background.**

**set\_sched\_policy(mMyThreadId, SP\_FOREGROUND);**

**status\_t result;**

**do {**

**processPendingDerefs();**

**// now get the next command to be processed, waiting if necessary**

**result = getAndExecuteCommand();**

**if (result < NO\_ERROR && result != TIMED\_OUT && result != -ECONNREFUSED && result != -EBADF)**

**{**

**ALOGE("getAndExecuteCommand(fd=%d) returned unexpected error %d, aborting",**

**mProcess->mDriverFD, result);**

**abort();**

**}**

**// Let this thread exit the thread pool if it is no longer**

**// needed and it is not the main process thread.**

**if(result == TIMED\_OUT && !isMain) {**

**break;**

**}**

**} while (result != -ECONNREFUSED && result != -EBADF);**

**mOut.writeInt32(BC\_EXIT\_LOOPER);**

**talkWithDriver(false);**

**}**

原来，我们的两个伙计在**talkWithDriver**，它们希望能从**Binder**设备那里找到点可做的事情。

3. 有几个线程在服务

到底有多少个线程在为**Service**服务呢？目前看来是两个：

· **startThreadPool**中新启动的线程通过**joinThreadPool**读取**Binder**设备，查看是否有请求。

· 主线程也调用**joinThreadPool**读取**Binder**设备，查看是否有请求。看来，**binder**设备是支持多线程操作的，其中一定是做了同步方面的工作。

**mediaserver**这个进程一共注册了4个服务，繁忙的时候，两个线程会不会显得有点少呢？另外，如果实现的服务负担不是很重，完全可以不调用**startThreadPool**创建新的线程，使用主线程即可胜任。

6.2.6 你彻底明白了吗？

我们以**MediaServer**为例，分析了**Binder**的机制，这里还是有必要再次强调一下**Binder**通信和基于**Binder**通信的业务之间的关系。

· **Binder**是通信机制。

· 业务可以基于**Binder**通信，当然也可以使用别的**IPC**方式通信。

**Binder**之所以复杂，重要原因之一在于**Android**通过层层封装，巧妙地把通信和业务融合在了一起。如果透彻地理解了这一点，**Binder**对我们来说就较为简单了。它们之间的交互关系可通过图6-4来表示：
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6.3 服务总管**ServiceManager**

6.3.1 **ServiceManager**的原理

前面说过，**defaultServiceManager**返回的是一个**BpServiceManager**，通过它可以把命令请求发送给**handle**值为**0**的目的端。按照图6-3所示的**IServiceManager**“家谱”，无论如何也应该有一个类从**BnServiceManager**派生出来并处理这些来自远方的请求吧？

很可惜，源码中竟然没有这样的一个类存在！但确实又有这么一个程序完成了**BnServiceManager**未尽的工作，这个程序就是**servicemanager**，它的代码在**service\_manager.c**中，如下所示：

注意：通过这件事情是否能感悟到什么？嗯，我们确实可以抛开前面所有的那些封装，直接与**Binder**设备打交道。

下面来看**ServiceManager**是怎么放弃华丽的封装去做**Manager**的。

1. **ServiceManager**的入口函数

**ServiceManager**的入口函数如下所示。

**[-->frameworks/native/cmds/servicemanager/service\_manager.c]**

**int main(int argc, char \*\*argv)**

**{**

**struct binder\_state \*bs;**

**//①应该是打开binder设备吧？**

**bs = binder\_open(128\*1024);**

**if (!bs) {**

**ALOGE("failed to open binder driver\n");**

**return -1;**

**}**

**//②成为manager，是不是把自己的handle置为0？**

**if (binder\_become\_context\_manager(bs)) {**

**ALOGE("cannot become context manager (%s)\n", strerror(errno));**

**return -1;**

**}**

**selinux\_enabled = is\_selinux\_enabled();**

**sehandle = selinux\_android\_service\_context\_handle();**

**if (selinux\_enabled > 0) {**

**if (sehandle == NULL) {**

**ALOGE("SELinux: Failed to acquire sehandle. Aborting.\n");**

**abort();**

**}**

**if (getcon(&service\_manager\_context) != 0) {**

**ALOGE("SELinux: Failed to acquire service\_manager context. Aborting.\n");**

**abort();**

**}**

**}**

**union selinux\_callback cb;**

**cb.func\_audit = audit\_callback;**

**selinux\_set\_callback(SELINUX\_CB\_AUDIT, cb);**

**cb.func\_log = selinux\_log\_callback;**

**selinux\_set\_callback(SELINUX\_CB\_LOG, cb);**

**svcmgr\_handle = BINDER\_SERVICE\_MANAGER;**

**//③处理客户端发过来的请求。**

**binder\_loop(bs, svcmgr\_handler);**

**return 0;**

**}**

这里，一共有三个重要关键点。必须对其逐一地进行分析。

注意：有一些函数是在**Binder.c**中实现的，此**Binder.c**不是前面碰到的那个**Binder.cpp**。

2. 打开**Binder**设备

**binder\_open**函数用于打开**Binder**设备，它的实现如下所示：

**[-->Binder.c]**

**/\***

**这里的binder\_open应该与我们之前在ProcessState中看到的一样：**

**1）打开Binder设备**

**2）内存映射**

**\*/**

**struct binder\_state \*binder\_open(size\_t mapsize)**

**{**

**struct binder\_state \*bs;**

**struct binder\_version vers;**

**bs = malloc(sizeof(\*bs));**

**if (!bs) {**

**errno = ENOMEM;**

**return NULL;**

**}**

**bs->fd = open("/dev/binder", O\_RDWR);**

**if (bs->fd < 0) {**

**fprintf(stderr,"binder: cannot open device (%s)\n",**

**strerror(errno));**

**goto fail\_open;**

**}**

**if ((ioctl(bs->fd, BINDER\_VERSION, &vers) == -1) ||**

**(vers.protocol\_version != BINDER\_CURRENT\_PROTOCOL\_VERSION)) {**

**fprintf(stderr, "binder: driver version differs from user space\n");**

**goto fail\_open;**

**}**

**bs->mapsize = mapsize;**

**bs->mapped = mmap(NULL, mapsize, PROT\_READ, MAP\_PRIVATE, bs->fd, 0);**

**if (bs->mapped == MAP\_FAILED) {**

**fprintf(stderr,"binder: cannot map device (%s)\n",**

**strerror(errno));**

**goto fail\_map;**

**}**

**return bs;**

**fail\_map:**

**close(bs->fd);**

**fail\_open:**

**free(bs);**

**return NULL;**

**}**

果然如此，有了之前所学习掌握的知识，这里真的就不难理解了。

3. 成为老大

怎么才成为系统中独一无二的**manager**了呢？**manger**的实现，如下面的代码所示：

**[-->Binder.c]**

**int binder\_become\_context\_manager(struct binder\_state \*bs)**

**{**

**//实现太简单了！这个0是否就是设置自己的handle呢？**

**return ioctl(bs->fd, BINDER\_SET\_CONTEXT\_MGR, 0);**

**}**

4. 死磕**Binder**

**binder\_loop**是一个很尽责的函数。为什么这么说呢？因为它老是围绕着**”/dev/binder”**设备转悠，实现代码如下所示：

**[-->Binder.c]**

**//注意binder\_handler参数，它是一个函数指针，binder\_loop读取请求后将解析**

**//这些请求，最后调用binder\_handler完成最终的处理。**

**void binder\_loop(struct binder\_state \*bs, binder\_handler func)**

**{**

**int res;**

**struct binder\_write\_read bwr;**

**uint32\_t readbuf[32];**

**bwr.write\_size = 0;**

**bwr.write\_consumed = 0;**

**bwr.write\_buffer = 0;**

**readbuf[0] = BC\_ENTER\_LOOPER;**

**binder\_write(bs, readbuf, sizeof(uint32\_t));**

**for (;;) {**

**bwr.read\_size = sizeof(readbuf);**

**bwr.read\_consumed = 0;**

**bwr.read\_buffer = (uintptr\_t) readbuf;**

**res = ioctl(bs->fd, BINDER\_WRITE\_READ, &bwr);**

**if (res < 0) {**

**ALOGE("binder\_loop: ioctl failed (%s)\n", strerror(errno));**

**break;**

**}**

**//接收到请求，交给binder\_parse，最终会调用func来处理这些请求。**

**res = binder\_parse(bs, 0, (uintptr\_t) readbuf, bwr.read\_consumed, func);**

**if (res == 0) {**

**ALOGE("binder\_loop: unexpected reply?!\n");**

**break;**

**}**

**if (res < 0) {**

**ALOGE("binder\_loop: io error %d %s\n", res, strerror(errno));**

**break;**

**}**

**}**

**}**

5. 集中处理

往**binder\_loop**中传的那个函数指针是**svcmgr\_handler**，它的代码如下所示：

**[-->Service\_manager.c]**

**int svcmgr\_handler(struct binder\_state \*bs,**

**struct binder\_transaction\_data \*txn,**

**struct binder\_io \*msg,**

**struct binder\_io \*reply)**

**{**

**struct svcinfo \*si;**

**uint16\_t \*s;**

**size\_t len;**

**uint32\_t handle;**

**uint32\_t strict\_policy;**

**int allow\_isolated;**

**if (txn->target.handle != svcmgr\_handle)**

**return -1;**

**if (txn->code == PING\_TRANSACTION)**

**return 0;**

**// Equivalent to Parcel::enforceInterface(), reading the RPC**

**// header with the strict mode policy mask and the interface name.**

**// Note that we ignore the strict\_policy and don't propagate it**

**// further (since we do no outbound RPCs anyway).**

**strict\_policy = bio\_get\_uint32(msg);**

**s = bio\_get\_string16(msg, &len);**

**if (s == NULL) {**

**return -1;**

**}**

**if ((len != (sizeof(svcmgr\_id) / 2)) ||**

**memcmp(svcmgr\_id, s, sizeof(svcmgr\_id))) {**

**fprintf(stderr,"invalid id %s\n", str8(s, len));**

**return -1;**

**}**

**if (sehandle && selinux\_status\_updated() > 0) {**

**struct selabel\_handle \*tmp\_sehandle = selinux\_android\_service\_context\_handle();**

**if (tmp\_sehandle) {**

**selabel\_close(sehandle);**

**sehandle = tmp\_sehandle;**

**}**

**}**

**switch(txn->code) {**

**case SVC\_MGR\_GET\_SERVICE: //得到某个service的信息，service用字符串表示。**

**case SVC\_MGR\_CHECK\_SERVICE:**

**s = bio\_get\_string16(msg, &len); //s是字符串表示的service名称。**

**if (s == NULL) {**

**return -1;**

**}**

**handle = do\_find\_service(bs, s, len, txn->sender\_euid, txn->sender\_pid);**

**if (!handle)**

**break;**

**bio\_put\_ref(reply, handle);**

**return 0;**

**case SVC\_MGR\_ADD\_SERVICE: //对应addService请求**

**s = bio\_get\_string16(msg, &len);**

**if (s == NULL) {**

**return -1;**

**}**

**handle = bio\_get\_ref(msg);**

**allow\_isolated = bio\_get\_uint32(msg) ? 1 : 0;**

**if (do\_add\_service(bs, s, len, handle, txn->sender\_euid,**

**allow\_isolated, txn->sender\_pid))**

**return -1;**

**break;**

**case SVC\_MGR\_LIST\_SERVICES: { //得到当前系统已经注册的所有service的名字。**

**uint32\_t n = bio\_get\_uint32(msg);**

**if (!svc\_can\_list(txn->sender\_pid)) {**

**ALOGE("list\_service() uid=%d - PERMISSION DENIED\n",**

**txn->sender\_euid);**

**return -1;**

**}**

**si = svclist;**

**while ((n-- > 0) && si)**

**si = si->next;**

**if (si) {**

**bio\_put\_string16(reply, si->name);**

**return 0;**

**}**

**return -1;**

**}**

**default:**

**ALOGE("unknown code %d\n", txn->code);**

**return -1;**

**}**

**bio\_put\_uint32(reply, 0);**

**return 0;**

**}**

6.3.2 服务的注册

上面提到的switch/case语句，将实现IServiceManager中定义的各个业务函数，我们重点看do\_add\_service这个函数，它最终完成了对addService请求的处理实现，代码如下所示：

**[-->Service\_manager.c]**

**int do\_add\_service(struct binder\_state \*bs,**

**const uint16\_t \*s, size\_t len,**

**uint32\_t handle, uid\_t uid, int allow\_isolated,**

**pid\_t spid)**

**{**

**struct svcinfo \*si;**

**if (!handle || (len == 0) || (len > 127))**

**return -1;**

**//1. 不是什么都可以注册的，svc\_can\_register见下**

**if (!svc\_can\_register(s, len, spid)) {**

**ALOGE("add\_service('%s',%x) uid=%d - PERMISSION DENIED\n",**

**str8(s, len), handle, uid);**

**return -1;**

**}**

**si = find\_svc(s, len);**

**if (si) {**

**if (si->handle) {**

**ALOGE("add\_service('%s',%x) uid=%d - ALREADY REGISTERED, OVERRIDE\n",**

**str8(s, len), handle, uid);**

**svcinfo\_death(bs, si);**

**}**

**si->handle = handle;**

**} else {**

**si = malloc(sizeof(\*si) + (len + 1) \* sizeof(uint16\_t));**

**if (!si) {**

**ALOGE("add\_service('%s',%x) uid=%d - OUT OF MEMORY\n",**

**str8(s, len), handle, uid);**

**return -1;**

**}**

**si->handle = handle;**

**si->len = len;**

**memcpy(si->name, s, (len + 1) \* sizeof(uint16\_t));**

**si->name[len] = '\0';**

**si->death.func = (void\*) svcinfo\_death; //service退出的通知函数**

**si->death.ptr = si;**

**si->allow\_isolated = allow\_isolated;**

**//这个svclist是一个list，保存了当前注册到ServiceManager中的信息**

**si->next = svclist;**

**svclist = si;**

**}**

**binder\_acquire(bs, handle);**

**// 我们希望当服务进程退出后，ServiceManager能有机会做一些清理工作，例如释放前面malloc出来的si。**

**// binder\_link\_to\_death完成这项工作，每当有服务进程退出时，ServiceManager都会得到来自**

**// Binder设备的通知。**

**binder\_link\_to\_death(bs, handle, &si->death);**

**return 0;**

**}**

至此，服务注册分析完毕。可以知道，**ServiceManager**不过就是保存了一些服务的信息。那么，这样做又有什么意义呢？

6.3.3 **ServiceManager**存在的意义

为何需要一个**ServiceManager**，其重要作用何在？

· **ServiceManger**能集中管理系统内的所有服务，它能施加权限控制，并不是任何进程都能注册服务。

· **ServiceManager**支持通过字符串名称来查找对应的**Service**。这个功能很像**DNS**。

· 由于各种原因，**Server**进程可能生死无常。如果让每个**Client**都去检测，压力实在太大。现在有了统一的管理机构，**Client**只需要查询**ServiceManager**，就能把握动向，得到最新信息。这可能正是**ServiceManager**存在的最大意义吧。

6.4 **MediaPlayerService**和它的**Client**

前面，一直在讨论**ServiceManager**和它的**Client**，现在我们以**MediaPlayerService**的**Client**换换口味吧。由于**ServiceManager**不是从**BnServiceManager**中派生的，所以之前没有讲述请求数据是如何从通讯层传递到业务层来处理的过程。本节，我们以**MediaPlayerService**和它的**Client**做为分析对象，试解决这些遗留问题。

6.4.1 查询**ServiceManager**

前文曾分析过**ServiceManager**的作用，一个**Client**想要得到某个**Service**的信息，就必须先和**ServiceManager**打交道，通过调用**getService**函数来获取对应**Service**的信息。请看来源于**IMediaDeathNotifier.cpp**中的例子**getMediaPlayerService()**，它的代码如下所示：

**[-->IMediaDeathNotifier.cpp]**

**// 这个函数通过与ServiceManager通信，获得一个能够与MediaPlayerService通信的BpBinder，**

**// 然后再通过障眼法interface\_cast，转换成一个BpMediaPlayerService。**

**const sp<IMediaPlayerService>&**

**IMediaDeathNotifier::getMediaPlayerService()**

**{**

**Mutex::Autolock \_l(sServiceLock);**

**if (sMediaPlayerService == 0) {**

**sp<IServiceManager> sm = defaultServiceManager();**

**sp<IBinder> binder;**

**do {**

**//向ServiceManager查询对应服务的信息，返回BpBinder。**

**binder = sm->getService(String16("media.player"));**

**if (binder != 0) {**

**break;**

**}**

**//如果ServiceManager上还没有注册对应的服务，则需要等待，直到对应服务注册**

**//到ServiceManager中为止。**

**usleep(500000); // 0.5 s**

**} while (true);**

**if (sDeathNotifier == NULL) {**

**sDeathNotifier = new DeathNotifier();**

**}**

**binder->linkToDeath(sDeathNotifier);**

**//通过interface\_cast，将这个binder转化成BpMediaPlayerService，**

**//binder中的handle标识的一定是目的端MediaPlayerService。**

**//sp<IMediaPlayerService> IMediaDeathNotifier::sMediaPlayerService;**

**sMediaPlayerService = interface\_cast<IMediaPlayerService>(binder);**

**}**

**return sMediaPlayerService;**

**}**

有了**BpMediaPlayerService**，就能够使用任何**IMediaPlayerService**提供的业务逻辑函数了。例如它提供的**createMediaRecorder**和**createMetadataRetriever**等。

显而易见的是，调用的这些函数都将把请求数据打包发送给Binder驱动，由BpBinder中的handle值找到对应端的处理者来处理。这中间经历过如下的过程：

（1）通讯层接收到请求。

（2）递交给业务层处理。

想了解这中间的过程吗？下面就对此做详细分析。

6.4.2 子承父业

根据前面的分析可知，**MediaPlayerService**驻留在**MediaServer**进程中，这个进程有两个线程在**talkWithDriver**。假设其中有一个线程收到了请求，它最终会通过**executeCommand**调用来处理这个请求，实现代码如下所示：

**[-->IPCThreadState.cpp]**

**status\_t IPCThreadState::executeCommand(int32\_tcmd)**

**{**

**BBinder\*obj;**

**RefBase::weakref\_type\* refs;**

**status\_tresult = NO\_ERROR;**

**switch(cmd) {**

**case BR\_ERROR:**

**result = mIn.readInt32();**

**break;**

**......**

**case BR\_TRANSACTION:**

**{**

**binder\_transaction\_data tr;**

**result = mIn.read(&tr, sizeof(tr));**

**if (result != NO\_ERROR) break;**

**Parcel buffer;**

**Parcel reply;**

**if (tr.target.ptr) {**

**/\***

**看到BBinder，想起图6-3了吗？ BnServiceXXX从BBinder派生，**

**这里的b实际就是实现BnServiceXXX的那个对象，这样就直接定位到了业务层的对象。**

**\*/**

**sp<BBinder> b((BBinder\*)tr.cookie);**

**const status\_t error = b->transact(tr.code, buffer, &reply, 0);**

**if (error < NO\_ERROR) reply.setError(error);**

**} else {**

**/\***

**the\_context\_object是IPCThreadState.cpp中定义的一个全局变量。可通过**

**setTheContextObject函数设置。**

**\*/**

**const status\_t error =**

**the\_context\_object->transact(tr.code,buffer, &reply, 0);**

**if (error < NO\_ERROR) reply.setError(error);**

**}**

**break;**

**......**

**BBinder**和业务层有什么关系？还记得图6-3吗？我们以**MediaPlayerService**为例，来梳理一下其派生关系，如图6-5所示：
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图6-5 MediaPlayerService家谱

**BnMediaPlayerService**实现了**onTransact**函数，它将根据消息码调用对应的业务逻辑函数，这些业务逻辑函数由**MediaPlayerService**来实现。这一路的历程，如下面的代码所示：

**[-->Binder.cpp]**

**status\_t BBinder::transact(**

**uint32\_t code, const Parcel& data, Parcel\* reply, uint32\_t flags)**

**{**

**data.setDataPosition(0);**

**status\_t err = NO\_ERROR;**

**switch (code) {**

**case PING\_TRANSACTION:**

**reply->writeInt32(pingBinder());**

**break;**

**default:**

**//调用子类的onTransact，这是一个虚函数。**

**err = onTransact(code, data, reply, flags);**

**break;**

**}**

**if (reply != NULL) {**

**reply->setDataPosition(0);**

**}**

**return err;**

**}**

**status\_t BnMediaPlayerService::onTransact(**

**uint32\_t code, const Parcel& data, Parcel\* reply, uint32\_t flags)**

**{**

**switch (code) {**

**......**

**case CREATE\_MEDIA\_RECORDER: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**//子类要实现createMediaRecorder函数**

**sp<IMediaRecorder> recorder = createMediaRecorder();**

**reply->writeStrongBinder(recorder->asBinder());**

**return NO\_ERROR;**

**} break;**

**case CREATE\_METADATA\_RETRIEVER: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**//子类要实现createMetadataRetriever函数**

**sp<IMediaMetadataRetriever> retriever = createMetadataRetriever();**

**reply->writeStrongBinder(retriever->asBinder());**

**return NO\_ERROR;**

**} break;**

**case GET\_OMX: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**sp<IOMX> omx = getOMX();**

**reply->writeStrongBinder(omx->asBinder());**

**return NO\_ERROR;**

**} break;**

**case MAKE\_CRYPTO: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**sp<ICrypto> crypto = makeCrypto();**

**reply->writeStrongBinder(crypto->asBinder());**

**return NO\_ERROR;**

**} break;**

**case MAKE\_DRM: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**sp<IDrm> drm = makeDrm();**

**reply->writeStrongBinder(drm->asBinder());**

**return NO\_ERROR;**

**} break;**

**case MAKE\_HDCP: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**bool createEncryptionModule = data.readInt32();**

**sp<IHDCP> hdcp = makeHDCP(createEncryptionModule);**

**reply->writeStrongBinder(hdcp->asBinder());**

**return NO\_ERROR;**

**} break;**

**case ADD\_BATTERY\_DATA: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**uint32\_t params = data.readInt32();**

**addBatteryData(params);**

**return NO\_ERROR;**

**} break;**

**case PULL\_BATTERY\_DATA: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**pullBatteryData(reply);**

**return NO\_ERROR;**

**} break;**

**case LISTEN\_FOR\_REMOTE\_DISPLAY: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**sp<IRemoteDisplayClient> client(**

**interface\_cast<IRemoteDisplayClient>(data.readStrongBinder()));**

**String8 iface(data.readString8());**

**sp<IRemoteDisplay> display(listenForRemoteDisplay(client, iface));**

**reply->writeStrongBinder(display->asBinder());**

**return NO\_ERROR;**

**} break;**

**case GET\_CODEC\_LIST: {**

**CHECK\_INTERFACE(IMediaPlayerService, data, reply);**

**sp<IMediaCodecList> mcl = getCodecList();**

**reply->writeStrongBinder(mcl->asBinder());**

**return NO\_ERROR;**

**} break;**

**default:**

**return BBinder::onTransact(code, data, reply, flags);**

**}**

**}**

通过上面的分析，我们是否能更清晰地理解了图6-3、图6-4和图6-5所表达的意义了呢？

6.5 拓展思考

这一节，让我们进一步讨论和思考几个与**Binder**有关的问题。这几个问题和**Binder**的实现有关系。先简单介绍一下**Binder**驱动相关的内容：

· **Binder**的驱动代码在kernel-3.10/drivers/android/binder.c中，另外该目录下还有一个**binder.h**头文件。**Binder**是一个虚拟设备，所以它的代码相比而言还算简单，读者只要有基本的Linux驱动开发方面的知识就能读懂它。

· /proc/binder目录下的内容可用来查看Binder设备的运行状况。

6.5.1 **Binder**和线程的关系

以**MediaServer**为例，现在程序运行正常。此时**MediaServer**：

（1）通过**startThreadPool**启动了一个线程，这个线程在**talkWithDriver**。

（2）主线程通过**joinThreadPool**，也在**talkWithDriver**。

至此我们已知道，有两个线程在和**Binder**设备打交道。这时在业务逻辑上需要与**ServiceManager**交互，比如要调用**listServices**打印所有服务的名字，假设这是**MediaServer**中的第三个线程。按照之前的分析，它最终会调用**IPCThreadState**的**transact**函数，这个函数会**talkWithDriver**并把请求发到**ServiceManager**进程，然后等待来自**Binder**设备的回复。那么现在一共有三个线程（不论是在等待来自其他**Client**的请求，还是在等待**listService**的回复）都在**talkWithDriver**。

**ServiceManager**处理完了**listServices**，把回复结果写回**Binder**驱动，那么，**MediaServer**中哪个线程会收到回复呢？此问题如图6-6表示：
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图6-6 本问题的示意图

显而易见，当然是调用**listServices**的那个线程会得到结果。为什么？因为如果不这么做，则会导致下面情况的发生：

· 如果是没有调用**listServices**的线程1或者线程2得到回复，那么它们应该唤醒调用**listServices**的线程3。因为这时已经有了结果，线程3应该从**listServices**函数调用中返回。

· 这其中的线程等待、唤醒、切换会浪费不少宝贵的时间片，而且代码逻辑会极其复杂。

看来，**Binder**设备把发起请求的线程牢牢地拴住了，必须收到回复才能放它离开。这种一一对应的方式极大简化了代码层的处理逻辑。

说明：想想**socket**编程吧，同一时刻不能有多个线程操作**socket**的读/写，否则数据会乱套。

另外，我们再分析**executeCommand**的时候，特别提到**BR\_SPAWN\_LOOPER**这个**case**的处理，它用于建立新的线程来和**Binder**通信。什么会收到这个消息呢？请读者研究**binder**的驱动。如果有新发现，请告诉我，大家再一起学习。

6.5.2 有人情味的讣告

在socket编程中，当一个socket 关闭后，我们无比希望另一端的select/poll/epoll/WaitForXXX有相应返回，以示通知。

说明：在广域网中，我们常常会因为收不到或者延时收到socket的close消息而烦恼。

在Binder系统中，要是明确表示对BnXXX的生死非常关心，那么在它离世后你会收到一份讣告。你可以嚎啕大哭，或者什么也不做。

关于这个问题，请直接看源码中的例子吧。

1. 表达你的关心

要想收到讣告，必须先要表达你的关心：做下面两件事：

· 从IBinder::DeathRecipient派生一个类，并实现其中的通知函数binderDied。这个函数一旦被调用，就相当于你收到了讣告。

· 把这个类注册到系统，告诉你关心哪一个BnXXX的生死。

看示例代码，它在mediametadataretriever.cpp中，如下所示：

[-->frameworks/av/media/libmedia/mediametadataretriever.cpp]

const sp<IMediaPlayerService>& MediaMetadataRetriever::getService()

{

Mutex::Autolock lock(sServiceLock);

if (sService == 0) {

sp<IServiceManager> sm = defaultServiceManager();

sp<IBinder> binder;

do {

binder = sm->getService(String16("media.player"));

if (binder != 0) {

break;

}

ALOGW("MediaPlayerService not published, waiting...");

usleep(500000); // 0.5 s

} while (true);

if (sDeathNotifier == NULL) {

sDeathNotifier = new DeathNotifier();

}

//调用下面这个函数，告诉系统我们对这个binder的生死有兴趣

//这个binder是一个BpBinder，它关心的是对端BBinder，也即是BnXXX的父类。

binder->linkToDeath(sDeathNotifier);

sService = interface\_cast<IMediaPlayerService>(binder);

}

ALOGE\_IF(sService == 0, "no MediaPlayerService!?");

return sService;

}

2. 讣告是怎么收到的？

那么，这份讣告是怎么收到的呢？答案也在executeCommand中，代码如下所示：

[-->IPCThreadState.cpp]

status\_t IPCThreadState::executeCommand(int32\_t cmd)

{

BBinder\*obj;

RefBase::weakref\_type\* refs;

status\_t result = NO\_ERROR;

switch(cmd) {

case BR\_ERROR:

result = mIn.readInt32();

break;

......

case BR\_DEAD\_BINDER:

{

//Binder驱动会通知死亡消息。下面的proxy对应着已经死亡的远端BBinder。

BpBinder \*proxy =(BpBinder\*)mIn.readInt32();

//发送讣告，Obituary是讣告的意思。最终会传递到你的DeathNotifier中。

proxy->sendObituary();

mOut.writeInt32(BC\_DEAD\_BINDER\_DONE);

mOut.writeInt32((int32\_t)proxy);

}

break;

default:

result = UNKNOWN\_ERROR;

break;

}

3. 你死了，我怎么办？

收到讣告后该怎么办呢？有一些代码看起来非常薄情寡义，如下所示：

[-->frameworks/av/media/libmedia/mediametadataretriever.cpp]

void MediaMetadataRetriever::DeathNotifier::binderDied(const wp<IBinder>& who \_\_unused) {

Mutex::Autolock lock(MediaMetadataRetriever::sServiceLock);

//把自己保存的BpMediaPlayerService对象干掉！

MediaMetadataRetriever::sService.clear();

ALOGW("MediaMetadataRetriever server died!"); //打印一下LOG，这样就完事大吉了

}

4. 承受不住的诺言

我答应收到讣告后给你送终，可是如果我要是死在你前面或者中途我不想接收讣告，又该怎么办呢？先来看下面的代码：

MediaMetadataRetriever::DeathNotifier::~DeathNotifier()

{

Mutex::Autolock lock(sServiceLock);

// DeathNotifier对象不想活了，但是BnMediaPlayerService还活着，

// 或者DeathNotifier中途变卦。怎么办？

//unlinkToDeath调用可以取消对BnMediaPlayerService的关心。

if (sService != 0) {

sService->asBinder()->unlinkToDeath(this);

}

}

Binder的这个讣告是不是很有人情味呢？想知道它是怎么做到的吗？还是先去看看驱动的实现吧。

6.5.3 匿名Service

匿名Service就是没有注册的Service，这句话是什么意思？

· 没有注册意味着这个Service没有在ServiceManager上注册。

· 它是一个Service又表示它确实是一个基于Binder通讯的C/S结构。

再看下面的代码，或许就会明白是什么意思了。

[-->IMediaPlayerService.cpp]

status\_t BnMediaPlayerService::onTransact(uint32\_tcode, const Parcel& data,

Parcel\* reply, uint32\_t flags)

{

switch(code) {

case CREATE\_URL: {

CHECK\_INTERFACE(IMediaPlayerService, data, reply);

...

//player是一个IMediaPlayer类型的对象

sp<IMediaPlayer> player =create(

pid, client, url, numHeaders > 0 ? &headers : NULL);

//下面这句话也很重要

reply->writeStrongBinder(player->asBinder());

return NO\_ERROR;

}break;

当MediaPlayerClient调用create函数时，MediaPlayerService会返回一个IMediaPlayer对象，此后，MediaPlayerClient即可直接使用这个IMediaPlayer来进行跨进程的函数调用了。

请看，这里确实也存在C/S的两端：

· BpMediaPlayer，由MediaPlayerClient使用，它用来调用IMediaPlayer提供的业务服务

· BnMediaPlayer，由MediaPlayerService使用，用来处理来自Client端的业务请求。

上面明显是一个C/S结构，但在ServiceManager中，肯定没有IMediaPlayer的信息，那么BpMediaPlayer是如何得到BnMediaPlayer的handle值的呢？

注意：handle事关通信的目的端，因此它非常重要。

答案可能就在下面这句话中：

reply->writeStrongBinder(player->asBinder());//将Binder类型作为一种特殊数据类型处理

当这个reply写到Binder驱动中时，驱动可能会特殊处理这种IBinder类型的数据，例如为这个BBinder建立一个独一无二的handle，这其实相当于在Binder驱动中注册了一项服务。

通过这种方式，MediaServer输出了大量的Service，例如IMediaPlayer和IMediaRecorder等。

说明：关于这个问题，也可以查看驱动的实现来验证这一想法。

6.6 学以致用

全书可能惟有Binder系统有如此大的魅力，让我们用单独一节来介绍如何使用它。

6.6.1 纯Native的Service

纯Native的Service表示我们的代码都在Native层。Native层有很多service，前面的MediaServer不就是一个重量级的吗？

假设service叫Test，我们该如何实现呢？完全可以模仿MS！具体实现过程，如代码所示：

[-->Test.cpp::范例]

int main()

{

sp<ProcessState> proc(ProcessState::self());

sp<IServiceManager> sm =defaultServiceManager();

//记住注册你的服务，否则谁也找不着你！

sm->addService(“service.name”,newTest());

//如果压力不大，可以不用单独搞一个线程。

ProcessState::self()->startThreadPool();

//这个是必需的，否则主线程退出了，你也完了。

IPCThreadState::self()->joinThreadPool();

}

Test是怎么定义的呢？我们是跨进程的C/S，所以本地需要一个BnTest，对端需要提供一个代理BpTest。为了不暴露Bp的身份，Bp的定义和实现都放在BnTest.cpp中好了。

注意：你虽可以暴露Bp的身份（输出它的头文件），但也没有必要，因为客户端用的是基类ITest指针。

1. 我能干什么

ITest接口表明它所提供的服务，例如getTest和setTest等，这个与业务逻辑相关，代码如下所示：

说明：getTest也可以返回一个ITestService类型的Service！

[-->ITest.h::声明ITest]

//需要从IInterface派生

class ITest: public IInterface

{

public:

//神奇的宏 DECLARE\_META\_INTERFACE

DECLARE\_META\_INTERFACE(Test);

virtualvoid getTest() = 0;

virtual voidsetTest() = 0;

}//ITest是一个接口类。

2. 定义BnTest和BpTest

为了把ITest融入到Binder系统，需要定义BnTest和对客户端透明的BpTest。BnTest定义既可以与上面的Test定义放在一块，也可以分开，如下所示：

[-->ITest.h::声明BnTest]

class BnTest: public BnInterface<ITest>

{

public:

//由于ITest是个纯虚类，而BnTest只实现了onTransact函数，所以BnTest依然是一个纯虚类

virtual status\_t onTransact(uint32\_t code,

const Parcel& data,

Parcel \*reply,

uint32\_t flags = 0);

};

另外，我们还要使用IMPLEMNT宏。参考BnMediaPlayerService的方法，把BnTest和BpTest的实现都放在ITest.cpp中，如下所示：

[-->ITest.cpp::BnTest的实现]

IMPLEMENT\_META\_INTERFACE(Test, "android.Test.ITest");//IMPLEMENT宏

status\_t BnTest::onTransact(uint32\_t code, const Parcel& data, Parcel\* reply, uint32\_t flags)

{

switch(code) {

case GET\_Test:{

CHECK\_INTERFACE(ITest, data, reply);

getTest();//子承父业，由Test完成。

return NO\_ERROR;

}break; //SET\_XXX类似

BpTest也在这里实现吧，如下所示：

[-->ITest.cpp::BpTest的实现]

class BpTest: public BpInterface<ITest>

{

public:

BpXXX(const sp<IBinder>& impl):BpInterface< ITest >(impl)

{

}

vitural getTest()

{

Parcel data, reply;

data.writeInterfaceToken(ITest::getInterfaceDescriptor());

data.writeInt32(pid);

//打包请求数据，然后交给BpBinder通讯层处理。

remote()->transact(GET\_Test, data, &reply);

return;

}

//setTest类似

纯Native的Service写起来量大一些，上面的代码还只是把C/S的框架写好了，真实的业务处理尚未开始，不过感觉却很踏实，很厚重。那么，Java层的Service该怎么写呢？

6.6.2 扶得起的阿斗

阿斗（aidl谐音）本来是扶不起的，可是我们有了AIDL工具，就有可能将他扶起！

1. 我能干什么

在Java层中，如果想要利用Binder进行跨进程的通信，也得定义一个类似ITest的接口，不过这是一个aidl文件。现假设，服务端程序都在com.test.service包中。

ITest.aidl文件内容如下：

[-->ITest.aidl]

package com.test.service;

import com.test.complicatedDataStructure

interface ITest{

// complicatedDataStructure类是自己定义的复杂数据结构,in表示输入参数，out表示输出参数

//in和out的表示一定要准确。切记！

int getTest(outcomplicatedDataStructure);

int setTest(inString name,in boolean reStartServer);

}

定义完后，如果用Eclipse进行编译，会在gen目录下生成一个com.test.ITest.java文件（也会生成对应包结构的目录）。内容就不具体罗列了，只关注其是如何实现服务端的。

说明：Eclipse用的也是aidl工具，可以手动使用这个工具编译aidl文件。

2. 实现服务端

com.test.ITest.java只是实现了一个类似BnTest的东西，具体的业务实现还需从ITest.Stub派生，实现代码如下所示：

[-->ITestImpl.java]

/\*

ITest.Stub是在aidl生成的那个java文件中定义的，非常类似Native层的BnTest,。

ITestImpl必须从ITest.Stub中派生，用来实现具体的业务函数。

\*/

package com.test.service

class ITestImpl extends ITest.Stub{

public void getTest(complicatedDataStructurecds) throws RemoteException {

//在这里实现具体的getTest

}

public voidsetTest(in String name,in boolean reStartServer)

throwsRemoteException

{

//在这里实现具体的setTest

}

}

这时，你的Eclipse下会有如下两个目录：

· src下有一个com.test.service包结构目录。

· gen下也有一个com.test.service包结构目录，其中的内容是由aidl工具生成的。

3. 实现代理端

代理端往往在另外一个程序中使用。假设是com.test.client包，把刚才com.test.service工程的gen下com.test.service目录全部复制到com.test.client中。这样，client工程也有两个包结构目录：

· com.test.client。

· com.test.service。不过这个目录仅仅只有aidl生成的Java文件。

服务端一般驻留于Service进程，所以可以在Client端的onServiceConnected函数中获得代理对象，实现代码如下所示：

[-->Client端示例代码]

//不一定是在onServiceConnected中，但它是比较合适的。

private ServiceConnection serviceConnection = newServiceConnection() {

//@Override

public void onServiceConnected(ComponentName name, IBinder service) {

if(ITestProxy== null)

ITestProxy = ITest.Stub.asInterface(service);//这样你就得到BpTest了

}

4. 传递复杂的数据结构

AIDL支持简单数据结构与Java 中String类型的数据进行跨进程传递，如果想做到跨进程传递复杂的数据结构，还须另做一些工作。

以ITest.aidl文件中使用的complicatedDataStructure为例：

· 它必须实现implements Parcelable接口。

· 内部必须有一个静态的CREATOR类。

· 定义一个complicatedDataStructure.aidl文件

说明：可参考Android API文档的parcelable类，里边有一个很简单的例子。

来看这个Java文件的实现：

[-->complicatedDataStructure.java]

package com.test.service;

import android.os.Parcel;

import android.os.Parcelable;

public class complicatedDataStructure implementsParcelable {

public static final int foo1 = 0;

public static final int foo2 = 1;

public String fooString1 = null;

public String fooString2 = null;

//静态Creator类

public static final Parcelable.Creator< complicatedDataStructure> CREATOR =

new Parcelable.Creator< complicatedDataStructure >() {

public complicatedDataStructure createFromParcel(Parcel in)

{

return new complicatedDataStructure (in);

}

public complicatedDataStructure [] newArray(int size)

{

return new complicatedDataStructure [size];//用于传递数组

}

};

public complicatedDataStructure(complicatedDataStructureother) {

fooString1= other. fooString1;

fooString2= other. fooString2;

foo1= other. foo1;

foo2 =other. foo2;

}

private complicatedDataStructure(Parcel in) {

readFromParcel(in);

}

/\*@Override \*/

publicint describeContents() {

return 0;

}

public void readFromParcel(Parcel in) {

foo1= in. readInt ();

foo2= in. readInt ();

fooString1= in.readString();

fooString2= in.readString();

}

/\*@Override \*/

publicvoid writeToParcel(Parcel dest, int flags) {

dest.writeInt(foo1);

dest.writeInt(foo2);

dest.writeString(fooString1);

dest.writeString(fooString2);

}

}

complicatedDataStructure.aidl该怎么写呢？如下所示：

[-->complicatedDataStructure.aidl]

package com.test.service;

parcelable complicatedDataStructure;

然后，在使用它的aidl文件中添加下行代码即可：

import com.test.complicatedDataStructure

有了AIDL，再看我们的阿斗是不是能扶得起了呢？当然，想让上面的程序正确工作，还得再努把力，把未尽的业务层事业完成。另外，还要经得起残酷环境的考验（即通过测试来检验自己的程序）。

6.7 本章小结

本章对Android平台中最为重要的IPC通信机制Binder进行了较为全面、详细的分析。我们首先以MediaServer为切入点，讲述了Android是如何通过层层封装将Binder机制集成到应用程序中的，然后对服务总管ServiceManager进行了介绍，最后分析了MediaPlayerService是如何通过Binder处理来自客户端的请求的。

在拓展思考部分，我们重点讨论了和Binder有关的三个问题。要弄清这三个问题，都需要从Binder驱动的实现中寻找答案。

由于Binder的重要性，本章还专门增加了“学以致用”一节，旨在研讨怎么写纯Native的Service，如何通过编写AIDL文件来实现Java中的Service。