深入理解SystemServer

SystemServer的进程名实际上叫做“system\_server”，这里我们可将其简称为SS。SS做为Zygote的嫡长子，其重要性不言而喻。关于这一点，通过代码分析便可马上知晓。

4.3.1 SystemServer的诞生

我们先回顾一下SystemServer是怎么创建的。

frameworks/base/core/java/com/android/internal/os/ZygoteInit.java中main()方法

**String args[] = {**

**"--setuid=1000",**

**"--setgid=1000",**

**"--setgroups=1001,1002,1003,1004,1005,1006,1007,1008,1009,1010,1018,1023,1032,3001,3002,3003,3006,3007",**

**"--capabilities=" + capabilities + "," + capabilities,**

**"--runtime-init",**

**"--nice-name=system\_server", //进程名，叫system\_server**

**"com.android.server.SystemServer", //启动的类名**

**};**

**ZygoteConnection.Arguments parsedArgs = null;**

**int pid;**

**parsedArgs = new ZygoteConnection.Arguments(args);**

**ZygoteConnection.applyDebuggerSystemProperty(parsedArgs);**

**ZygoteConnection.applyInvokeWithSystemProperty(parsedArgs);**

**/\* Request to fork the system server process \*/**

**// fork出系统服务对应的进程**

**pid = Zygote.forkSystemServer(**

**parsedArgs.uid, parsedArgs.gid,**

**parsedArgs.gids,**

**parsedArgs.debugFlags,**

**null,**

**parsedArgs.permittedCapabilities,**

**parsedArgs.effectiveCapabilities);**

从上面的代码中可以看出，SystemServer是由Zygote通过Zygote.forkSystemServer函数fork诞生出来的。这里会有什么玄机吗？先来一起看看forkSystemServer的实现。它是一个native函数，实现在frameworks/base/core/jni/com\_android\_internal\_os\_Zygote.cpp中，如下所示：

**static jint com\_android\_internal\_os\_Zygote\_nativeForkSystemServer(**

**JNIEnv\* env, jclass, uid\_t uid, gid\_t gid, jintArray gids,**

**jint debug\_flags, jobjectArray rlimits, jlong permittedCapabilities,**

**jlong effectiveCapabilities) {**

**//根据参数，fork一个子进程**

**pid\_t pid = ForkAndSpecializeCommon(env, uid, gid, gids,**

**debug\_flags, rlimits,**

**permittedCapabilities, effectiveCapabilities,**

**MOUNT\_EXTERNAL\_NONE, NULL, NULL, true, NULL,**

**NULL, NULL);**

**if (pid > 0) {**

**// The zygote process checks whether the child process has died or not.**

**ALOGI("System server process %d has been created", pid);**

**gSystemServerPid = pid;//保存system\_server的进程id**

**// There is a slight window that the system server process has crashed**

**// but it went unnoticed because we haven't published its pid yet. So**

**// we recheck here just to make sure that all is well.**

**int status;**

**//函数退出前须先检查刚创建的子进程是否退出了。**

**if (waitpid(pid, &status, WNOHANG) == pid) {**

**//如果system\_server退出了，Zygote直接干掉了自己**

**//看来Zygote和SS的关系异常紧密，简直是生死与共！**

**ALOGE("System server process %d has died. Restarting Zygote!", pid);**

**RuntimeAbort(env);**

**}**

**}**

**return pid;**

**}**

下面，再看看forkAndSpecializeCommon，代码如下所示：

**static pid\_t ForkAndSpecializeCommon(JNIEnv\* env, uid\_t uid, gid\_t gid, jintArray javaGids,**

**jint debug\_flags, jobjectArray javaRlimits,**

**jlong permittedCapabilities, jlong effectiveCapabilities,**

**jint mount\_external,**

**jstring java\_se\_info, jstring java\_se\_name,**

**bool is\_system\_server, jintArray fdsToClose,**

**jstring instructionSet, jstring dataDir) {**

**uint64\_t start = MsTime();**

**//设置信号处理，待会儿要看看这个函数**

**SetSigChldHandler();**

**ckTime(start, "ForkAndSpecializeCommon:SetSigChldHandler");**

**pid\_t pid = fork(); //fork子进程**

**if (pid == 0) {**

**// The child process.**

**gMallocLeakZygoteChild = 1;**

**//对子进程要根据传入的参数做一些处理，例如设置进程名，设置各种id（用户id，组id等）**

**// Clean up any descriptors which must be closed immediately**

**DetachDescriptors(env, fdsToClose);**

**......**

**}**

**......**

**}**

最后看看setSignalHandler函数，它由Zygote在fork子进程前调用，代码如下所示：

**static void SetSigChldHandler() {**

**struct sigaction sa;**

**memset(&sa, 0, sizeof(sa));**

**sa.sa\_handler = SigChldHandler;**

**int err = sigaction(SIGCHLD, &sa, NULL);//设置信号处理函数，该信号是子进程死亡的信号**

**if (err < 0) {**

**ALOGW("Error setting SIGCHLD handler: %d", errno);**

**}**

**}**

//我们直接看这个信号处理函数**sigchldHandler**

**static void SigChldHandler(int /\*signal\_number\*/) {**

**pid\_t pid;**

**int status;**

**while ((pid = waitpid(-1, &status, WNOHANG)) > 0) {**

**// Log process-death status that we care about. In general it is**

**// not safe to call LOG(...) from a signal handler because of**

**// possible reentrancy. However, we know a priori that the**

**// current implementation of LOG() is safe to call from a SIGCHLD**

**// handler in the zygote process. If the LOG() implementation**

**// changes its locking strategy or its use of syscalls within the**

**// lazy-init critical section, its use here may become unsafe.**

**if (WIFEXITED(status)) {**

**if (WEXITSTATUS(status)) {**

**ALOGI("Process %d exited cleanly (%d)", pid, WEXITSTATUS(status));**

**}**

**} else if (WIFSIGNALED(status)) {**

**if (WTERMSIG(status) != SIGKILL) {**

**ALOGI("Process %d exited due to signal (%d)", pid, WTERMSIG(status));**

**}**

**if (WCOREDUMP(status)) {**

**ALOGI("Process %d dumped core.", pid);**

**}**

**}**

**// If the just-crashed process is the system\_server, bring down zygote**

**// so that it is restarted by init and system server will be restarted**

**// from there.**

**if (pid == gSystemServerPid) {**

**ALOGE("Exit zygote because system server (%d) has terminated");**

**//如果死去的子进程是SS，则Zygote把自己也干掉了，这样就做到了生死与共！**

**kill(getpid(), SIGKILL);**

**}**

**}**

**// Note that we shouldn't consider ECHILD an error because**

**// the secondary zygote might have no children left to wait for.**

**if (pid < 0 && errno != ECHILD) {**

**ALOGW("Zygote SIGCHLD error in waitpid: %s", strerror(errno));**

**}**

**}**

OK，做为Zygote的嫡长子，SystemServer确实具有非常高的地位，竟然到了与Zygote生死与共的地步!它为什么这么重要呢？我们现在就从forkSystemServer来分析SystemServer究竟承担了怎样的工作使命。

4.3.2 SystemServer的重要使命

SystemServer诞生后，便和生父Zygote分道扬镳，它有了自己的历史使命。它的使命是什么呢？其代码如下所示：

**ZygoteInit.java->main()**

**pid =Zygote.forkSystemServer();**

**if(pid == 0) { //SystemServer进程返回0，那么下面这句话就是SystemServer的使命：**

**handleSystemServerProcess(parsedArgs);**

**}**

SystemServer调用handleSystemServerProcess来承担自己的职责。

**private static void handleSystemServerProcess(ZygoteConnection.Arguments parsedArgs)**

**throws ZygoteInit.MethodAndArgsCaller {**

**//关闭从Zygote那里继承下来的Socket。**

**closeServerSocket();**

**// set umask to 0077 so new files and directories will default to owner-only permissions.**

**Os.umask(S\_IRWXG | S\_IRWXO);**

**if (parsedArgs.niceName != null) {**

**Process.setArgV0(parsedArgs.niceName); //设置niceName**

**}**

**final String systemServerClasspath = Os.getenv("SYSTEMSERVERCLASSPATH");**

**if (systemServerClasspath != null) {**

**performSystemServerDexOpt(systemServerClasspath);**

**}**

**if (parsedArgs.invokeWith != null) {**

**String[] args = parsedArgs.remainingArgs;**

**// If we have a non-null system server class path, we'll have to duplicate the**

**// existing arguments and append the classpath to it. ART will handle the classpath**

**// correctly when we exec a new process.**

**if (systemServerClasspath != null) {**

**String[] amendedArgs = new String[args.length + 2];**

**amendedArgs[0] = "-cp";**

**amendedArgs[1] = systemServerClasspath;**

**System.arraycopy(parsedArgs.remainingArgs, 0,**

**amendedArgs, 2, parsedArgs.remainingArgs.length);**

**}**

**WrapperInit.execApplication(parsedArgs.invokeWith,**

**parsedArgs.niceName, parsedArgs.targetSdkVersion,**

**null, args);**

**} else {**

**ClassLoader cl = null;**

**if (systemServerClasspath != null) {**

**cl = new PathClassLoader(systemServerClasspath,**

**ClassLoader.getSystemClassLoader());**

**Thread.currentThread().setContextClassLoader(cl);**

**}**

**// Pass the remaining arguments to SystemServer.**

**RuntimeInit.zygoteInit(parsedArgs.targetSdkVersion,**

**parsedArgs.remainingArgs, cl);**

**}**

**/\* should never reach here \*/**

**}**

好了，SystemServer走到RuntimeInit了，它的代码在RuntimeInit.java中，如下所示

**public static final void zygoteInit(int targetSdkVersion, String[] argv,**

**ClassLoader classLoader)**

**throws ZygoteInit.MethodAndArgsCaller {**

**if (DEBUG) Slog.d(TAG, "RuntimeInit: Starting application from zygote");**

**redirectLogStreams();**

**//做一些常规初始化**

**commonInit();**

**//①native层的初始化。**

**nativeZygoteInit();**

**applicationInit(targetSdkVersion, argv, classLoader);**

**}**

**private static void applicationInit(int targetSdkVersion, String[] argv,**

**ClassLoader classLoader)**

**throws ZygoteInit.MethodAndArgsCaller {**

**nativeSetExitWithoutCleanup(true);**

**// We want to be fairly aggressive about heap utilization, to avoid**

**// holding on to a lot of memory that isn't needed.**

**VMRuntime.getRuntime().setTargetHeapUtilization(0.75f);**

**VMRuntime.getRuntime().setTargetSdkVersion(targetSdkVersion);**

**final Arguments args;**

**try {**

**args = new Arguments(argv);**

**} catch (IllegalArgumentException ex) {**

**Slog.e(TAG, ex.getMessage());**

**// let the process exit**

**return;**

**}**

**// Remaining arguments are passed to the start class's static main**

**//②调用startClass，也就是com.android.server.SystemServer类的main函数。**

**invokeStaticMain(args.startClass, args.startArgs, classLoader);**

**}**

对于上面列举出的两个关键点，我们一个一个地分析。

1. zygoteInitNative分析

先看zygoteInitNative，它是一个native函数，实现在AndroidRuntime.cpp中。

**[-->AndroidRuntime.cpp]**

**static void com\_android\_internal\_os\_RuntimeInit\_nativeZygoteInit(JNIEnv\* env,**

**jobject clazz) {**

**gCurRuntime->onZygoteInit();**

**}**

//gCurRuntime是什么？还记得我们在本章开始说的app\_process的main函数吗？

static AndroidRuntime\* gCurRuntime = NULL;

由于SystemSever是从Zygote fork出来的，所以它也拥有Zygote进程中定义的这个gCurRuntime，也就是AppRuntime对象。那么，它的onZygoteInit会干些什么呢？它的代码在App\_main.cpp中，我们一起来看：

**[-->App\_main.cpp]**

**virtual void onZygoteInit()**

**{**

**//下面这些东西和Binder有关系，但读者可以先不管它。**

**sp<ProcessState> proc = ProcessState::self();**

**if(proc->supportsProcesses()) {**

**proc->startThreadPool();//启动一个线程，用于Binder通信。**

**}**

**}**

一言以蔽之，SystemSever调用zygoteInitNative后，将和Binder通信系统建立联系，这样SystemServer就能够使用Binder了。关于Binder的知识，在第6章中将详细介绍，读者朋友现在不必关注。

2. invokeStaticMain分析

再来看第二个关键点invokeStaticMain。代码如下所示：

**[-->RuntimeInit.java]**

**private static void invokeStaticMain(String className, String[] argv,**

**ClassLoader classLoader) throws ZygoteInit.MethodAndArgsCaller {**

**Class<?> cl;**

**//注意我们的参数，className为"com.android.server.SystemServer"**

**try {**

**cl = Class.forName(className, true, classLoader);**

**} catch (ClassNotFoundException ex) {**

**throw new RuntimeException(**

**"Missing class when invoking static main " + className,**

**ex);**

**}**

**Method m;**

**try {**

**//找到com.android.server.SystemServer类的main函数，肯定有地方要调用它**

**m = cl.getMethod("main", new Class[] { String[].class });**

**} catch (NoSuchMethodException ex) {**

**throw new RuntimeException(**

**"Missing static main on " + className, ex);**

**} catch (SecurityException ex) {**

**throw new RuntimeException(**

**"Problem getting static main on " + className, ex);**

**}**

**int modifiers = m.getModifiers();**

**if (! (Modifier.isStatic(modifiers) && Modifier.isPublic(modifiers))) {**

**throw new RuntimeException(**

**"Main method is not public and static on " + className);**

**}**

**/\***

**\* This throw gets caught in ZygoteInit.main(), which responds**

**\* by invoking the exception's run() method. This arrangement**

**\* clears up all the stack frames that were required in setting**

**\* up the process.**

**\*/**

**//抛出一个异常，为什么不在这里直接调用上面的main函数呢？**

**throw new ZygoteInit.MethodAndArgsCaller(m, argv);**

**}**

invokeStaticMain竟然抛出了一个异常，它是在哪里被截获呢？原来是在ZygoteInit的main函数中。请看这段代码：

注意：我们所在的进程是system\_server。

**[-->ZygoteInit.java]**

**....**

**if (argv[1].equals("true")) {**

**//SS进程中，抛出一个异常MethodAndArgsCaller**

**startSystemServer();**

**......**

**catch(MethodAndArgsCaller caller) {**

**//被截获，调用caller的run函数**

**caller.run();**

**}**

再来看看**MethodAndArgsCaller**的run函数。

**public void run() {**

**try {**

**//这个mMethod为com.android.server.SystemServer的main函数**

**mMethod.invoke(null, new Object[] { mArgs });**

**} catch (IllegalAccessException ex) {**

**throw new RuntimeException(ex);**

**......**

**}**

抛出的这个异常最后会导致**com.android.server.SystemServer**类的**main**函数被调用。不过这里有一个疑问，为什么不在invokeStaticMain那里直接调用，而是采用这种抛异常的方式呢？我对这个问题的看法是：

·这个调用是在ZygoteInit.main中，相当于Native的main函数，即入口函数，位于堆栈的顶层。如果不采用抛异常的方式，而是在invokeStaticMain那里调用，则会浪费之前函数调用所占用的一些调用堆栈。

关于这个问题的深层思考，读者可以利用**fork**和**exec**的知识。对这种抛异常的方式，我个人觉得是对**exec**的一种近似模拟，因为后续的工作将交给**com.android.server.SystemServer**类来处理

3. SystemServer的真面目

ZygoteInit分裂产生的SystemServer，其实就是为了调用com.android.server.SystemServer的main函数，这简直就是改头换面！下面就来看看这个真实的main函数，代码如下所示：

**[-->SystemServer.java]**

**public static void main(String[] args) {**

**new SystemServer().run();**

**}**

**private void run() {**

**// If a device's clock is before 1970 (before 0), a lot of**

**// APIs crash dealing with negative numbers, notably**

**// java.io.File#setLastModified, so instead we fake it and**

**// hope that time from cell towers or NTP fixes it shortly.**

**if (System.currentTimeMillis() < EARLIEST\_SUPPORTED\_TIME) {**

**Slog.w(TAG, "System clock is before 1970; setting to 1970.");**

**SystemClock.setCurrentTimeMillis(EARLIEST\_SUPPORTED\_TIME);**

**}**

**// Here we go!**

**Slog.i(TAG, "Entered the Android system server!");**

**EventLog.writeEvent(EventLogTags.BOOT\_PROGRESS\_SYSTEM\_RUN, SystemClock.uptimeMillis());**

**/// M: BOOTPROF @{**

**mMTPROF\_disable = "1".equals(SystemProperties.get("ro.mtprof.disable"));**

**addBootEvent(new String("Android:SysServerInit\_START"));**

**/// @}**

**// In case the runtime switched since last boot (such as when**

**// the old runtime was removed in an OTA), set the system**

**// property so that it is in sync. We can't do this in**

**// libnativehelper's JniInvocation::Init code where we already**

**// had to fallback to a different runtime because it is**

**// running as root and we need to be the system user to set**

**// the property. <http://b/11463182>**

**//设置当前虚拟机的运行库路径**

**SystemProperties.set("persist.sys.dalvik.vm.lib.2", VMRuntime.getRuntime().vmLibrary());**

**// Enable the sampling profiler.**

**if (SamplingProfilerIntegration.isEnabled()) {**

**SamplingProfilerIntegration.start();**

**mProfilerSnapshotTimer = new Timer();**

**mProfilerSnapshotTimer.schedule(new TimerTask() {**

**@Override**

**public void run() {**

**SamplingProfilerIntegration.writeSnapshot("system\_server", null);**

**}**

**}, SNAPSHOT\_INTERVAL, SNAPSHOT\_INTERVAL);**

**}**

**// Mmmmmm... more memory!**

**VMRuntime.getRuntime().clearGrowthLimit();**

**// The system server has to run all of the time, so it needs to be**

**// as efficient as possible with its memory usage.**

**VMRuntime.getRuntime().setTargetHeapUtilization(0.8f);**

**// Some devices rely on runtime fingerprint generation, so make sure**

**// we've defined it before booting further.**

**Build.ensureFingerprintProperty();**

**// Within the system server, it is an error to access Environment paths without**

**// explicitly specifying a user.**

**Environment.setUserRequired(true);**

**// Ensure binder calls into the system always run at foreground priority.**

**BinderInternal.disableBackgroundScheduling(true);**

**// Prepare the main looper thread (this thread).**

**android.os.Process.setThreadPriority(**

**android.os.Process.THREAD\_PRIORITY\_FOREGROUND);**

**android.os.Process.setCanSelfBackground(false);**

**Looper.prepareMainLooper();**

**// Initialize native services.**

**System.loadLibrary("android\_servers");//装载libandroid\_servers.so**

**nativeInit();//启动native层的service，**

**///M:Add for low storage feature,to delete the reserver file.@{**

**try {**

**Runtime.getRuntime().exec("rm -r /data/piggybank");**

**} catch (IOException e) {**

**Slog.e(TAG, "system server init delete piggybank fail" + e);**

**}**

**///@}**

**// Check whether we failed to shut down last time we tried.**

**// This call may not return.**

**performPendingShutdown();**

**// Initialize the system context.**

**createSystemContext();**

**// Create the system service manager.**

**mSystemServiceManager = new SystemServiceManager(mSystemContext);**

**LocalServices.addService(SystemServiceManager.class, mSystemServiceManager);**

**// Start services.**

**try {**

**//启动所有的java service**

**startBootstrapServices();**

**startCoreServices();**

**startOtherServices();**

**} catch (Throwable ex) {**

**Slog.e("System", "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");**

**Slog.e("System", "\*\*\*\*\*\*\*\*\*\*\*\* Failure starting system services", ex);**

**/// M: RecoveryManagerService @{**

**if (mRecoveryManagerService != null && ex instanceof RuntimeException) {**

**mRecoveryManagerService.handleException((RuntimeException)ex, true);**

**}**

**/// @}**

**}**

**// For debug builds, log event loop stalls to dropbox for analysis.**

**if (StrictMode.conditionallyEnableDebugLogging()) {**

**Slog.i(TAG, "Enabled StrictMode for system server main thread.");**

**}**

**/// M: BOOTPROF**

**addBootEvent(new String("Android:SysServerInit\_END"));**

**// Loop forever.**

**Looper.loop();**

**throw new RuntimeException("Main thread loop unexpectedly exited");**

**}**

main()方法的主要作用是：

（1）设置属性persist.sys.dalvik.vm.lib.2的值为当前虚拟机的运行库路径。

（2）调整时间。

（3）调整虚拟机堆的内存。设定虚拟机堆利用率为0.8，当实际的使用率偏离设定的比率时，虚拟机在垃圾回收的时候将调整堆的大小，使实际使用率接近设定的百分比。

（4）装载libandroid\_servers.so库。这个库的源文件位于frameworks\base\services\core\jni。

（5）调用nativeInit()方法初始化native层的Binder服务。这里native层的服务只有SensorService。

对应的native层函数是android\_server\_SystemServer\_nativeInit()，如下：

**frameworks/base/services/core/jni/com\_android\_server\_SystemServer.cpp**

**static void android\_server\_SystemServer\_nativeInit(JNIEnv\* env, jobject clazz) {**

**char propBuf[PROPERTY\_VALUE\_MAX];**

**property\_get("system\_init.startsensorservice", propBuf, "1");**

**if (strcmp(propBuf, "1") == 0) {**

**// Start the sensor service**

**SensorService::instantiate();**

**}**

**}**

如果属性system\_init.startsensorservice设置为1，就启动SensorService服务。SensorService提供的是各种传感器的服务，也是SystemServer中唯一的本地服务。

（6）调用createSystemContext()来获取Context，相当于创建了一个framework-res.apk的上下文环境。

（7）创建SystemServiceManager对象mSystemServiceManager。这个对象负责系统Service的启动。

（8）startBootstrapServices()、startCoreServices()、startOtherServices()创建并运行所有java服务。

（9）调用Loop.loop()，进入处理消息的循环。

SystemServer中的Watchdog

Android开发了WatchDog类作为软件看门狗来监控SystemServer进程，一旦发现问题，WatchDog会杀死SystemServer进程。SystemServer的父进程Zygote接收到SystemServer的死亡信号后，会杀死自己。Zygote进程的死亡信号传递到Init进程后，Init进程会杀死Zygote进程所有子进程并重启Zygote。这样整个手机相当于重启一遍。

启动WatchDog

在SystemServer中创建WatchDog对象，如下：

在startOtherService()方法中：

**private void startOtherServices() {**

**......**

**final Watchdog watchdog = Watchdog.getInstance();**

**watchdog.init(context, mActivityManagerService);**

**......**

**}**

WatchDog是单实例的运行模式。

**frameworks/base/services/core/java/com/android/server/Watchdog.java**

**public static Watchdog getInstance() {**

**if (sWatchdog == null) {**

**sWatchdog = new Watchdog();**

**}**

**return sWatchdog;**

**}**

**private Watchdog() {**

**super("watchdog");**

**// Initialize handler checkers for each common thread we want to check. Note**

**// that we are not currently checking the background thread, since it can**

**// potentially hold longer running operations with no guarantees about the timeliness**

**// of operations there.**

**// The shared foreground thread is the main checker. It is where we**

**// will also dispatch monitor checks and do other work.**

**mMonitorChecker = new HandlerChecker(FgThread.getHandler(),**

**"foreground thread", DEFAULT\_TIMEOUT);**

**mHandlerCheckers.add(mMonitorChecker);**

**// Add checker for main thread. We only do a quick check since there**

**// can be UI running on the thread.**

**mHandlerCheckers.add(new HandlerChecker(new Handler(Looper.getMainLooper()),**

**"main thread", DEFAULT\_TIMEOUT));**

**// Add checker for shared UI thread.**

**mHandlerCheckers.add(new HandlerChecker(UiThread.getHandler(),**

**"ui thread", DEFAULT\_TIMEOUT));**

**// And also check IO thread.**

**mHandlerCheckers.add(new HandlerChecker(IoThread.getHandler(),**

**"i/o thread", DEFAULT\_TIMEOUT));**

**mHandlerCheckers.add(new HandlerChecker(DisplayThread.getHandler(),**

**"display thread", DEFAULT\_TIMEOUT));**

**if (SystemProperties.get("ro.have\_aee\_feature").equals("1")) {**

**exceptionHWT = new ExceptionLog();**

**}**

**}**

WatchDog的构造方法主要工作是创建几个HandlerChecker对象，并把他们保存到数组列表mHandlerCheckers中。每个HandlerChecker对象对应一个被监控的线程。HandlerChecker类从Handler类派生，在构造时就和被监控的线程关联在一起。

WatchDog对象创建后，接下来会调用init()方法进行初始化，

**public void init(Context context, ActivityManagerService activity) {**

**mResolver = context.getContentResolver();**

**mActivity = activity;**

**context.registerReceiver(new RebootRequestReceiver(),**

**new IntentFilter(Intent.ACTION\_REBOOT),**

**android.Manifest.permission.REBOOT, null);**

**}**

注册了RebootRequestReceiver，监听重启的intent：ACTION\_REBOOT。

WatchDog监控的服务和线程

WatchDog主要监控线程。如果一个线程陷入了死循环或者和其他的线程相互死锁了，WatchDog需要有办法识别出它们。

WatchDog中提供的两个方法addThread和addMonitor()方法分别用来增加需要监控的线程和服务。addThread()实际是创建一个和受监控对象关联的HandlerChecker对象。

**public void addThread(Handler thread) {**

**addThread(thread, DEFAULT\_TIMEOUT);**

**}**

**public void addThread(Handler thread, long timeoutMillis) {**

**synchronized (this) {**

**if (isAlive()) {**

**throw new RuntimeException("Threads can't be added once the Watchdog is running");**

**}**

**final String name = thread.getLooper().getThread().getName();**

**mHandlerCheckers.add(new HandlerChecker(thread, name, timeoutMillis));**

**}**

**}**

对服务的监控也是由HandlerChecker对象来完成。一个HandlerChecker对象就可以检查所有服务。因此，WatchDog让mMonitorChecker对象来完成这个任务。

public void addMonitor(Monitor monitor) {

synchronized (this) {

if (isAlive()) {

throw new RuntimeException("Monitors can't be added once the Watchdog is running");

}

mMonitorChecker.addMonitor(monitor);

}

}

WatchDog的addMonitor()方法只是调用了mMonitorChecker对象的addMonitor方法。

在WatchDog的构造函数中，把5个公共线程加入到了监控列表中。

主线程

FgThread

UiThread。

IoThread。

DisplayThread。

SystemServer中一些重要的服务拥有专用的线程来处理消息。除了这5个公共线程外，一些重要服务的专用线程也加入到了监控中，包括：

ActivityManagerService的AThread线程。

PackageManagerService的mHandlerThread变量表示的线程。

PowerManagerService的线程。

WindowManagerService的wmHandlerThread变量表示的线程。

如果一个服务需要通过WatchDog来监控，它必须首先实现WatchDog的接口Moniter：

public interface Monitor {

void monitor();

}

WatchDog监控的原理

通过给现场发送消息可以判断一个线程是否运行正常，如果发送的消息不能在规定的时间内得到处理，就表明线程被不正常占用了。

WatchDog运行在一个单独的线程中，如下：

**public void run() {**

**boolean waitedHalf = false;**

**while (true) {**

**final ArrayList<HandlerChecker> blockedCheckers;**

**final String subject;**

**final boolean allowRestart;**

**int debuggerWasConnected = 0;**

**synchronized (this) {**

**long timeout = CHECK\_INTERVAL;**

**// Make sure we (re)spin the checkers that have become idle within**

**// this wait-and-check interval给监控的线程发送消息**

**for (int i=0; i<mHandlerCheckers.size(); i++) {**

**HandlerChecker hc = mHandlerCheckers.get(i);**

**hc.scheduleCheckLocked();**

**}**

**if (debuggerWasConnected > 0) {**

**debuggerWasConnected--;**

**}**

**// NOTE: We use uptimeMillis() here because we do not want to increment the time we**

**// wait while asleep. If the device is asleep then the thing that we are waiting**

**// to timeout on is asleep as well and won't have a chance to run, causing a false**

**// positive on when to kill things.**

**long start = SystemClock.uptimeMillis();**

**while (timeout > 0) {//睡眠一段时间**

**if (Debug.isDebuggerConnected()) {**

**debuggerWasConnected = 2;**

**}**

**try {**

**wait(timeout);**

**} catch (InterruptedException e) {**

**Log.wtf(TAG, e);**

**}**

**if (Debug.isDebuggerConnected()) {**

**debuggerWasConnected = 2;**

**}**

**timeout = CHECK\_INTERVAL - (SystemClock.uptimeMillis() - start);**

**}**

**//检查是否有线程或服务出问题**

**final int waitState = evaluateCheckerCompletionLocked();**

**if (waitState == COMPLETED) {**

**// The monitors have returned; reset**

**waitedHalf = false;**

**continue;**

**} else if (waitState == WAITING) {**

**// still waiting but within their configured intervals; back off and recheck**

**continue;**

**} else if (waitState == WAITED\_HALF) {**

**if (!waitedHalf) {**

**// We've waited half the deadlock-detection interval. Pull a stack**

**// trace and wait another half.**

**ArrayList<Integer> pids = new ArrayList<Integer>();**

**pids.add(Process.myPid());**

**ActivityManagerService.dumpStackTraces(true, pids, null, null,**

**NATIVE\_STACKS\_OF\_INTEREST);**

**waitedHalf = true;**

**}**

**continue;**

**}**

**// something is overdue!**

**blockedCheckers = getBlockedCheckersLocked();**

**subject = describeCheckersLocked(blockedCheckers);**

**allowRestart = mAllowRestart;**

**}**

**// If we got here, that means that the system is most likely hung.**

**// First collect stack traces from all threads of the system process.**

**// Then kill this process so that the system will restart.**

**EventLog.writeEvent(EventLogTags.WATCHDOG, subject);**

**ArrayList<Integer> pids = new ArrayList<Integer>();**

**pids.add(Process.myPid());**

**if (mPhonePid > 0) pids.add(mPhonePid);**

**// Pass !waitedHalf so that just in case we somehow wind up here without having**

**// dumped the halfway stacks, we properly re-initialize the trace file.**

**final File stack = ActivityManagerService.dumpStackTraces(**

**!waitedHalf, pids, null, null, NATIVE\_STACKS\_OF\_INTEREST);**

**// Give some extra time to make sure the stack traces get written.**

**// The system's been hanging for a minute, another second or two won't hurt much.**

**SystemClock.sleep(2000);**

**// Pull our own kernel thread stacks as well if we're configured for that**

**if (RECORD\_KERNEL\_THREADS) {**

**dumpKernelStackTraces();**

**}**

**// Trigger the kernel to dump all blocked threads, and backtraces on all CPUs to the kernel log**

**doSysRq('w');**

**doSysRq('l');**

**String tracesPath = SystemProperties.get("dalvik.vm.stack-trace-file", null);**

**String traceFileNameAmendment = "\_SystemServer\_WDT" + mTraceDateFormat.format(new Date());**

**if (tracesPath != null && tracesPath.length() != 0) {**

**File traceRenameFile = new File(tracesPath);**

**String newTracesPath;**

**int lpos = tracesPath.lastIndexOf (".");**

**if (-1 != lpos)**

**newTracesPath = tracesPath.substring (0, lpos) + traceFileNameAmendment + tracesPath.substring (lpos);**

**else**

**newTracesPath = tracesPath + traceFileNameAmendment;**

**traceRenameFile.renameTo(new File(newTracesPath));**

**tracesPath = newTracesPath;**

**}**

**final File newFd = new File(tracesPath);**

**// Try to add the error to the dropbox, but assuming that the ActivityManager**

**// itself may be deadlocked. (which has happened, causing this statement to**

**// deadlock and the watchdog as a whole to be ineffective)**

**Thread dropboxThread = new Thread("watchdogWriteToDropbox") {**

**public void run() {**

**mActivity.addErrorToDropBox(**

**"watchdog", null, "system\_server", null, null,**

**subject, null, newFd, null);**

**}**

**};**

**dropboxThread.start();**

**try {**

**dropboxThread.join(2000); // wait up to 2 seconds for it to return.**

**} catch (InterruptedException ignored) {}**

**// At times, when user space watchdog traces don't give an indication on**

**// which component held a lock, because of which other threads are blocked,**

**// (thereby causing Watchdog), crash the device to analyze RAM dumps**

**boolean crashOnWatchdog = SystemProperties**

**.getBoolean("persist.sys.crashOnWatchdog", false);**

**if (crashOnWatchdog) {**

**// wait until the above blocked threads be dumped into kernel log**

**SystemClock.sleep(3000);**

**// now try to crash the target**

**try {**

**FileWriter sysrq\_trigger = new FileWriter("/proc/sysrq-trigger");**

**sysrq\_trigger.write("c");**

**sysrq\_trigger.close();**

**} catch (IOException e) {**

**Slog.e(TAG, "Failed to write 'c' to /proc/sysrq-trigger");**

**Slog.e(TAG, e.getMessage());**

**}**

**}**

**IActivityController controller;**

**synchronized (this) {**

**controller = mController;**

**}**

**if (controller != null) {**

**Slog.i(TAG, "Reporting stuck state to activity controller");**

**try {**

**Binder.setDumpDisabled("Service dumps disabled due to hung system process.");**

**// 1 = keep waiting, -1 = kill system**

**int res = controller.systemNotResponding(subject);**

**if (res >= 0) {**

**Slog.i(TAG, "Activity controller requested to coninue to wait");**

**waitedHalf = false;**

**continue;**

**}**

**} catch (RemoteException e) {**

**}**

**}**

**// Only kill the process if the debugger is not attached.**

**if (Debug.isDebuggerConnected()) {**

**debuggerWasConnected = 2;**

**}**

**if (debuggerWasConnected >= 2) {**

**Slog.w(TAG, "Debugger connected: Watchdog is \*not\* killing the system process");**

**} else if (debuggerWasConnected > 0) {**

**Slog.w(TAG, "Debugger was connected: Watchdog is \*not\* killing the system process");**

**} else if (!allowRestart) {**

**Slog.w(TAG, "Restart not allowed: Watchdog is \*not\* killing the system process");**

**} else {**

**Slog.w(TAG, "\*\*\* WATCHDOG KILLING SYSTEM PROCESS: " + subject);**

**for (int i=0; i<blockedCheckers.size(); i++) {**

**Slog.w(TAG, blockedCheckers.get(i).getName() + " stack trace:");**

**StackTraceElement[] stackTrace**

**= blockedCheckers.get(i).getThread().getStackTrace();**

**for (StackTraceElement element: stackTrace) {**

**Slog.w(TAG, " at " + element);**

**}**

**}**

**Slog.w(TAG, "\*\*\* GOODBYE!");**

**Process.killProcess(Process.myPid());**

**System.exit(10);**

**}**

**waitedHalf = false;**

**}**

**}**

run()方法中有一个无限循环，每次循环主要做3件事。

（1）调用scheduleCheckLocked()方法给所有受监控的线程发送消息。

public void scheduleCheckLocked() {

if (mMonitors.size() == 0 && mHandler.getLooper().isIdling()) {

// If the target looper is or just recently was idling, then

// there is no reason to enqueue our checker on it since that

// is as good as it not being deadlocked. This avoid having

// to do a context switch to check the thread. Note that we

// only do this if mCheckReboot is false and we have no

// monitors, since those would need to be executed at this point.

mCompleted = true;

return;

}

if (!mCompleted) {

// we already have a check in flight, so no need

return;

}

mCompleted = false;

mCurrentMonitor = null;

mStartTime = SystemClock.uptimeMillis();

mHandler.postAtFrontOfQueue(this);

}

HandlerCHecker对象既要监控服务，又要监控某个线程；因此先判断mMonitors的size是否为0，如果为0，说明这个HandlerChecker没有监控服务，这时如果被监控线程的消息队列处于空闲状态（isIding()方法判断），则说明线程运行良好，把mCompleted设为true后就可以返回了。否则先把mCompleted设为false，并记录消息开始发送的时间，最后调用postAtFrontOfQueue()方法给被监控的线程发送一个消息。这个消息的处理方法是HandlerChecker类的run()方法，如下：

public void run() {

final int size = mMonitors.size();

for (int i = 0 ; i < size ; i++) {

synchronized (Watchdog.this) {

mCurrentMonitor = mMonitors.get(i);

}

mCurrentMonitor.monitor();

}

synchronized (Watchdog.this) {

mCompleted = true;

mCurrentMonitor = null;

}

}

如果消息处理方法run()能够执行，说明受监控的线程本身没有问题。但是，还要检查被监控服务的状态。检查是通过调用服务中实现的monitor()方法来完成的。通常monitor()方法的实现是获取服务中的锁，如果不能得到，线程就会挂起，这样mCompleted的值就不能被设为true。

mCompleted的值为true，表面HandlerChecker对象监控的线程或服务正常。否则就有空有问题。是否真有问题还要通过等待的时间是否超过规定时间来判断。

（2）、给受监控的线程发送完消息后，调用wait()方法让WatchDog线程睡眠一段时间。

（3）、逐个检查是否有线程或服务出问题了，一旦发现，马上杀死进程。

通过evaluateCheckerCompletionLocked()方法来检查，如下：

private int evaluateCheckerCompletionLocked() {

int state = COMPLETED;

for (int i=0; i<mHandlerCheckers.size(); i++) {

HandlerChecker hc = mHandlerCheckers.get(i);

state = Math.max(state, hc.getCompletionStateLocked());

}

return state;

}

evaluateCheckerCompletionLocked()通过调用每个检查对象的getCompletionStatelocked()方法来得到对象的状态值。状态值有4种。

COMPLETED：0，表示状态良好。

WAITING：1，表示正在等待消息处理的结果。

WAITED\_HALF：2，表示正在等待并且等待的时间超过了规定时间的一半。

OVERDUE：3，表示等待时间已经超过了规定的时间。

evaluateCheckerCompletionLocked()方法希望知道的是最坏的情况，因此上面代码中使用Math.max()方法来计算出所有监控对象的最坏情况。

OVERDUE状态就会杀死SystemServer进程。

4.3.3 关于 SystemServer的总结

SystemServer曲折的调用流程真让人眼花缭乱，我们用图4-2来展示这一过程：

![02154638_uOb2](data:image/png;base64,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)

4.4 Zygote的分裂

前文已经讲道，Zygote分裂出嫡长子system\_server后，就通过runSelectLoop等待并处理来自客户的消息，那么，谁会向Zygote发送消息呢？这里，以一个Activity的启动为例，具体分析Zygote是如何分裂和繁殖的。

4.4.1 ActivityManagerService发送请求

ActivityManagerService也是由SystemServer创建的。假设通过startActivit来启动一个新的Activity，而这个Activity附属于一个还未启动的进程，那么这个进程该如何启动呢？先来看看ActivityManagerService中的startProcessLocked函数，代码如下所示：

**[-->ActivityManagerService.java]**

**protected void startProcessLocked(ProcessRecord app,**

**String hostingType, String hostingNameStr) {**

**startProcessLocked(app, hostingType, hostingNameStr, null /\* abiOverride \*/,**

**null /\* entryPoint \*/, null /\* entryPointArgs \*/);**

**}**

**protected void startProcessLocked(ProcessRecord app, String hostingType,**

**String hostingNameStr, String abiOverride,**

**String entryPoint, String[] entryPointArgs) {**

**......**

**// Start the process. It will either succeed and return a result containing**

**// the PID of the new process, or else throw a RuntimeException.**

**boolean isActivityProcess = (entryPoint == null);**

**if (entryPoint == null) entryPoint = "android.app.ActivityThread";**

**/// M: Add for launch time debug**

**Trace.traceBegin(Trace.TRACE\_TAG\_ACTIVITY\_MANAGER,"amProcessStart");**

**checkTime(startTime, "startProcess: asking zygote to start proc");**

**//这个Process类是Android提供的，并非JDK中的Process类**

**Process.ProcessStartResult startResult = Process.start(entryPoint,**

**app.processName, uid, uid, gids, debugFlags, mountExternal,**

**app.info.targetSdkVersion, app.info.seinfo, requiredAbi, instructionSet,**

**app.info.dataDir, entryPointArgs);**

**......**

**}**

接着来看看Process的start函数，这个Process类是android.os.Process，它的代码在Process.java中，代码如下所示：

**[-->Process.java]**

**public static final ProcessStartResult start(final String processClass,**

**final String niceName, int uid, int gid, int[] gids,**

**int debugFlags, int mountExternal,int targetSdkVersion,**

**String seInfo, String abi, String instructionSet,**

**String appDataDir, String[] zygoteArgs) {**

**try {**

**//调用startViaZygote。**

**return startViaZygote(processClass, niceName, uid, gid, gids,**

**debugFlags, mountExternal, targetSdkVersion, seInfo,**

**abi, instructionSet, appDataDir, zygoteArgs);**

**} catch (ZygoteStartFailedEx ex) {**

**Log.e(LOG\_TAG,**

**"Starting VM process through Zygote failed");**

**throw new RuntimeException(**

**"Starting VM process through Zygote failed", ex);**

**}**

**}**

**private static ProcessStartResult startViaZygote(final String processClass,**

**final String niceName, final int uid, final int gid,**

**final int[] gids, int debugFlags, int mountExternal,**

**int targetSdkVersion, String seInfo, String abi,**

**String instructionSet, String appDataDir,String[] extraArgs)**

**throws ZygoteStartFailedEx {**

**synchronized(Process.class) {**

**ArrayList<String> argsForZygote = new ArrayList<String>();**

**// --runtime-init, --setuid=, --setgid=,**

**// and --setgroups= must go first**

**//一些参数处理，最后调用zygoteSendArgsAndGetPid函数。**

**argsForZygote.add("--runtime-init"); //这个参数很重要**

**argsForZygote.add("--setuid=" + uid);**

**argsForZygote.add("--setgid=" + gid);**

**if ((debugFlags & Zygote.DEBUG\_ENABLE\_JNI\_LOGGING) != 0) {**

**argsForZygote.add("--enable-jni-logging");**

**}**

**if ((debugFlags & Zygote.DEBUG\_ENABLE\_SAFEMODE) != 0) {**

**argsForZygote.add("--enable-safemode");**

**}**

**if ((debugFlags & Zygote.DEBUG\_ENABLE\_DEBUGGER) != 0) {**

**argsForZygote.add("--enable-debugger");**

**}**

**if ((debugFlags & Zygote.DEBUG\_ENABLE\_CHECKJNI) != 0) {**

**argsForZygote.add("--enable-checkjni");**

**}**

**if ((debugFlags & Zygote.DEBUG\_ENABLE\_ASSERT) != 0) {**

**argsForZygote.add("--enable-assert");**

**}**

**if (mountExternal == Zygote.MOUNT\_EXTERNAL\_MULTIUSER) {**

**argsForZygote.add("--mount-external-multiuser");**

**} else if (mountExternal == Zygote.MOUNT\_EXTERNAL\_MULTIUSER\_ALL) {**

**argsForZygote.add("--mount-external-multiuser-all");**

**}**

**argsForZygote.add("--target-sdk-version=" + targetSdkVersion);**

**//TODO optionally enable debuger**

**//argsForZygote.add("--enable-debugger");**

**// --setgroups is a comma-separated list**

**if (gids != null && gids.length > 0) {**

**StringBuilder sb = new StringBuilder();**

**sb.append("--setgroups=");**

**int sz = gids.length;**

**for (int i = 0; i < sz; i++) {**

**if (i != 0) {**

**sb.append(',');**

**}**

**sb.append(gids[i]);**

**}**

**argsForZygote.add(sb.toString());**

**}**

**if (niceName != null) {**

**argsForZygote.add("--nice-name=" + niceName);**

**}**

**if (seInfo != null) {**

**argsForZygote.add("--seinfo=" + seInfo);**

**}**

**if (instructionSet != null) {**

**argsForZygote.add("--instruction-set=" + instructionSet);**

**}**

**if (appDataDir != null) {**

**argsForZygote.add("--app-data-dir=" + appDataDir);**

**}**

**argsForZygote.add(processClass);**

**if (extraArgs != null) {**

**for (String arg : extraArgs) {**

**argsForZygote.add(arg);**

**}**

**}**

**return zygoteSendArgsAndGetResult(openZygoteSocketIfNeeded(abi), argsForZygote);**

**}**

**}**

**private static ZygoteState openZygoteSocketIfNeeded(String abi) throws ZygoteStartFailedEx**

**{**

**if (primaryZygoteState == null || primaryZygoteState.isClosed()) {**

**try {**

**primaryZygoteState = ZygoteState.connect(ZYGOTE\_SOCKET);**

**} catch (IOException ioe) {**

**throw new ZygoteStartFailedEx("Error connecting to primary zygote", ioe);**

**}**

**}**

**if (primaryZygoteState.matches(abi)) {**

**return primaryZygoteState;**

**}**

**// The primary zygote didn't match. Try the secondary.**

**if (secondaryZygoteState == null || secondaryZygoteState.isClosed()) {**

**try {**

**secondaryZygoteState = ZygoteState.connect(SECONDARY\_ZYGOTE\_SOCKET);**

**} catch (IOException ioe) {**

**throw new ZygoteStartFailedEx("Error connecting to secondary zygote", ioe);**

**}**

**}**

**if (secondaryZygoteState.matches(abi)) {**

**return secondaryZygoteState;**

**}**

**throw new ZygoteStartFailedEx("Unsupported zygote ABI: " + abi);**

**}**

好了，ActivityManagerService终于向Zygote发送请求了。请求的参数中有一个字符串，它的值是“android.app.ActivityThread”。现在该回到Zygote处理请求那块去看看了。

注意：由于ActivityManagerService驻留于SystemServer进程中，所以正是SystemServer向Zygote发送了消息。

4.4.2 有求必应之响应请求

前面有一节，题目叫“有求必应之等待请求”，那么这一节“有求必应之响应请求”会回到ZygoteInit。下面就看看它是如何处理请求的。

**[--->ZygoteInit.java]**

**private static void runSelectLoop(String abiList) throws MethodAndArgsCaller {**

**ArrayList<FileDescriptor> fds = new ArrayList<FileDescriptor>();**

**ArrayList<ZygoteConnection> peers = new ArrayList<ZygoteConnection>();**

**FileDescriptor[] fdArray = new FileDescriptor[4];**

**fds.add(sServerSocket.getFileDescriptor());**

**peers.add(null);**

**int loopCount = GC\_LOOP\_COUNT;**

**while (true) {**

**int index;**

**/\***

**\* Call gc() before we block in select().**

**\* It's work that has to be done anyway, and it's better**

**\* to avoid making every child do it. It will also**

**\* madvise() any free memory as a side-effect.**

**\***

**\* Don't call it every time, because walking the entire**

**\* heap is a lot of overhead to free a few hundred bytes.**

**\*/**

**if (loopCount <= 0) {**

**gc();**

**loopCount = GC\_LOOP\_COUNT;**

**} else {**

**loopCount--;**

**}**

**try {**

**fdArray = fds.toArray(fdArray);**

**index = selectReadable(fdArray);**

**} catch (IOException ex) {**

**throw new RuntimeException("Error in select()", ex);**

**}**

**if (index < 0) {**

**throw new RuntimeException("Error in select()");**

**} else if (index == 0) {**

**ZygoteConnection newPeer = acceptCommandPeer(abiList);**

**peers.add(newPeer);**

**fds.add(newPeer.getFileDescriptor());**

**} else {**

**boolean done;**

**done = peers.get(index).runOnce();//调用ZygoteConnection的runOnce**

**if (done) {**

**peers.remove(index);**

**fds.remove(index);**

**}**

**}**

**}**

**}**

每当有请求数据发来时，Zygote都会调用ZygoteConnection的runOnce函数。ZygoteConnection代码在ZygoteConnection.java文件中，来看看它的runOnce函数：

**-->ZygoteConnection.java]**

**boolean runOnce() throws ZygoteInit.MethodAndArgsCaller {**

**......**

**try {**

**args = readArgumentList(); //读取SystemServer发送过来的参数**

**descriptors = mSocket.getAncillaryFileDescriptors();**

**} catch (IOException ex) {**

**Log.w(TAG, "IOException on command socket " + ex.getMessage());**

**closeSocket();**

**return true;**

**}**

**......**

**try {**

**parsedArgs = new Arguments(args);**

**......**

**applyUidSecurityPolicy(parsedArgs, peer, peerSecurityContext);**

**......**

**////根据函数名，可知Zygote又分裂出了一个子进程。**

**pid = Zygote.forkAndSpecialize(parsedArgs.uid, parsedArgs.gid, parsedArgs.gids,**

**parsedArgs.debugFlags, rlimits, parsedArgs.mountExternal, parsedArgs.seInfo,**

**parsedArgs.niceName, fdsToClose, parsedArgs.instructionSet,**

**parsedArgs.appDataDir);**

**......**

**try {**

**if (pid == 0) {**

**// in child**

**IoUtils.closeQuietly(serverPipeFd);**

**serverPipeFd = null;**

**//子进程处理，这个子进程是不是我们要创建的Activity对应的子进程呢？**

**handleChildProc(parsedArgs, descriptors, childPipeFd, newStderr);**

**// should never get here, the child is expected to either**

**// throw ZygoteInit.MethodAndArgsCaller or exec().**

**return true;**

**} else {**

**// in parent...pid of < 0 means failure**

**IoUtils.closeQuietly(childPipeFd);**

**childPipeFd = null;**

**//zygote进程**

**return handleParentProc(pid, descriptors, serverPipeFd, parsedArgs);**

**}**

**} finally {**

**IoUtils.closeQuietly(childPipeFd);**

**IoUtils.closeQuietly(serverPipeFd);**

**}**

**......**

**}**

接下来，看看新创建的子进程在handleChildProc中做了些什么。

[-->ZygoteConnection.java]

**private void handleChildProc(Arguments parsedArgs,**

**FileDescriptor[] descriptors, FileDescriptor pipeFd, PrintStream newStderr)**

**throws ZygoteInit.MethodAndArgsCaller {**

**......**

**//根据传入的参数设置新进程的一些属性**

**//SS发来的参数中有“--runtime-init“，所以parsedArgs.runtimeInit为true。**

**if(parsedArgs.runtimeInit) {**

**if (parsedArgs.invokeWith != null) {**

**WrapperInit.execApplication(parsedArgs.invokeWith,**

**parsedArgs.niceName, parsedArgs.targetSdkVersion,**

**pipeFd, parsedArgs.remainingArgs);**

**} else {**

**RuntimeInit.zygoteInit(parsedArgs.targetSdkVersion,**

**parsedArgs.remainingArgs, null /\* classLoader \*/);**

**}**

**}else {**

**......**

**}**

**}**

**public static final void zygoteInit(int targetSdkVersion, String[] argv, ClassLoader classLoader)**

**throws ZygoteInit.MethodAndArgsCaller {**

**if (DEBUG) Slog.d(TAG, "RuntimeInit: Starting application from zygote");**

**redirectLogStreams();**

**commonInit();**

**nativeZygoteInit();**

**applicationInit(targetSdkVersion, argv, classLoader);**

**}**

**private static void applicationInit(int targetSdkVersion, String[] argv,**

**ClassLoader classLoader)**

**throws ZygoteInit.MethodAndArgsCaller {**

**nativeSetExitWithoutCleanup(true);**

**VMRuntime.getRuntime().setTargetHeapUtilization(0.75f);**

**VMRuntime.getRuntime().setTargetSdkVersion(targetSdkVersion);**

**final Arguments args;**

**try {**

**args = new Arguments(argv);**

**} catch (IllegalArgumentException ex) {**

**Slog.e(TAG, ex.getMessage());**

**// let the process exit**

**return;**

**}**

**// Remaining arguments are passed to the start class's static main**

**//最终还是调用invokeStaticMain函数，这个函数我们已经见识过了。**

**invokeStaticMain(args.startClass, args.startArgs, classLoader);**

**}**

Zygote分裂子进程后，自己将在handleParentProc中做一些扫尾工作，然后继续等待请求进行下一次分裂。

这个android.app.ActivityThread类，实际上是Android中apk程序所对应的进程，它的main函数就是apk程序的main函数。从这个类的命名（android.app）中也可以看出些端倪。

通过这一节的分析，读者可以想到，Android系统运行的那些apk程序，其父都是zygote。这一点，可以通过adb shell登录后，用ps命令查看进程和父进程号来确认。

4.4.3 关于 Zygote分裂的总结

Zygote的分裂由SystemServer控制，这个过程我们用图4-3来表示：
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4.5 拓展思考

4.5.1 虚拟机heapsize的限制

在分析Zygote创建虚拟机的时候，我们说过系统默认设置的Java虚拟机堆栈最大为16MB，这个值对于需要使用较大内存的程序（例如图片处理程序）来说还远远不够。当然，可以修改这个默认值，例如我的HTC G7就将其修改为32MB了，但是这个改动是全局性的，也就是所有的Java程序都会是这个32MB。我们能动态配置这个值吗？例如：

· 设置一个配置文件，每个进程启动的时候根据配置文件的参数来设置堆大小。

不过正如前面所说，我的这一美好愿望最终破灭了，原因只有一个：

· Zygote是通过fork来创建子进程的，Zygote本身设置的信息会被子进程全部继承，例如Zygote设置的堆栈为16MB，那么它的子进程也是用这个16MB。

关于这个问题，我目前想到了两个解决方案：

· 为Dalivk增加一个函数，这个函数允许动态调整最大堆的大小。

· Zygote通过fork子进程后，调用exec家族的函数来加载另外一个映像，该映像对应的程序会重新创建虚拟机，重新注册JNI函数，也就是模拟Zygote创世界中前两天的工作，最后调用android.app.ActivityThread的main函数。这种方式应该是可行的，但难度较大，而且会影响运行速度。

关于本节所提出的问题，欢迎广大读者踊跃讨论。

4.5.2 开机速度优化

Android开机速度慢这一现象一直受人诟病，Google好像也没有要做这方面优化的意向，那么，在实际工作中又在哪些地方可以做一些优化呢？根据我目前所掌握的资料分析，有三个地方耗时比较长：

· ZygoteInit的main函数中preloadClasses加载的那一千多个类。

· 开机启动时，会对系统内所有的apk文件扫描并收集信息，这个动作耗费的时间非常长。

· SystemServer创建的那些Service，会占用不少时间。

我们这里讨论第一个问题，如何减少preloadClasses的时间呢？其实，这个函数是可以去掉的，因为系统最终还是会在使用这些类时去加载，但这样就破坏了Android采用fork机制来创建Java进程的本意，而fork机制的好处则是显而易见的：

· Zygote预加载的这些class，在fork子进程时，仅需做一个复制即可。这样就节约了子进程的启动时间。

· 根据fork的copy-on-write机制，有些类如果不做改变，甚至连复制都不用，它们会直接和父进程共享数据。这样就会省去不少内存的占用。

开机速度优化是一项比较复杂的研究，目前有人使用Berkeley Lab Checkpoint/Restart（BLCR）技术来提升开机速度。这一技术的构想其实挺简单，就是对当前系统做一个快照，保存到一个文件中，当系统重启时，直接根据文件的快照信息来恢复重启之前的状态。当然想法很简单，实现却是很复杂的，这里，我们对此不做进一步的讨论了，读者可自行展开深入的思考和研究。

我在VMWare虚拟机上使用过类似的技术，它叫Snapshort。开机速度的问题我更希望Google自己能加以重视并推动它的解决。

4.6 本章小结

本章对Zygote进程做了较为深入的分析，Zygote的主要工作是开创Java世界，本章介绍了它创世纪的七大步骤。另外，本章还分析了Zygote的“嫡长子”——System\_server进程，这个进程是Java世界中的系统Service的驻留地，所以它非常重要。对于System\_server进程，本章重点关注的是它的创建和初始化过程。此外，我们还分析了一个Activity所属进程的创建过程，原来这个进程是由ActivityManagerService发送请求给Zygote，最后由Zygote通过fork的方式创建的。

在本章拓展部分，我们讨论了Dalvik虚拟机对heap大小的设置及其可能的修改方法，另外还探讨了Android系统开机速度的问题。最后，本章还分析了System\_server中Watchdog的工作流程。