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# ВВЕДЕНИЕ

Возникновение онтологий и их стремительное развитие связано с проявлением в нашей реальности следующих новых факторов:

* колоссальный рост объемов информации, предъявляемых для обработки (анализа, использования) специалистам самых различных областей деятельности;
* чрезвычайная зашумленность этих потоков (повторы, противоречивость, разноуровневость, и т.п.);
* острая необходимость в использовании одних и тех же знаний разными специалистами в разных целях;
* всеобщая интернетизация нашей жизни и острая необходимость в структуризации информации для её представления пользователям и более эффективного поиска;
* необходимость сокращения времени на поиск нужной информации и повышения качества информационных услуг в Интернете.

Онтологии – это базы знаний специального типа, которые могут читаться и пониматься, отчуждаться от разработчика и/или физически разделяться их пользователями.

Существует много видов онтологий, однако одним из самых широко применяемых видов являются онтологии предметных областей, содержащие понятия определённой области знаний или входящих в неё областей.

# 1 Метод имитации отжига

## 1.1 Постановка задачи

Необходимо разработать программный код, реализующий метод имитации отжига в двух задачах:

1. Рядом с домом человека находится 6 магазинов. Каждый день ему нужно обходить каждый из них, но это нельзя сделать за один заход, поскольку все пакеты нести одновременно тяжело. Поэтому человеку нужно относить пакеты домой, если их стало тяжело нести. В поставленных условиях нужно определить минимальный путь, позволяющий обойти все магазины.
2. Найти глобальный минимум функции Растригина для двух переменных (1.1.1), используя метод Коши для имитации отжига.

|  |  |
| --- | --- |
|  | (1.1.1) |

## 1.2 Математическая модель первой задачи

Рядом с домом есть 6 магазинов, в каждом из которых человек берёт товары на определённый вес. Веса из каждого магазины заданы в Таблице 1.2.1.

Таблица 1.2.1 – Характеристики магазинов

|  |  |  |  |
| --- | --- | --- | --- |
| Номер магазина | Вес (кг) | Координата по x | Координата по y |
| 1 | 1.57 | 3 | -2 |
| 2 | 4.75 | 6 | -1 |
| 3 | 3.32 | 2 | 2 |
| 4 | 4.48 | 3 | 5 |
| 5 | 0.79 | -4 | 9 |
| 6 | 2.97 | -4 | 1 |

У дома нулевые координаты, а также при его посещении человек оставляет все свои пакеты.

Между всеми магазинами и домом есть путь, поэтому данную задачу можно перенести на полный граф с семью вершинами

# Заключение

В ходе выполнения данной практической работы изучены теоретические основы системного анализа и использования онтологий в широком ряде задач, получены навыки построения онтологий и работы с ними, включая создание классов для описания выбранной предметной области, создание слотов в классах и создание экземпляров. С помощью инструменты работы с онтологиями Protégé выполнены запросы на получение объектов по различным запросам.

В качестве закрепления полученных знаний написана программа на языке Python, способная работать с онтологией выбранной предметной области. В её функционал входит возможность писать запросы на получение экземпляров и связанных объектов.
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# приложения

Приложение А — Код реализации онтологии на языке Python

### Приложение А

Код реализации онтологии на языке Python

Листинг А.1 – Реализация онтологии

from typing import Any

import random

import re

class OntologyObject:

    shown\_field = 'name'

    def \_\_str\_\_(self) -> str:

        return getattr(self, self.shown\_field)

class Performer(OntologyObject):

    instances = []

    def \_\_init\_\_(self, name: str, country: str) -> None:

        self.name = name

        self.country = country

        Performer.instances.append(self)

class MusicRecord(OntologyObject):

    instances = []

    def \_\_init\_\_(self, name: str):

        self.name = name

        MusicRecord.instances.append(self)

class Group(Performer):

    instances = []

    def \_\_init\_\_(self, name: str, country: str):

        super().\_\_init\_\_(name, country)

        Group.instances.append(self)

class Musician(Performer):

    instances = []

    def \_\_init\_\_(self, name: str, country: str, in\_group: Group):

        super().\_\_init\_\_(name, country)

        self.in\_group = in\_group

        Musician.instances.append(self)

class Album(MusicRecord):

    instances = []

    def \_\_init\_\_(self, name: str, release\_year: int, performed\_by: Performer):

        super().\_\_init\_\_(name)

        self.release\_year = release\_year

        self.performed\_by = performed\_by

        Album.instances.append(self)

class Song(MusicRecord):

    instances = []

    def \_\_init\_\_(self, name: str, in\_album: Album):

        super().\_\_init\_\_(name)

        self.in\_album = in\_album
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        Song.instances.append(self)

def find\_related\_objects\_by\_value(cls: OntologyObject.\_\_class\_\_,

                                  lookup\_field: str, value: Any):

    instances = cls.instances

    result = []

    for instance in instances:

        if isinstance(getattr(instance, lookup\_field), OntologyObject):

            if not isinstance(value, OntologyObject):

                value = find\_object\_by\_name(

                    getattr(instance, lookup\_field).\_\_class\_\_, value)

                if value is None:

                    return None

        if getattr(instance, lookup\_field) == value:

            result.append((instance, type(instance).\_\_name\_\_))

    return result

def get\_class(class\_name: str):

    classes = {

        'musician': Musician,

        'group': Group,

        'album': Album,

        'song': Song

    }

    class\_name = class\_name.lower().strip()

    if class\_name in classes:

        return classes[class\_name]

    else:

        return None

def find\_object\_by\_name(cls: OntologyObject.\_\_class\_\_, name: str):

    instances = cls.instances

    for instance in instances:

        if instance.name == name:

            return instance

    return None

def get\_random\_class\_instance(cls: OntologyObject.\_\_class\_\_):

    instances = cls.instances

    return random.choice(instances)

def get\_related\_class(obj: OntologyObject):

    classes = [Album, Song, Musician, Group]

    class\_types = set()

    for cls in classes:

        cls\_instances = cls.instances

        for instance in cls\_instances:

            fields = [

                key for key in instance.\_\_dict\_\_.keys()

                if not re.match(r"\_\_\w\*\_\_", key)

            ]

            for field in fields:

                field\_value = getattr(instance, field)

                if field\_value == obj:

                    class\_types.add((cls, field))

    return list(class\_types)

def main():

    groups = [Group('Queen', 'Great Britain'), Group('Metallica', 'USA')]
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    musicians = [

        Musician('Freddie Mercury', 'Zanzibar', groups[0]),

        Musician('John Deacon', 'UK', groups[0]),

        Musician('Brian May', 'UK', groups[0]),

        Musician('Roger Taylor', 'UK', groups[0]),

        Musician('James Hetfield', 'USA', groups[1]),

        Musician('Kirk Hammett', 'USA', groups[1]),

        Musician('Lars Ulrich', 'USA', groups[1]),

        Musician('Robert Trujilio', 'USA', groups[1])

    ]

    albums = [

        Album('Mr.Bad Guy', 1985, musicians[0]),

        Album('A Night At The Opera', 1975, groups[1]),

        Album('Innuendo', 1991, groups[0]),

        Album('Ride The Lightning', 1984, groups[1]),

        Album('Master Of Puppets', 1986, groups[1])

    ]

    songs = [

        Song('Living On My Own', albums[0]),

        Song('Bohemiarn Rhapsody', albums[1]),

        Song('Love Of My Life', albums[1]),

        Song('Innuendo', albums[2]),

        Song('Ride The Lightning', albums[3]),

        Song('For Wthom The Bell Tolls', albums[3]),

        Song('Master Of Puppets', albums[4]),

        Song('Battery', albums[4])

    ]

    while True:

        while True:

            class\_name = input('Введите класс получаемых объектов: ')

            cls: OntologyObject.\_\_class\_\_ | None = get\_class(class\_name)

            if cls is None:

                print('Такого класса не существует\n\n')

            else:

                break

        while True:

            instance = get\_random\_class\_instance(cls)

            available\_fields = [

                key for key in instance.\_\_dict\_\_.keys()

                if not re.match(r"\_\_\w\*\_\_", key)

            ]

            field = input(

                f'Введите требуемое поле ( {", ".join(available\_fields)} ): ')

            try:

                getattr(instance, field)

                break

            except Exception:

                print('Такого поля в классе не существует\n\n')

        value = input('Введите значение поля: ')

        res = find\_related\_objects\_by\_value(cls, field, value)

        while True:

            flag = False

            if res is None or len(res) == 0:

                print('Объекты по введённому запросу не найдены')

                while True:

                    \_type = input(

Окончание Листинга А.1

                        '1 - повторить ввод запроса\nq - завершить выполнение программы\n'

                    )

                    if \_type == 1:

                        break

                    elif \_type == 'q':

                        exit(0)

            else:

                str\_objects = [

                    "\033[32m" + str(obj) + "\033[0m (\033[33m" +

                    str(obj\_type) + "\033[0m)" for obj, obj\_type in res

                ]

                print(f'Полученные объекты: {", ".join(str\_objects)}')

                while True:

                    \_type = input('1 - повторить ввод запроса\n'

                                  '2 - посмотреть связанные объекты\n'

                                  'q - завершить выполнение программы\n')

                    if \_type == '1':

                        flag = False

                        break

                    elif \_type == '2':

                        flag = True

                        break

                    elif \_type == 'q':

                        exit(0)

                if flag:

                    if len(res) == 1:

                        obj\_number = 1

                    else:

                        while True:

                            obj\_number = int(

                                input(

                                    f'Выберите номер нужного объекта (1-{len(res)}): '

                                ))

                            if obj\_number not in range(1, len(res) + 1):

                                print('Введён неправильный номер')

                            else:

                                break

                    instance = res[obj\_number - 1][0]

                    related\_classes = get\_related\_class(instance)

                    res = []

                    for rel\_class, field\_name in related\_classes:

                        res.extend(

                            find\_related\_objects\_by\_value(

                                rel\_class, field\_name, instance))

                else:

                    break

            if not flag:

                break

main()