| **Index** | **Comment** | **Evan’s Response** | **Jim’s Response** | **For Clint** |
| --- | --- | --- | --- | --- |
| 5 | For SingleToString, we need some kind of tolerance, or SingleToString needs to be updated to round like the rest of the world.  Examples:  Input string:  .005  PIC output:    0.00499999    Input string:  .249  Pic output:    0.24899999 | See #7 also.    Recommend.  Only send decimal values from the PC to the PIC that are based on a HEX number.    So,    0.005 is encoded as 0x 3ba3d70a  so, send from PC 0.00499999988824129 and expect 0x 3ba3d70a and same decimal number    Then match.      0.249 is encoded as 0x3ba3d70a so, send from PC 0.248999997973442 expect back the same  **It is ok to disagree. I am learning more each day. Mostly from you!**  **See this page. They are fighting the same issue. https://www.arduino.cc/reference/en/language/variables/data-types/float/**  **Our issue to be assured the functions we have provide the correct results with the constraints of the testing methods.**  **We need to pragmatic and give a range of what was tested.**  **So, here is an idea. Test from 1000000.0001526 to -1000000.0001526 in increment of 0.000152587890625**  **So, you will never test 0.005 but 0.005035400390625 and 0.005035400390625.** | I respectfully disagree on this one.  The whole purpose is to see how the system handles numbers that the normal user would use.  He's going to put in .005, not 0.004999999888, and even if he did, SingleToString should present the output to the 7 significant digits possible which would be .005, just like every version of basic I've ever used.  If you want to see extra digits, that's what formated print is for. | No response needed |
| 7 | Or, round to 3 decimal figures and compare | This would test more numbers.  Therefore, send next number to PIC and then round PC and PIC to 3 decs.  **See #6.** | This is type of thing I am stumbling on.  It would have to 3 significant digits, not 3 decimal places.  Or was that what you meant by "3 decimal figures". | Clint response please. |
| 9 | **StringToSingle**    1. trailing blanks       eg.  "1.2     " yields 1.28471994 | What is adding the trailing blanks? What is yielding 1.28… ?    **The users will have to ensure the string is trimmed. Why ? the trim routines uses a lot of RAM and I think we should further burden these two routines with TRIM() as the default.**  **We could ask Clint to add TRIM() as a conditional compiler option then the default would be no trim and with the conditional compile the TRIM() could be included.**  **Your thougths?** | Me.  I put those blanks there for testing.  It should be legal.  (or if not, don't return bogus numbers.) StringToSingle is yielding 1.28471994 when I send it "1.2   ".  However, I have yet to check that error byte Evan was talking about.   Perhaps it was set, and the return was just random garbage in memory, don't know which. | No response needed |
| 11 | **StringToSingle**    Does not take exponential notation e.g.  1.2e4 | This is rangeconstraint.    No exponents are supported.    Recommendation    This limits the range of tests to HEX numbers.  **OK** | Appologies for the blanket statement Clint.  My bad.  Very bad.  It totally accepts exponential notation.  The error I was getting was from SingleToString, not StringToSingle.  For "4e-008",  StringToSingle produced the correct value and hex.  It was the SingleToString that returned the string "Error".  However, for the string  "4.0e-008" StringToSingle produced the number 4.70630073, so not good.    I definately need to do more testing to pin down what works and what doesn't. | No response needed |
| 12 | **StringToSingle**      Numbers between and including -.00000005 to .00000005 return "Error " | Is this range constraint.?    We should check with Clint.      However, now that you raise this… then you may not have scanned the Help I wrote based on Clint’s code.    I should have thought about this.    May be you can returned the Error byte. It could have useful information.    The user can check for ‘Error’ and the can check the returned Error byte `SysByte\_STS\_Err`    This is the help page.  <https://gcbasic.sourceforge.io/help/_stringtosingle.html>    **OK** | Clint- my appologies again, it was SingleToString that was producing the error.  I will have to do more testing, but I think StringToSingle is good in this area.  Way too many trees in this forest. | Clint response please. |
| 14 | **SIngleToString**    Routine does not round properly.    This only appears to be a problem for numbers between -.25 and .25 all other numbers seem to work properly. | Is this range constraint.?    We should check with Clint.    **See #6. The rounding error, for our testing could be resolved.** | Again, I wasn't precise in my statement.  starting at -.249, the next few errors were at -.242,-.235,-.227,-.229,-.213  Later on there were areas with 1 out 3 errors, later still the error rate got less.  No obvious overall pattern I could see.  And again, these weren't flat out errors, it was only the rounding in question. | Clint response please. |

https://forum.arduino.cc/t/a-basic-question-about-float-and-double/580350/3OP

**1.** In human vocabulary, the **integer number** refers to a number with no decimal point and fractional part; it has only integer part. For example: 1234.

**2.** In human vocabulary, the **decimal number** refers to a number with integer part, decimal point, and fractional part. For example: 12.37. In programming language, it is known as **floating point number** or simply **float**.

**3.** How to store a integer number like 1234 into computer memory?  
We simply execute the following instruction; as a result, the given number is automatically saved into two consecutive memory locations. The given integer number is always saved as binary bits in the computer memory. This is to say that the given integer number of base 10 is converted into binary number of base 2 (123410 ---->00000100110100102 ---->04D216) and then it is saved into computer memory. As one memory location can hold 8-bit data, we need two memory locations to hold the given data.

unsigned int x = 1234;

===> unsigned int x = 0x04D2;

**4.** How to store a floating point number like 12.37 into computer memory?  
**(1)** According to IEEE-754 Standard (aka binary32 format), a float number (+ve or -ve) will be coded into 32-bit data as per following template in order to store it into computer memory. This is what we call '32-bit representation of a float number'.  
![binary32.png](data:image/png;base64,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)  
Figure-1: 32-bit representation of a float number (for example: 0.15625)

**(2)** Manual procedure to obtain binary32 formatted value for the float number 0.15625.  
**(a)** Calculating binary bits of 0.15625

0.15625x2 = 0.3125

0.3125x2   = 0.625

0.625x2     = 1.25

1.25x2       = 0.50

0.50x2       = 1.00

... continue until the residual is exhausted to 0 or 23 fractional bits are accumulated

**(b)** 0.1562510 = 0.001012  
==>0x20+0x2-1+0x2-2+1x2-3+0x2-4+1x2-5  
==> 0 + 0 + 0 + 0.125 + 0 + 0.03125  
==> 0.15625

**(c)** 0.001012  
==> 1.012\*2-3

**(d)** binary32 format value of 0.15625 as per Fig-1.  
Sign (1-bit: b31: 0 (the given number is +ve)  
Biased exponent (8-bit : b30 - b23): -3 (from Step-4c) + 127 (fixed bias) = 124 = 7Ch  
fraction (23-bit: b22 - b0) 01000000000000000000000 (from Step-4c)

**(e)** binray32 value: 0(sign) 01111100(biased exponent) 01000000000000000000000(fraction)

**(f)** Arranging as nibbles: 0011 1110 0010 0000 0000 0000 0000 0000

**(g)** Presenting in hex: 3E200000 (4-byte = 4x8 = 32-bit)

**5.** Programming codes to generate binary32 formatted value for a float number (say: 0.15625)  
**(1)** When we make the following declaration using the keyword **float**, the binary32 formatted 32-bit (4-byte) value is automatically saved into 4 consecutive memory locations. The low order memory location holds the lower byte of the data.

float x = 0.15625;

**(2)** We may execute the following codes to collect the 32-bit data from the unseen memory locations and show it in the Serial Monitor.

float x = 0.15625;

unsigned long \*ptr;

ptr = (unsigned long\*) &x;

unsigned long m = \*ptr;

Serial.println(m, HEX); *//shows: 3E200000*

**6.** Precision of a binary32 formatted float number  
Precision refers to the number of digits after the decimal point that we can present. For the binary32 formatted float number, the precision is 23 digits.

**7.** Accuracy of a binary32 formatted float result  
Accuracy refers to 'how many' digits are coming out exactly in the result during the processing of two/more float numbers. For example:

float x1 = 12.12345678;

float x2 = 23.12345678;

----------------------------------------------

Sum on manual calculation: 35.24691356

Sum **using** program codes:

float x = x1 + x2;

Serial.print(x, 23); *//shows: 35.246913 90991210937500000*

The accuracy is 6-digit; whereas, in manual calculation we have 8-digit accuracy.

**8.** double type floating point number.  
This is a 64-bit representation of a floating point number. In this representation, there are 53 fraction bits after the decimal point in addition to a very large integer part. The result of the processing of double type float numbers gives about 15-digit accuracy. The encoding format (known as binary64) is:  
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Figure-2: 64-bit (binary64 formatted) representation of a float number

**9.** Arduino UNO, NANO, and MEGA (all 8-bit AVR) supports only 32-bit representation of float number. In these Arduinos, the keywords **float** and **double** mean the same thing -- the binary32 format.

**10.** Arduino DUE supports both 32-bit and 64-bit representation of decimal numbers via the keywords **float** and **double** respectively.

I apologize and seek correction if any misconception is being carried by this post.
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