**Problem**

The BN\_sqr implementation in OpenSSL before 0.9.8zd, 1.0.0 before 1.0.0p, and 1.0.1 before 1.0.1k does not properly calculate the square of a BIGNUM value, which might make it easier for unauthenticated, remote attackers to defeat cryptographic protection mechanisms via unspecified vectors. Successful exploitation could cause the software to calculate incorrect results. Related to crypto/bn/asm/**mips.pl**, crypto/bn/asm/**x86\_64-gcc.c**, and crypto/bn/**bn\_asm.c**.

<https://access.redhat.com/errata/RHSA-2015:0066.html>

It was found that OpenSSL's BigNumber Squaring implementation could produce incorrect results under certain special conditions. This flaw could possibly affect certain OpenSSL library functionality, such as RSA blinding. Note that this issue occurred rarely and with a low probability, and there is currently no known way of exploiting it.

<https://bugzilla.redhat.com/bugzilla/show_bug.cgi?id=1180240>

Bignum squaring (BN\_sqr) may produce incorrect results on some platforms, including x86\_64. This bug occurs at random with a very low probability and is not known to be exploitable in any way, though its exact impact is difficult to determine. The following has been determined:

* The probability of BN\_sqr producing an incorrect result at random is very low: 1/2^64 on the single affected 32-bit platform (MIPS) and 1/2^128 on affected 64-bit platforms.
* On most platforms, RSA follows a different code path and RSA operations are not affected at all. For the remaining platforms (e.g., OpenSSL built without assembly support), pre-existing countermeasures thwart bug attacks [2].
* Static ECDH is theoretically affected: it is possible to construct elliptic curve points that would falsely appear to be on the given curve. However, there is no known computationally feasible way to construct such points with low order, and so the security of static ECDH private keys is believed to be unaffected.
* Other routines known to be theoretically affected are modular exponentiation, primality testing, DSA, RSA blinding, JPAKE and SRP. No exploits are known, and straightforward bug attacks fail - either the attacker cannot control when the bug triggers, or no private key material is involved.

<https://css.csail.mit.edu/6.858/2013/readings/rsa-bug-attacks.pdf>

To read on the syntax : <https://phoenix.goucher.edu/~kelliher/f2009/cs220/mipsir.html#:~:text=SLT%20%2D%2D%20Set%20on%20less%20than%20(signed)&text=It%20gets%20zero%20otherwise>.

Explanation of the importance of BigNum vulnerabilities :

* <https://comsecuris.com/slides/slides-bignum-bhus2015.pdf>

Talk on the CVE : <https://www.youtube.com/watch?v=oje2ZgUzARo&ab_channel=BlackHat>

**buggy\_bn\_asm.c**

#ifdef BN\_LLONG

#define mul\_add\_c(a,b,c0,c1,c2) \

t=(BN\_ULLONG)a\*b; \

t1=(BN\_ULONG)Lw(t); \

t2=(BN\_ULONG)Hw(t); \

c0=(c0+t1)&BN\_MASK2; if ((c0) < t1) t2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define mul\_add\_c2(a,b,c0,c1,c2) \

t=(BN\_ULLONG)a\*b; \

tt=(t+t)&BN\_MASK; \

if (tt < t) c2++; \

t1=(BN\_ULONG)Lw(tt); \

t2=(BN\_ULONG)Hw(tt); \

c0=(c0+t1)&BN\_MASK2; \

if ((c0 < t1) && (((++t2)&BN\_MASK2) == 0)) c2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define sqr\_add\_c(a,i,c0,c1,c2) \

t=(BN\_ULLONG)a[i]\*a[i]; \

t1=(BN\_ULONG)Lw(t); \

t2=(BN\_ULONG)Hw(t); \

c0=(c0+t1)&BN\_MASK2; if ((c0) < t1) t2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#elif defined(BN\_UMULT\_LOHI)

#define mul\_add\_c(a,b,c0,c1,c2) { \

BN\_ULONG ta=(a),tb=(b); \

BN\_UMULT\_LOHI(t1,t2,ta,tb); \

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

La vulnérabilité se produit spécifiquement ici!!
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Cette section représente le terme

**#define mul\_add\_c2(a,b,c0,c1,c2)** { \

BN\_ULONG ta=(a),tb=(b),t0; \

BN\_UMULT\_LOHI(t0,t1,ta,tb); \

t2 = **t1+t1**; c2 += (t2<t1)?1:0; \ **Overflow de t1+t1 🡪 aucun carry (erreur de calcul)**

t1 = **t0+t0**; t2 += (t1<t0)?1:0; \ **Overflow de t0+t0 🡪 aucun carry (erreur de calcul)**

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

#define sqr\_add\_c(a,i,c0,c1,c2) { \

BN\_ULONG ta=(a)[i]; \

BN\_UMULT\_LOHI(t1,t2,ta,ta); \

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#elif defined(BN\_UMULT\_HIGH)

#define mul\_add\_c(a,b,c0,c1,c2) { \

BN\_ULONG ta=(a),tb=(b); \

t1 = ta \* tb; \

t2 = BN\_UMULT\_HIGH(ta,tb); \

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

La vulnérabilité se produit spécifiquement ici!!

![](data:image/png;base64,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)

Cette section représente le terme

#define mul\_add\_c2(a,b,c0,c1,c2) { \

BN\_ULONG ta=(a),tb=(b),t0; \

t1 = BN\_UMULT\_HIGH(ta,tb); \

t0 = ta \* tb; \

t2 = **t1+t1**; c2 += (t2<t1)?1:0; \ **Overflow de t1+t1 🡪 aucun carry (erreur de calcul)**

t1 = **t0+t0**; t2 += (t1<t0)?1:0; \ **Overflow de t0+t0 🡪 aucun carry (erreur de calcul)**

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

#define sqr\_add\_c(a,i,c0,c1,c2) { \

BN\_ULONG ta=(a)[i]; \

t1 = ta \* ta; \

t2 = BN\_UMULT\_HIGH(ta,ta); \

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

}

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#else /\* !BN\_LLONG \*/

#define mul\_add\_c(a,b,c0,c1,c2) \

t1=LBITS(a); t2=HBITS(a); \

bl=LBITS(b); bh=HBITS(b); \

mul64(t1,t2,bl,bh); \

c0=(c0+t1)&BN\_MASK2; if ((c0) < t1) t2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define mul\_add\_c2(a,b,c0,c1,c2) \

t1=LBITS(a); t2=HBITS(a); \

bl=LBITS(b); bh=HBITS(b); \

mul64(t1,t2,bl,bh); \

if (t2 & BN\_TBIT) c2++; \

t2=(**t2+t2**)&BN\_MASK2; \ **Overflow de t2+t2 🡪 aucun carry (erreur de calcul)**

if (t1 & BN\_TBIT) t2++; \

t1=(**t1+t1**)&BN\_MASK2; \ **Overflow de t1+t1 🡪 aucun carry (erreur de calcul)**

c0=(c0+t1)&BN\_MASK2; \

if ((c0 < t1) && (((++t2)&BN\_MASK2) == 0)) c2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define sqr\_add\_c(a,i,c0,c1,c2) \

sqr64(t1,t2,(a)[i]); \

c0=(c0+t1)&BN\_MASK2; if ((c0) < t1) t2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#endif /\* !BN\_LLONG \*/

void bn\_mul\_comba8(BN\_ULONG \*r, BN\_ULONG \*a, BN\_ULONG \*b)

{

#ifdef BN\_LLONG

BN\_ULLONG t;

#else

BN\_ULONG bl,bh;

#endif

BN\_ULONG t1,t2;

BN\_ULONG c1,c2,c3;

c1=0;

c2=0;

c3=0;

**Fix**

t1=lw(t) // It loads 4-byte word from memory at location which address is stored in regist.

//Using the long long type, has to be twice as wide as BN\_ULONG...

# define Lw(t) (((BN\_ULONG)(t))&BN\_MASK2)

# define Hw(t) (((BN\_ULONG)((t)>>BN\_BITS2))&BN\_MASK2)

BN\_MASK2 = 64 bits (toute à 1) ou 32 bits (toute à 1)

**bn\_asm.c**

#ifdef BN\_LLONG

/\*Keep in mind that additions to multiplication result can not overflow, because its high half cannot be all-ones.\*/

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG hi; \

BN\_ULLONG t = (BN\_ULLONG)(a)\*(b); \

t += c0; /\* no carry \*/ \

c0 = (BN\_ULONG)Lw(t); \

hi = (BN\_ULONG)Hw(t); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define mul\_add\_c2(a,b,c0,c1,c2) do { \

BN\_ULONG hi; \

BN\_ULLONG t = (BN\_ULLONG)(a)\*(b); \

**BN\_ULLONG tt = t+c0; /\* no carry \*/** \

c0 = (BN\_ULONG)Lw(tt); \

hi = (BN\_ULONG)Hw(tt); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

**t += c0; /\* no carry \*/** \

c0 = (BN\_ULONG)Lw(t); \

hi = (BN\_ULONG)Hw(t); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define sqr\_add\_c(a,i,c0,c1,c2) do { \

BN\_ULONG hi; \

BN\_ULLONG t = (BN\_ULLONG)a[i]\*a[i]; \

t += c0; /\* no carry \*/\

c0 = (BN\_ULONG)Lw(t); \

hi = (BN\_ULONG)Hw(t); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#elif defined(BN\_UMULT\_LOHI)

/\* Keep in mind that additions to hi can not overflow, because the high word of a multiplication result cannot be all-ones. \*/

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG ta = (a), tb = (b); \

BN\_ULONG lo, hi; \

BN\_UMULT\_LOHI(lo,hi,ta,tb); \

c0 += lo; hi += (c0<lo)?1:0; \

c1 += hi; c2 += (c1<hi)?1:0; \

} while(0)

#define mul\_add\_c2(a,b,c0,c1,c2) do { \

BN\_ULONG ta = (a), tb = (b); \

BN\_ULONG lo, hi, tt; \

BN\_UMULT\_LOHI(lo,hi,ta,tb); \

**c0 += lo; tt = hi+((c0<lo)?1:0); \**

**c1 += tt; c2 += (c1<tt)?1:0; \**

**c0 += lo; hi += (c0<lo)?1:0; \**

**c1 += hi; c2 += (c1<hi)?1:0; \**

} while(0)

#define sqr\_add\_c(a,i,c0,c1,c2) do { \

BN\_ULONG ta = (a)[i]; \

BN\_ULONG lo, hi; \

BN\_UMULT\_LOHI(lo,hi,ta,ta); \

c0 += lo; hi += (c0<lo)?1:0; \

c1 += hi; c2 += (c1<hi)?1:0; \

} while(0)

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#elif defined(BN\_UMULT\_HIGH)

/\* Keep in mind that additions to hi can not overflow, because the high word of a multiplication result cannot be all-ones.\*/

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG ta = (a), tb = (b); \

BN\_ULONG lo = ta \* tb; \

BN\_ULONG hi = BN\_UMULT\_HIGH(ta,tb); \

c0 += lo; hi += (c0<lo)?1:0; \

c1 += hi; c2 += (c1<hi)?1:0; \

} while(0)

#define mul\_add\_c2(a,b,c0,c1,c2) do { \

BN\_ULONG ta = (a), tb = (b), tt; \

BN\_ULONG lo = ta \* tb; \

BN\_ULONG hi = BN\_UMULT\_HIGH(ta,tb); \

**c0 += lo; tt = hi + ((c0<lo)?1:0); \**

**c1 += tt; c2 += (c1<tt)?1:0; \**

**c0 += lo; hi += (c0<lo)?1:0; \**

**c1 += hi; c2 += (c1<hi)?1:0; \**

} while(0)

#define sqr\_add\_c(a,i,c0,c1,c2) do { \

BN\_ULONG ta = (a)[i]; \

BN\_ULONG lo = ta \* ta; \

BN\_ULONG hi = BN\_UMULT\_HIGH(ta,ta); \

c0 += lo; hi += (c0<lo)?1:0; \

c1 += hi; c2 += (c1<hi)?1:0; \

} while(0)

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#else /\* !BN\_LLONG \*/

/\*Keep in mind that additions to hi can not overflow, because the high word of a multiplication result cannot be all-ones. \*/

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG lo = LBITS(a), hi = HBITS(a); \

BN\_ULONG bl = LBITS(b), bh = HBITS(b); \

mul64(lo,hi,bl,bh); \

c0 = (c0+lo)&BN\_MASK2; if (c0<lo) hi++; \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define mul\_add\_c2(a,b,c0,c1,c2) do { \

BN\_ULONG tt; \

BN\_ULONG lo = LBITS(a), hi = HBITS(a); \

BN\_ULONG bl = LBITS(b), bh = HBITS(b); \

mul64(lo,hi,bl,bh); \

tt = hi; \

**c0 = (c0+lo)&BN\_MASK2; if (c0<lo) tt++; \**

**c1 = (c1+tt)&BN\_MASK2; if (c1<tt) c2++; \**

**c0 = (c0+lo)&BN\_MASK2; if (c0<lo) hi++; \**

**c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++;** \

} while(0)

#define sqr\_add\_c(a,i,c0,c1,c2) do { \

BN\_ULONG lo, hi; \

sqr64(lo,hi,(a)[i]); \

c0 = (c0+lo)&BN\_MASK2; if (c0<lo) hi++; \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define sqr\_add\_c2(a,i,j,c0,c1,c2) \

mul\_add\_c2((a)[i],(a)[j],c0,c1,c2)

#endif /\* !BN\_LLONG \*/

void bn\_mul\_comba8(BN\_ULONG \*r, BN\_ULONG \*a, BN\_ULONG \*b)

{

BN\_ULONG c1,c2,c3;

c1=0;

c2=0;

c3=0;

…

**Comparisons (unfinished)**

#define mul\_add\_c2(a,b,c0,c1,c2) { \

BN\_ULONG ta=(a),tb=(b),**t0;** \

BN\_UMULT\_LOHI(**t0,t1**,ta,tb); \

t2 = t1+t1; c2 += (t2<t1)?1:0; \ // c2 += (t1+t1 < t1)? 1 (overflow, **t1>moitié**) ou 0.

t1 = t0+t0; t2 += (t1<t0)?1:0; \ // t2 += (t0+t0 < t0)? 1 (overflow t0, **t0>moitié**) ou 0

c0 += t1; t2 += (c0<t1)?1:0; \ // t2 +=(c0+t1 < t1)? 1 (overflow **c0+t1, c0||t1>moitié**)

c1 += t2; c2 += (c1<t2)?1:0; \ // c2 +=(c1+t2<t2) ? 1 (overflow, **c1||t2>moitié**) ou 0

}

//tt = t2+(c0+t2<t1)?1 ou 0

#define mul\_add\_c2(a,b,c0,c1,c2) do { \

BN\_ULONG ta = (a), tb = (b); \

BN\_ULONG **tt**; \

BN\_UMULT\_LOHI(**t1,t2**,ta,tb); \

c0 += t2; tt = t2+((c0<t1)?1:0); \ //tt = t2+1 🡪 c0+t2 < t1 tt = t2 ou t2+1

c1 += tt; c2 += (c1<tt)?1:0; \ //c2 +=

c0 += t1; t2 += (c0<t1)?1:0; \

c1 += t2; c2 += (c1<t2)?1:0; \

} while(0)

#define mul\_add\_c(a,b,c0,c1,c2) \

t=(BN\_ULLONG)a\*b; \

t1=(BN\_ULONG)Lw(t); \

t2=(BN\_ULONG)Hw(t); \

c0=(c0+t1)&BN\_MASK2; if ((c0) < t1) t2++; \

c1=(c1+t2)&BN\_MASK2; if ((c1) < t2) c2++;

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG hi; \

**BN\_ULLONG** t = (BN\_ULLONG)(a)\*(b); \

t += c0; /\* no carry \*/ \

t1 = (BN\_ULONG)Lw(t); \

t2 = (BN\_ULONG)Hw(t); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

#define mul\_add\_c(a,b,c0,c1,c2) do { \

BN\_ULONG hi; \

**BN\_ULLONG** t = (BN\_ULLONG)(a)\*(b); \

t += c0; /\* no carry \*/ \

c0 = (BN\_ULONG)Lw(t); \

hi = (BN\_ULONG)Hw(t); \

c1 = (c1+hi)&BN\_MASK2; if (c1<hi) c2++; \

} while(0)

mflo $t\_1

mfhi $t\_2

slt **$c\_3**,$t\_2,$zero

**$SLL $t\_2,1**

$MULTU **$a\_5,$a\_1** # mul\_add\_c2(a[5],b[1],c1,c2,c3);

slt $a2,$t\_1,$zero

$ADDU $t\_2,$a2

$SLL $t\_1,1

$ADDU $c\_1,$t\_1

sltu $at,$c\_1,$t\_1

$ADDU $t\_2,$at

$ADDU $c\_2,$t\_2

sltu $at,$c\_2,$t\_2

$ADDU $c\_3,$at

mflo $t\_1

mfhi $t\_2

slt **$at**,$t\_2,$zero

**$ADDU $c\_3,$at**

$MULTU **$a\_4,$a\_2** # mul\_add\_c2(a[4],b[2],c1,c2,c3);

**$SLL $t\_2,1**

slt $a2,$t\_1,$zero

$ADDU $t\_2,$a2

$SLL $t\_1,1

$ADDU $c\_1,$t\_1

sltu $at,$c\_1,$t\_1

$ADDU $t\_2,$at

$ADDU $c\_2,$t\_2

sltu $at,$c\_2,$t\_2

$ADDU $c\_3,$at

mflo $t\_1

mfhi $t\_2

slt **$at**,$t\_2,$zero

**$ADDU $c\_3,$at**

$MULTU **$a\_3,$a\_3** # mul\_add\_c(a[3],b[3],c1,c2,c3);

**$SLL $t\_2,1**

slt $a2,$t\_1,$zero

$ADDU $t\_2,$a2

$SLL $t\_1,1

$ADDU $c\_1,$t\_1

sltu $at,$c\_1,$t\_1

$ADDU $t\_2,$at

$ADDU $c\_2,$t\_2

sltu $at,$c\_2,$t\_2

$ADDU $c\_3,$at