**Регулярные выражения в C#**

***Регулярные выражения*** — это часть небольшой технологической области, невероятно широко используемой в огромном диапазоне программ. Регулярные выражения можно представить себе как мини-язык программирования, имеющий одно специфическое назначение: находить подстроки в больших строковых выражениях.

Это не новая технология, изначально она появилась в среде **UNIX** и обычно используется в языке программирования Perl. Разработчики из Microsoft перенесли ее в Windows, где до недавнего времени эта технология применялась в основном со сценарными языками. Однако теперь регулярные выражения поддерживаются множеством классов .NET из пространства имен *System.Text.RegularExpressions*. Случаи применения регулярных выражений можно встретить во многих частях среды .NET Framework. В частности, вы найдете их в серверных элементах управления проверкой ASP.NET.

**Введение в регулярные выражения**

Язык регулярных выражений предназначен специально для обработки строк. Он включает два средства:

1. Набор управляющих кодов для идентификации специфических типов символов
2. Система для группирования частей подстрок и промежуточных результатов таких действий

С помощью регулярных выражений можно выполнять достаточно сложные и высокоуровневые действия над строками:

* Идентифицировать (и возможно, помечать к удалению) все повторяющиеся слова в строке
* Сделать заглавными первые буквы всех слов
* Преобразовать первые буквы всех слов длиннее трех символов в заглавные
* Обеспечить правильную капитализацию предложений
* Выделить различные элементы в URI (например, имея http://www.professorweb.ru, выделить протокол, имя компьютера, имя файла и т.д.)

Главным преимуществом регулярных выражений является использование ***метасимволов*** — специальные символы, задающие команды, а также управляющие последовательности, которые работают подобно управляющим последовательностям C#. Это символы, предваренные знаком обратного слеша (\) и имеющие специальное назначение.

В следующей таблице специальные метасимволы регулярных выражений C# сгруппированы по смыслу:

|  |  |  |  |
| --- | --- | --- | --- |
| *Метасимволы, используемые в регулярных выражениях C#* | | | |
| **Символ** | **Значение** | **Пример** | **Соответствует** |
| Классы символов | | | |
| [...] | Любой из символов, указанных в скобках | [a-z] | В исходной строке может быть любой символ английского алфавита в нижнем регистре |
| [^...] | Любой из символов, не указанных в скобках | [^0-9] | В исходной строке может быть любой символ кроме цифр |
| . | Любой символ, кроме перевода строки или другого разделителя Unicode-строки |  |  |
| \w | Любой текстовый символ, не являющийся пробелом, символом табуляции и т.п. |  |  |
| \W | Любой символ, не являющийся текстовым символом |  |  |
| \s | Любой пробельный символ из набора Unicode |  |  |
| \S | Любой непробельный символ из набора Unicode. Обратите внимание, что символы \w и \S - это не одно и то же |  |  |
| \d | Любые ASCII-цифры. Эквивалентно [0-9] |  |  |
| \D | Любой символ, отличный от ASCII-цифр. Эквивалентно [^0-9] |  |  |
| **Символы повторения** | | | |
| {n,m} | Соответствует предшествующему шаблону, повторенному не менее n и не более m раз | s{2,4} | "Press", "ssl", "progressss" |
| {n,} | Соответствует предшествующему шаблону, повторенному n или более раз | s{1,} | "ssl" |
| {n} | Соответствует в точности n экземплярам предшествующего шаблона | s{2} | "Press", "ssl", но не "progressss" |
| ? | Соответствует нулю или одному экземпляру предшествующего шаблона; предшествующий шаблон является необязательным | Эквивалентно {0,1} |  |
| + | Соответствует одному или более экземплярам предшествующего шаблона | Эквивалентно {1,} |  |
| \* | Соответствует нулю или более экземплярам предшествующего шаблона | Эквивалентно {0,} |  |
| **Символы регулярных выражений выбора** | | | |
| | | Соответствует либо подвыражению слева, либо подвыражению справа (аналог логической операции ИЛИ). |  |  |
| (...) | Группировка. Группирует элементы в единое целое, которое может использоваться с символами \*, +, ?, | и т.п. Также запоминает символы, соответствующие этой группе для использования в последующих ссылках. |  |  |
| (?:...) | Только группировка. Группирует элементы в единое целое, но не запоминает символы, соответствующие этой группе. |  |  |
| **Якорные символы регулярных выражений** | | | |
| ^ | Соответствует началу строкового выражения или началу строки при многострочном поиске. | ^Hello | "Hello, world", но не "Ok, Hello world" т.к. в этой строке слово "Hello" находится не в начале |
| $ | Соответствует концу строкового выражения или концу строки при многострочном поиске. | Hello$ | "World, Hello" |
| \b | Соответствует границе слова, т.е. соответствует позиции между символом \w и символом \W или между символом \w и началом или концом строки. | \b(my)\b | В строке "Hello my world" выберет слово "my" |
| \B | Соответствует позиции, не являющейся границей слов. | \B(ld)\b | Соответствие найдется в слове "World", но не в слове "ld" |

Это только небольшая часть элементов. Более подробное описание синтаксиса регулярных выражений можно найти на msdn в статье [Элементы языка регулярных выражений — краткий справочник](http://msdn.microsoft.com/ru-ru/library/az24scfc%28v=vs.110%29.aspx).

Теперь посмотрим на некоторые примеры использования. Возьмем первый пример с скороговоркой "Бык тупогуб, тупогубенький бычок, у быка губа бела была тупа" и найдем в ней все слова, где встречается корень "губ":

|  |  |
| --- | --- |
| 1  2 | string s = "Бык тупогуб, тупогубенький бычок, у быка губа бела была тупа";  Regex regex = new Regex(@"\w\*губ\w\*"); |

Так как выражение \w\* соответствует любой последовательности алфавитно-цифровых символов любой длины, то данное выражение найдет все слова, содержащие корень "губ".

Второй простенький пример - нахождение телефонного номера в формате 111-111-1111:

|  |  |
| --- | --- |
|  | string s = "456-435-2318";  Regex regex = new Regex(@"\d{3}-\d{3}-\d{4}"); |

Если мы точно знаем, сколько определенных символов должно быть, то мы можем явным образом указать их количество в фигурных скобках:\d{3} - то есть в данном случае три цифры.

Мы можем не только задать поиск по определенным типам символов - пробелы, цифры, но и задать конкретные символы, которые должны входить в регулярное выражение. Например, перепишем пример с номером телефона и явно укажем, какие символы там должны быть:

|  |  |
| --- | --- |
| 1  2 | string s = "456-435-2318";  Regex regex = new Regex("[0-9]{3}-[0-9]{3}-[0-9]{4}"); |

В квадратных скобках задается диапазон символов, которые должны в данном месте встречаться. В итоге данный и предыдущий шаблоны телефонного номера будут эквивалентны.

Также можно задать диапазон для алфавитных символов: Regex regex = new Regex("[a-v]{5}"); - данное выражение будет соответствовать любому сочетанию пяти символов, в котором все символы находятся в диапазоне от a до v.

Можно также указать отдельные значения: Regex regex = new Regex(@"[2]\*-[0-9]{3}-\d{4}");. Это выражение будет соответствовать, например, такому номеру телефона "222-222-2222" (так как первые числа двойки)

С помощью операции | можно задать альтернативные символы: Regex regex = new Regex(@"[2|3]{3}-[0-9]{3}-\d{4}");. То есть первые три цифры могут содержать только двойки или тройки. Такой шаблон будет соответствовать, например, строкам "222-222-2222" и "323-435-2318". А вот строка "235-435-2318" уже не подпадает под шаблон, так как одной из трех первых цифр является цифра 5.

Итак, у нас такие символы, как \*, + и ряд других используются в качестве специальных символов. И возникает вопрос, а что делать, если у нам надо найти, строки, где содержится точка, звездочка или какой-то другой специальный символ? В этом случае нам надо просто экранировать эти символы слешем:

|  |  |
| --- | --- |
| 1  2 | Regex regex = new Regex(@"[2|3]{3}\.[0-9]{3}\.\d{4}");  // этому выражению будет соответствовать строка "222.222.2222" |

**Использование регулярных выражений в C#**

Безуcловно, задачу поиска и замены подстроки в строке можно решить на C# с использованием различных методов [System.String](https://professorweb.ru/my/csharp/charp_theory/level4/4_7.php) и [System.Text.StringBuilder](https://professorweb.ru/my/csharp/charp_theory/level4/4_8.php). Однако в некоторых случаях это потребует написания большого объема кода C#. Если вы используете регулярные выражения, то весь этот код сокращается буквально до нескольких строк. По сути, вы создаете экземпляр объекта **RegEx**, передаете ему строку для обработки, а также само регулярное выражение (строку, включающую инструкции на языке регулярных выражений) — и все готово.

В следующей таблице показана часть информации о перечислении *RegexOptions*, экземпляр которого можно передать конструктору класса RegEx:

|  |  |
| --- | --- |
| *Структура перечисления RegexOptions* | |
| **Член** | **Описание** |
| CultureInvariant | Предписывает игнорировать национальные установки строки |
| ExplicitCapture | Модифицирует способ поиска соответствия, обеспечивая только буквальное соответствие |
| IgnoreCase | Игнорирует регистр символов во входной строке |
| IgnorePatternWhitespace | Удаляет из строки не защищенные управляющими символами пробелы и разрешает комментарии, начинающиеся со знака фунта или хеша |
| Multiline | Изменяет значение символов ^ и $ так, что они применяются к началу и концу каждой строки, а не только к началу и концу всего входного текста |
| RightToLeft | Предписывает читать входную строку справа налево вместо направления по умолчанию — слева направо (что удобно для некоторых азиатских и других языков, которые читаются в таком направлении) |
| Singleline | Специфицирует однострочный режим, в котором точка (.) символизирует соответствие любому символу |

После создания шаблона регулярного выражения с ним можно осуществить различные действия, в зависимости от того, что вам необходимо. Можно просто проверить, существует ли текст, соответствующий шаблону, в исходной строке. Для этого нужно использовать метод **IsMatch()**, который возвращает логическое значение:

**using** System;

**using** System.Text.RegularExpressions;

**class** **Example**

{

**static** **void** **Main**()

{

*// Массив тестируемых строк*

**string**[] test = {

"Wuck World", "Hello world", "My wonderful world"

};

*// Проверим, содержится ли в исходных строках слово World*

*// при этом мы не укажем опции RegexOption*

Regex regex = **new** Regex("World");

Console.WriteLine("Регистрозависимый поиск: ");

**foreach** (**string** str **in** test)

{

**if** (regex.IsMatch(str))

Console.WriteLine("В исходной строке: \"{0}\" есть совпадения!", str);

}

Console.WriteLine();

*// Теперь укажем поиск, не зависимый от регистра*

regex = **new** Regex("World", RegexOptions.IgnoreCase);

Console.WriteLine("РегистроНЕзависимый поиск: ");

**foreach** (**string** str **in** test)

{

**if** (regex.IsMatch(str))

Console.WriteLine("В исходной строке: \"{0}\" есть совпадения!", str);

}

}

}
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Если нужно вернуть найденное соответствие из исходной строки, то можно воспользоваться методом **Match()**, который возвращает объект класса *Match*, содержащий сведения о первой подстроке, которая сопоставлена шаблону регулярного выражения. В этом классе имеется свойство Success, которое возвращает значение true, если найдено следующее совпадение, которое можно получить с помощью вызова метода Match.*NextMatch()*. Эти вызовы метода можно продолжать пока свойство Match.Success не вернет значение false. Например:

**using** System;

**using** System.Text.RegularExpressions;

**class** **Example**

{

**static** **void** **Main**()

{

*// Допустим в исходной строке нужно найти все числа,*

*// соответствующие стоимости продукта*

**string** input = "Добро пожаловать в наш магазин, вот наши цены: " +

"1 кг. яблок - 20 руб. " +

"2 кг. апельсинов - 30 руб. " +

"0.5 кг. орехов - 50 руб.";

**string** pattern = @"\b(\d+\W?руб)";

Regex regex = **new** Regex(pattern);

*// Получаем совпадения в экземпляре класса Match*

Match match = regex.Match(input);

*// отображаем все совпадения*

**while** (match.Success)

{

*// Т.к. мы выделили в шаблоне одну группу (одни круглые скобки),*

*// ссылаемся на найденное значение через свойство Groups класса Match*

Console.WriteLine(match.Groups[1].Value);

*// Переходим к следующему совпадению*

match = match.NextMatch();

}

}

}

![Поиск нескольких совпадений](data:image/png;base64,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)

Извлечь все совпадения можно и более простым способом, используя метод *Regex.Matches()*, который возвращает объект класса **MatchCollection**, который, в свою очередь, содержит сведения обо всех совпадениях, которые обработчик регулярных выражений находит во входной строке. Например, предыдущий пример может быть переписан для вызова метода Matches вместо метода Match и метода NextMatch:

**using** System;

**using** System.Text.RegularExpressions;

**class** **Example**

{

**static** **void** **Main**()

{

*// Допустим в исходной строке нужно найти все числа,*

*// соответствующие стоимости продукта*

**string** input = "Добро пожаловать в наш магазин, вот наши цены: " +

"1 кг. яблок - 20 руб. " +

"2 кг. апельсинов - 30 руб. " +

"0.5 кг. орехов - 50 руб.";

**string** pattern = @"\b(\d+\W?руб)";

Regex regex = **new** Regex(pattern);

*// Достигаем того же результата что и в предыдущем примере,*

*// используя метод Regex.Matches() возвращающий MatchCollection*

**foreach** (Match match **in** regex.Matches(input))

{

Console.WriteLine(match.Groups[1].Value);

}

}

}

Наконец, можно не просто извлекать совпадения в исходной строке, но и заменять их на собственные значения. Для этого используется метод *Regex.Replace()*. В качестве замены методу Replace() можно передавать как строку, так и шаблон замены. В следующей таблице показано как формируются метасимволы для замены:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *Метасимволы замены в регулярных выражениях C#* | | | | |
| **Символ** | **Описание** | **Пример шаблона** | **Пример шаблона замены** | **Результат (входная -> результирующая строки)** |
| $ number | Замещает часть строки, соответствующую группе number | \b(\w+)(\s)(\w+)\b | $3$2$1 | "один два" -> "два один" |
| $$ | Подставляет литерал "$" | \b(\d+)\s?USD | $$$1 | "103 USD" -> "$103" |
| $& | Замещает копией полного соответствия | (\$\*(\d\*(\.+\d+)?){1}) | \*\*$& | "$1.30" -> "\*\*$1.30\*\*" |
| $` | Замещает весь текст входной строки до соответствия | B+ | $` | "AABBCC" -> "AAAACC" |
| $' | Замещает весь текст входной строки после соответствия | B+ | $' | "AABBCC" -> "AACCCC" |
| $+ | Замещает последнюю захваченную группу | B+(C+) | $+ | "AABBCCDD" -> "AACCDD" |
| $\_ | Замещает всю входную строку | B+ | $\_ | "AABBCC" -> "AAAABBCCCC" |

Давайте рассмотрим метод Regex.Replace() на примере:

**using** System;

**using** System.Text.RegularExpressions;

**class** **Example**

{

**static** **void** **Main**()

{

*// Допустим в исходной строке нужно заменить "руб." на "$",*

*// а стоимость переместить после знака $*

**string** input = "Добро пожаловать в наш магазин, вот наши цены: \n" +

"\t 1 кг. яблок - 20 руб. \n" +

"\t 2 кг. апельсинов - 30 руб. \n" +

"\t 0.5 кг. орехов - 50 руб. \n";

Console.WriteLine("Исходная строка:\n {0}", input);

*// В шаблоне используются 2 группы*

**string** pattern = @"\b(\d+)\W?(руб.)";

*// Строка замены "руб." на "$"*

**string** replacement1 = "$$$1"; *// Перед первой группой ставится знак $,*

*// вторая группа удаляется без замены*

input = Regex.Replace(input, pattern, replacement1);

Console.WriteLine("\nВидоизмененная строка: \n" +input);

}

}
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Для закрепления темы давайте рассмотрим еще один пример использования регулярных выражений, где будем искать в исходном тексте слово «сериализация» и его однокоренные слова, при этом выделяя в консоли их другим цветом:

**using** System;

**using** System.Collections.Generic;

**using** System.Linq;

**using** System.Text;

**using** System.Text.RegularExpressions;

**namespace** **ConsoleApplication1**

{

**class** **Program**

{

**static** **void** **Main**(**string**[] args)

{

**string** myText = @"Сериализация представляет собой процесс сохранения объекта на диске.

В другой части приложения или даже в совершенно отдельном приложении может производиться

десериализация объекта, возвращающая его в состояние, в котором он пребывал до сериализации.";

**const** **string** myReg = "со";

MatchCollection myMatch = Regex.Matches(myText,myReg);

Console.WriteLine("Все вхождения строки \"{0}\" в исходной строке: ",myReg);

**foreach** (Match i **in** myMatch)

Console.Write("\t"+i.Index);

*// Усложним шаблон регулярного выражения*

*// введя в него специальные метасимволы*

**const** **string** myReg1 = @"\b[с,д]\S\*ериализац\S\*";

MatchCollection match1 = Regex.Matches(myText,myReg1,RegexOptions.IgnoreCase);

findMyText(myText,match1);

Console.ReadLine();

}

**static** **void** **findMyText**(**string** text, MatchCollection myMatch)

{

Console.WriteLine("\n\nИсходная строка:\n\n{0}\n\nВидоизмененная строка:\n",text);

*// Реализуем выделение ключевых слов в консоли другим цветом*

**for** (**int** i = 0; i < text.Length; i++)

{

**foreach** (Match m **in** myMatch)

{

**if** ((i >= m.Index) && (i < m.Index+m.Length))

{

Console.BackgroundColor = ConsoleColor.Green;

Console.ForegroundColor = ConsoleColor.Black;

**break**;

}

**else**

{

Console.BackgroundColor = ConsoleColor.Black;

Console.ForegroundColor = ConsoleColor.White;

}

}

Console.Write(text[i]);

}

}

}

}

Результат работы данной программы:

![Использование регулярных выражений для форматирования текста](data:image/png;base64,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)

Для проверки гибкости работы регулярных выражений, подставьте в исходный текст еще несколько слов «сериализация», вы увидите, что они будут автоматически выделены зеленым цветом в консоли.

**Лабораторная работа №7**

*Вариант 1*

1. Используя регулярные выражения, написать программу, которая проверит ввел ли пользователь телефон в формате +375(код)номер. Например, +375(44)9996699. Учтите, что 32 и т.д. не правильный мобильный код для нашей страны.
2. Составить регулярное выражение для поиска в тексте повторяющихся слов, расположенных подряд и разделенных произвольным количеством пробелов, независимо от регистра. Вывести их на экран консоли.

*Вариант 2*

1. Используя регулярные выражения, написать программу, которая проверит ввел ли пользователь e-mail адрес в соответствующем формате.
2. Задан текст с некоторыми словами, заключенными в фигурные скобки. Используя регулярные выражения, создать программу для получения всех подстрок между круглыми скобками.

*Вариант 3*

1. Используя регулярные выражения, написать программу, которая следующую задачу. Время имеет формат часы:минуты. И часы, и минуты состоят из двух цифр, пример: 09:00. Напишите регулярное выражение для поиска времени в строке: «Завтрак в 09:00». Учтите, что «37:98» – некорректное время.
2. Задан текст, в котором находятся номера телефонов в формате ххх-хх-хх. Используя регулярные выражения, найти и вывести эти номера.

*Вариант 4*

1. Используя регулярные выражения, написать программу, которая проверит ввел ли пользователь телефон в формате 8-(код)номер. Например, 8-(29)9996699. Учтите, что 32 и т.д. не правильный мобильный код для нашей страны.
2. Текст состоит из слов, чисел и знаков препинания. Составить регулярное выражение для поискав нем слов. Вывести их на экран консоли.

*Вариант 5*

1. Используя регулярные выражения, написать программу, которая проверит ввел ли пользователь IP-адрес. Адрес состоит из четырех групп цифр, разделенных точками. Каждая группа может включать от одной до трех цифр. Примеры: 212.46.197.69, 212.194.5.106.
2. Текст состоит из слов, чисел и знаков препинания. Составить регулярное выражение для поискав нем чисел. Вывести их на экран консоли.

*Вариант 6*

1. Используя регулярные выражения, написать программу, которая проверит ввел ли пользователь HTML-цвет. Цвет задается в формате #ABCDEF, то есть # и содержит затем 6 шестнадцатеричных символов.
2. Задан текст, который состоит из слов, чисел и знаков препинания. Заменить каждое вхождение слова «кот» на слово «котик». Вывести результат на экран консоли.

*Вариант 7*

1. Используя регулярные выражения, написать программу, которая решает следующую задачу. Арифметическое выражение состоит из двух чисел и операции между ними, например: 1 + 2, 1.2 \*3.4, -3/ -6, -2-2. Список операций: «+», «-», «\*» и «/». Также могут присутствовать пробелы вокруг оператора и чисел. Напишите регулярное выражение, которое найдёт как всё арифметическое действие, так и два числа-участника операции.
2. Задан текст, который состоит из слов, чисел и знаков препинания. Заменить каждое вхождение слова «лаба» на пробел. Вывести результат на экран консоли.

*Вариант 8*

1. Используя регулярные выражения, написать программу, которая решает задачу проверки имени заливаемого графического объекта на хостинг.
2. Используя регулярные выражения, написать программу, которая удаляет из строки все, что находится после символа #. Вывести результат на экран консоли.

*Вариант 9*

1. Используя регулярные выражения, написать программу, которая решает задачу проверки верно ли пользователь ввел адрес сайта.
2. Задан текст, в котором записаны ФИО в формате (Иванов П.П.). Используя регулярные выражения, вывести все ФИО в таком формате.

*Вариант 10*

1. Используя регулярные выражения, написать программу, которая решает задачу проверки верно ли пользователь ввел адрес id сайта Вконтакте (в старом формате, например, id78195751).
2. Найти в тексте, состоящем из слов, цифр и знаков препинания, все слова, длина которых больше 7 символов. Вывести результат на экран консоли.