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**Цель работы:** изучить механизм обработки исключительных ситуаций.

**Задание на лабораторную работу:** Модифицировать приложение из предыдущей лабораторной работы, реализовав проверку вводимых данных с использованием механизма исключений. Необходимо создать свой класс, унаследованный от класса Exception, и генерировать исключение, если возникает попытка создать экземпляр класса RecIntegral со значениями, не являющимися числами в диапазоне от 0,000001 до 1000000. В качестве обработки исключения необходимо выводить диалог, содержащий предупреждение о некорректности введенных данных.

**Решение:**
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Рисунок 1 - Исключение возникающее при вводе чисел, не входящих в диапазон от 0,000001 до 1000000

**Вывод:** изучили механизм обработки исключительных ситуаций.

**Листинг Main.java**

package com.company;  
  
  
import java.util.concurrent.Delayed;  
  
public class Main {  
  
 public static void main(String[] args) {  
 System.out.println("Hello World!");  
 HOPE w = new HOPE();  
 w.setVisible(true);  
 }  
}

**Листинг MyExeption.java**

package com.company;  
  
import javax.swing.\*;  
  
public class MyExeption extends Exception{  
 public MyExeption(String str){  
 JOptionPane.showMessageDialog(null, str, "Error 404", JOptionPane.ERROR\_MESSAGE);  
 }  
}

**Листинг RecIntegral.java**

package com.company;  
  
public class RecIntegral {  
 public double start = 0.0;  
 public double end = 0.0;  
 public double step = 0.0;  
 public double result = 0.0;  
  
 public RecIntegral(){  
  
 }  
  
 public RecIntegral(double \_start, double \_end, double \_step) throws MyExeption{  
 if(CheckMaxMin(\_start, 0.000001, 1000000) &&  
 CheckMaxMin(\_start, 0.000001, 1000000)&&  
 CheckMaxMin(\_start, 0.000001, 1000000)){  
 start = \_start;  
 end = \_end;  
 step = \_step;  
 }else{  
 throw new MyExeption("Number out of range!");  
 }  
 }  
  
 private boolean CheckMaxMin(double number, double min, double max){  
 if(number > min && number < max){  
 return true;  
 }  
 return false;  
 }  
}

**Листинг HOPE.java**

package com.company;  
  
import javax.swing.\*;  
import javax.swing.table.DefaultTableModel;  
import java.awt.\*;  
import java.awt.event.ActionEvent;  
import java.awt.event.ActionListener;  
import java.util.ArrayList;  
import java.util.LinkedList;  
import java.util.Vector;  
  
public class HOPE extends JFrame{  
 private DefaultTableModel tableModel;  
 private JTable table1;  
  
 private JTextField textField1;  
 private JTextField textField2;  
 private JTextField textField3;  
 private JButton add;  
 private JButton remove;  
 private JButton calc;  
 private JButton clear;  
 private JButton fill;  
  
 private double E = 2.7182818284590452353602874713527;  
 private ArrayList<RecIntegral> ne\_chet = new ArrayList<>();  
 private LinkedList<RecIntegral> chet = new LinkedList<>();  
  
 Object[] columnNames = {"нижняя граница интегрирования",  
 "верхняя граница интегрирования",  
 "шаг интегрирования",  
 "результат вычисления"};  
  
 public HOPE(){  
 setDefaultCloseOperation(EXIT\_ON\_CLOSE);  
  
 CreateTextModel();  
 CreateTextField();  
 CreateButton();  
  
 CreateForm();  
 }  
  
 private void CreateTextModel(){  
 tableModel = new DefaultTableModel();  
 tableModel.setColumnIdentifiers(columnNames);  
  
 table1 = new JTable(tableModel);  
 }  
  
 private void CreateTextField(){  
 textField1 = new JTextField();  
 textField1.setPreferredSize(new Dimension(200, 30));  
 textField2 = new JTextField();  
 textField2.setPreferredSize(new Dimension(200, 30));  
 textField3 = new JTextField();  
 textField3.setPreferredSize(new Dimension(200, 30));  
 }  
  
 private void CreateButton(){  
 add = new JButton("Добавить");  
 add.addActionListener(new ActionListener() {  
 public void actionPerformed(ActionEvent e) {  
 double[] data;  
 try {  
 data = new double[]{Double.valueOf((String) textField1.getText()),  
 Double.valueOf((String) textField2.getText()),  
 Double.valueOf((String) textField3.getText())};  
 }catch(Throwable t){  
 return;  
 }  
  
 if (ne\_chet.size() >= chet.size()){  
 try {  
 chet.add(new RecIntegral(data[0],  
 data[1], data[2]));  
 }catch (MyExeption myExeption){  
 return;  
 }  
  
 tableModel.insertRow(tableModel.getRowCount(), new String[] {  
 String.valueOf(chet.getLast().start), String.valueOf(chet.getLast().end),  
 String.valueOf(chet.getLast().step), String.valueOf(chet.getLast().result)});  
 }else{  
 try {  
 ne\_chet.add(new RecIntegral(data[0],  
 data[1], data[2]));  
 }catch (MyExeption myExeption){  
 return;  
 }  
  
 tableModel.insertRow(tableModel.getRowCount(), new String[] {  
 String.valueOf(ne\_chet.get(ne\_chet.size() - 1).start),  
 String.valueOf(ne\_chet.get(ne\_chet.size() - 1).end),  
 String.valueOf(ne\_chet.get(ne\_chet.size() - 1).step),  
 String.valueOf(ne\_chet.get(ne\_chet.size() - 1).result)});  
 }  
 }  
 });  
  
 remove = new JButton("Удалить");  
 remove.addActionListener(new ActionListener() {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 int idx = table1.getSelectedRow();  
 if(idx == -1) {  
 return;  
 }  
 tableModel.removeRow(idx);  
 if(idx % 2 == 0){  
 chet.remove(idx / 2);  
 }else{  
 ne\_chet.remove(idx / 2);  
 }  
 }  
 });  
  
 calc = new JButton("Вычислить");  
 calc.addActionListener(new ActionListener() {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 int idx = table1.getSelectedRow();  
 if(idx == -1){  
 return;  
 }  
 double[] data;  
 try {  
 data = new double[]{Double.valueOf((String) tableModel.getValueAt(idx, 0)),  
 Double.valueOf((String) tableModel.getValueAt(idx, 1)),  
 Double.valueOf((String) tableModel.getValueAt(idx, 2))};  
 }catch(Throwable t){  
 tableModel.setValueAt("NULL", idx, 3);  
 return;  
 }  
 double start, end, step, result;  
 System.out.println();  
 start = data[0];  
 end = data[1];  
 step = data[2];  
 result = 0.0;  
  
 while(start < end){  
 if(start + step > end){  
 step = end - start;  
 }  
 result += 0.5 \* (Math.pow(E, -start) + Math.pow(E, -(start + step))) \* step;  
 start += step;  
 }  
 tableModel.setValueAt(result, idx, 3);  
 }  
 });  
  
 clear = new JButton("Очистить");  
 clear.addActionListener(new ActionListener() {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 while(tableModel.getRowCount() > 0){  
 tableModel.removeRow(0);  
 }  
 }  
 });  
  
 fill = new JButton("Заполнить");  
 fill.addActionListener(new ActionListener() {  
 @Override  
 public void actionPerformed(ActionEvent e) {  
 int i = 0;  
 while(i <= chet.size() + ne\_chet.size()){  
 if(i % 2 == 0) {  
 if ((i / 2) < chet.size()) {  
 tableModel.insertRow(i, new String[]{  
 String.valueOf(chet.get(i / 2).start), String.valueOf(chet.get(i / 2).end),  
 String.valueOf(chet.get(i / 2).step), String.valueOf(chet.get(i / 2).result)});  
 }  
 }else {  
 if((i / 2) < ne\_chet.size() ) {  
 tableModel.insertRow(i, new String[]{  
 String.valueOf(ne\_chet.get(i / 2).start), String.valueOf(ne\_chet.get(i / 2).end),  
 String.valueOf(ne\_chet.get(i / 2).step), String.valueOf(ne\_chet.get(i / 2).result)});  
 }  
 }  
 i++;  
 }  
 }  
 });  
 }  
  
 private void CreateForm(){  
 Box contents = new Box(BoxLayout.Y\_AXIS);  
 contents.add(new JScrollPane(table1));  
  
 JPanel text = new JPanel();  
 text.add(textField1);  
 text.add(textField2);  
 text.add(textField3);  
 contents.add(text);  
  
 JPanel button = new JPanel();  
 button.add(add);  
 button.add(remove);  
 button.add(calc);  
 button.add(clear);  
 button.add(fill);  
 contents.add(button);  
  
 getContentPane().add(contents);  
  
 setSize(800, 600);  
 setVisible(true);  
 }  
}