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# Repetition utav grunder

### Variabler

Int = heltal = 2

Float = decimaltal = 3,3f

Double = decimaltal (större) = 3,3

Decimal = decimal tal (exakt) = 3,3m

String = text strängar = ”hej” (måste skrivas med ” ”, inte ’ ’)

Char = enstaka tecken = ’c’

Console.writeLine(”hej”) = en funktions om skriver ut ett värde angett i parenteserna.

**Console.writeLine(”hej”);**

**Hej**

Deklarera en variabel:

**int num = 12;** variabel typ, identifierare (namnet du anger), tilldelnings tecken (=), värde.

Konvertera en variabel

**String aNum = ”12”;**

**Int num = int.parse(aNum)**

Skriva ut flera värden.

**String a = ”Min ålder är: ”;**

**Int num = 24;**

**Console.WriteLine(a + num.ToString());**

Med ToString() metoden så kan man konvertera värden till string.

**Min ålder är: 24**  resultatet

Det finns ett bättre sätt att göra på. Ovan är ganska prestanda krävande.

**Console.WriteLine($”{a}{num}”);**

**Min ålder är: 24** resultat

Man kan skriva ganska mycket information så här.

**Console.WriteLine($”{a}{num}\nDin ålder är 25”);**

**Min ålder är: 24**

**Din ålder är 25** Med \n så kan du göra nya rader. Finns fler \ kommandon.

Vi kan också samla flera värden utav samma typ i **Arrays**.

**String[] namn = new string [] {Jacob, Gustav, Anders, Stefan}** Anger en array med 4 platser och anger värdena. Det går inte att ändra på storleken utav en array efter den är skapad.

**Int[] ålder = new int[4];**

Om man ska skriva ut ett vist värde i en array så måste man ange dess position i arrayen. Positioner i en array börjar från 0.

Metoden **”.Lenght”** anger hur många positioner en array har.

### Metoder

Man kan skriva stycken utav kod som man sedan kan anropa och köra dem flera gånger.

Detta kallas en metod eller en funktion.

Man skriver dem utanför mainmetoden.

**Static void main(string[] args)** main metoden

**{**

**Int i = 3**

**Int j = 34**

**Int k = Addition(I, j);**

**Console.WriteLine(k);**

**}**

**Static Int Addition(int tal1, inbt tal2)** en additions metod

**{**

**Int result = tal1 + tal2;**

**Return result;**

**}**

Ovan så har jag deklarerat: retur data typ (**Int**), identifierare(**addition**) och inputparametrar (**int tal1, int tal2**). Det går att skapa och anropa metoder utan inputparametrar.

Om metoden inte ska returnera något så använder man **void** som returvärde.

Resultatet utav ovan kod skulle bli en utskrift utav 37.

Man kan också skriva metoder med en pil. Additions koden ovan skulle kunna skrivas så här:

**Static Int addition(int tal1, int tal2) => tal1 + tal2;**

Man kan även ge inputparametrar ett standardvärde så att metoden kan användas även om man inte skickar in lika många inputparametrar som metoden deklarerades med.

**Static Int addition(tal1, tal2, tal 3 = 0;) => tal1 + tal2 + tal3;**

**Statci void main(string[] args)** main metoden

**{**

**Int i = 3;**

**Int j = 34;**

**Int k = Addition(I, j);**

**Console.WriteLine(k);**

**Int x = 3;**

**Int o = Addition(i, j, x);**

**Console.WriteLine(o);**

**}**

Viktigt att veta i C# är att variabler som skapas i en metod finns bara tillgänglig i den metoden.

### Villkor och loopar

Med villkor kan man diktera vad som ska göras beroende på olika förutsättningar. Med en **if**-sats så kan man göra några saker om ett villkor är sant.

**Int num = 2;**

**If (num<3)**

**{**

**Console.WriteLine(”hej”);** om 2 är mindre än 3 så skriv hej.

**}**

Med switch-satser kan man bestämma vad som ska göras beroende på ett värde.

**Switch (num)**

**{**

**Case 1:**

**Console.WriteLine(”blä”);**

**Break;** Du måste ha ett break med varje switch case.

**Case 2:**

**Console.WriteLine(”hej”);** Detta skulle skrivas då num = 2.

**Break;**

**Case 3:**

**Console.WriteLine(”fisk”);**

**Break;**

**}**

Man kanske vill göra något så länge ett villkor stämmer. Då kan man använda sig utav loopar.

**While (true)** medans sant är sant så gör x. Detta skulle forma en oändlig loop. Kommer aldrig att ta sig ut ur den om man inte anger ett villkor som resulterar i en **break;.**

**{**

**x**

**}**

**For (int i = 0; i<arr.Lenght; i++)** Gör x lika många gånger som det finns positioner i arrayen ”arr”.

**{**

**x**

**}**

**Foreach (int element in arr)** gör x för varje position i ”arr”. ”element” är en variabel som tar värdet på positionen i varje iteration

**{**

**x**

**}**

# Debugging

Om man vill kunna hänga med lite när man debuggar och undersöka vilka värden olika variabler får samt hur de hanteras så kan man debugga i så kallat **break mode**. Detta gör man genom att trycka på F10 eller F11. Du kan då se alla variabler som finns i det scoopet du är i (vart i programmet du är) samt deras värden i det nedre fältet. Man kan också skapa en så kallad **breakpoint** genom att trycka på den raden (till höger) som man vill köra i break mode från. Detta skapar en liten rödprick som programmet kör till och väl där så kan du välja att stega dig fram i koden eller låta den fortsätta själv.

Väl inne i break mode så kan du stega fram koden bit för bit med F10 och F11. F11 är kommandot för **step into** vilket hoppar till nästa steg i koden och visar allt. F10 är kommandot **step over** och när du använder det så hoppar den över de separata stegen i metoder och funktioner. De utförs fortfarande men du slipper att stega igenom dem om du vet att man kan lita på att det funkar.

# Felhantering

När man hanterar data och matar in det i programmet på olika viss så kan det hända att man får situationer som inte fungerar, tex delar med noll. Detta kallas **exception error**. Detta skulle krascha programmet om det inte hanteras.

Ett enkelt sätt att hantera dessa problem är att använda if-satser för att skapa värden som inte kan användas.

Tex om du vill undvika att det går att dela med noll.

**Int num1 =2**

**Int Num2 = 0;**

**Int result = =;**

**If (num2 != 0 )** om num inte är 0 så utför vi det vi ville göra.

**{**

**Result = num1 / num2**

**}**

Om du ska ta emot data från användaren så kan det också skapa problem om du inte ser till att konvertera det strängvärde du får tillbaka eller om användaren skriver fel.

Det vanligaste sättet att hantera fel är **Try** och **Catch**.

Med dessa två nyckelord så kan man skapa kodblock som försöker köras men om ett exception (ett fel) händer så hoppar man till Catch kodblocket där man kan skriva vad som ska hända om något går snett.

Ex:

**Try**

**{**

**Int num = int.parse(console.readline());** input från användaren med konvertering.

**Int num2 = int.parse(console.readline());**

**Int result = 0;**

**}**

**Catch (FormatException Ex)** Felhantering för fel utavanvändaren. Ex = variabel för felhantering

**{**

**Console.WriteLine(Du skrev något fel);**

**}**

**Try**

**{**

**Result = num / num 2**

**}**

**Catch (DivedeByZerroException Ex)** Hanterar beräkningsfel

**{**

**Console.writeLine(Ex.message)** Man kan skriva ut vilket fel meddelande man får. ex.message = felmeddelandet

**}**

Man kan också bara skriva;

**Catch**

**{**

Felhantering

**}**

För att hantera alla fel som kan uppstå men det är rekommenderat att vara specifik.

## Loga felmeddelanden

Om något i det problem krashar när användaren kör det så kan det vara bra att kunna läsa felmeddelandet efter att det sket. Ett sätt att göra detta är att logga felmeddelanden i en separat fil. Man kan sedan använda klassen ”**StreamWriter**” för att skriva i den externa filen. Med denna klass så kan man skapa ett objekt med ett antal olika konstruktorer. En utav dessa tar ett strängvärde som ska vara en filsökväg till den filen som man vill skriva felmedelandet. Klassen ”StreamWriter” finns i **System.IO** namespace/namndrymd som är en namndrymd som innehåller typer som låter skriva i externa filer.

**Using System.IO**

Om vi nu vill logga vårt felmeddelande så gör vi det i ett catch-block.

**Catch (exception ex)**

**{**

**StreamWriter streamWriter = new StreamWriter(@"C:\Users\Gustav\source\repos\Test\FelMeddelanden\log.txt");**

Notera @. Då \ har en specifik funktion inom strängar så måste man använda ett @ framför strängen så kompilatorn vet om att det inte är en funktionell backslash. @ tar bort alla funktionella tecken i en sträng.

Om filen man skriver inte finns så skapas en ny fil med namnet du anger.

För att sedan använda det StreamWriter-objektet du skapat och skriva något i filen så använder man metoden ”**.Write()**” och stoppar in den egenskapen utav felet som du vill se.

**streamWriter.Write(ex.GetType().Name);**

Om du vill skriva något mer så är det bara att lägga till fler .write metoder. Du kan också använda ”**.WriteLine**” om du vill att det som skrivs **efter** ska hamna på en ny rad. WriteLine skapar i detta fal en ny rad efter texten som ska skrivas.

**streamWriter.WriteLine(ex.message);**

**streamWriter.WriteLine(ex.StackTrace);**

När du skrivit det du vill skriva så måste du avsluta streamWriter med metoden ”.Close()”

**streamWriter.Close();**

Om det nu blir något fel så kommer det att skrivas vad namnet på den typen utav fel är i filen du angav.

Ex:

![](data:image/png;base64,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)

## Throw

Ibland så kan man se att koden kan hamna i ett läge där man inte vill ha den. Tänk att du skriver en metod som tar ett heltal(int) och returnerar namnet på den månaden som talet representerar. Så om du skickar in 1 så får du tillbaka januari. Men vad ska returneras om man skicar in 13, 0, -2 eller 1002. Helst så ska inget returneras, utan man skulle hellre vilja ange att ett fel har inträfat och något fel meddelande ska skickas. Med ”**throw**” så kan man ange ett fal

Om detta händer så vill man kunna skriva ut någon form utav fel kod. Man vill göra ett eget exception. Detta kan man göra med nyckelordet ”**throw**”. För att kasta ett fel så behöver man skapa ett exception-objekt och man kan också skriva en text som följer med detta objekt.

Säg att vi vill bygga metoden nämnd ovan:

**Static string Month(int monthNr)**

**{**

**Switch (monthNr)**

**{**

**Case 1:**

**Return ”Januari”;**

**Case 2:**

**Return ”Feburary”**

Etc…

**Default:**

**Throw new ArgumentOutOfRangeException(”Aj då, fel nummer.”);**

**}**

Notera ”ArgumentOutOfRangeException”. Detta är en specifik typ utav exception objekt som anger att argumentet som getts är utanför de gränser som är satta. Man kan bara skriva ”**throw new exception()”** med som jag skrev tidigare så är det bra praxis att vara noggrann. Dessa är egentligen bara olika typer utav klasser som ärver från en klass kallad ”Exception”. Mer nedan om hur du skapar en egen exception-klass att kasta.

### Finally

**Static string Month(int monthNr)**

**{**

**Switch (monthNr)**

**{**

**Case 1:**

**Return ”Januari”;**

**Case 2:**

**Return ”Feburary”**

Etc…

**Default:**

**Throw new ArgumentOutOfRangeException(”Aj då, fel nummer.”);**

**Finally** 🡨------Obs notera!!

**{**

**NågotNummer++;**

**}**

**}**

Säg att vår kod ser ut som ovan. Notera ”**finally**”blocket. När ett exception sker eller kastas så kan det komma att kod som kommer efter inte körs. Om man har något viktigt som måste köras så kan man lägga det i ett finally block. Kod som ligger där kommer alltid att köras även om ett exception kastas.

## Skapa egna exceptions.

Som tidigare nämnt så går det att skapa egna exception-klaser att kasta. Man gör det genom att skriva en ny klass som ärver från en klass kallad ”Exception”. Om du kollar igenom alla olika exception-klaser så kan du se att deras namn alltid slutar med ”Exception”. Det är bra braxis att om du ska skapa egna exception klasser så ska du också namnge dem med Exception i slutet så att det är tydligt vad det är för sorts klass du har skapat.

**Class UserAlreadyLogedInException: Exception**

**{**

**}**

Om du skapar en egen exception-klass så kan du inte skicka in ett felmeddelande, som ska visas när undantaget kastas, per automatik.

**Throw new UserAlreadyLogedInException(”Du är redan inlogad”)** Funkar ej.

För att kunna göra detta så krävs det att du har en konstruktor som kan ta emot ett argument när undantags-objektet initieras.

Det smidiga med att ärva från bas klassen ”Exception” är att den har en konstruktor som tar ett string argument som vi kan implementera via arv i vår egen klass.

**Class UserAlreadyLogedInException: Exception**

**{**

**Public UserAlreadyLogedInException(string message) : base(message)**

**{**

**}**

**}**

När vi har skapat en konstruktor som tar ett argument så skapas dock ett annat problem. Och det är att den automatiska konstruktorn med inga parameter som skapas när ingen annan konstruktor finns, försvinner när vi skapar en egen. Om vi ska skapa ett objekt utav denna klass så måste vi alltså skicka in ett meddelande men vi kanske vill kunna kasta ett undantag utan att göra det.

Vi måste alltså ange ytterligare en konstruktor utan parameter. Smidigt nog så finns det även en sådan att ärva från bas klassen.

**Class UserAlreadyLogedInException: Exception**

**{**

**Public UserAlreadyLogedInException() : base()**

**Public UserAlreadyLogedInException(string message) : base(message)**

**{**

**}**

**}**

## Testning

Det är ganska vanligt att man använder sig utav separat kod för att testa den koden man skriver.

Man gör detta för att verifiera att alla krav uppfylls och för att säkerställa att inget är trasigt.

När man testar fortgående så hjälper det även att se till att man tänker på prestanda och användbarhet.

För att skapa ett test för en fil så högerklickar man varstans i filen och väljer **create unit test**.

Du kan här namnge testfilen och ändra vilket ramverk det ska använda och mer. Klicka OK.

Det skapar då ett nytt projekt som du kan hitta till höger i **Solution explorer**.

I detta projekt så skapas en test-metod per metod som du skrivit i det originella projektet.

Du har ej någon main-metod i testprogram.

Istället så har du:

**[TestMethod()]**

Och sedan dina testmetoder.

När man är i sitt testprogram så skriver man **filnamn(klassnamn).metod(metoden du vill testa)**:

I koden nedan så skickar vi två heltal och en operator till en metod som vi skrev tidigare och nu ska testa så att den fungerar. Metoden gör beräkningar med de två nummer och operatorn.

När man ska testa kod med annan kod som ligger i en separat fil så är det viktigt att man gör metoderna som ska testas **public** så att de kan kommas åt.

I testprogrammet:

**Int num1 = 2;** Skapar våra variabler som vi ska skicka till metoden vi testar.

**Int num2 = 3;**

**String op = +;**

**Int result = Program.compute(num1, num2, op);** Vi anropar metoden som ska testas.

Sedan använder man nyckelordet **CollectionAssert** eller **Assert** för att beskriva vad resultatet ska bli. Med **collectionAssert** så kan du jämföra flera värden (alltså en hel kollektion) på en gång. Till exempel alla positioner i en array.

**Assert.AreEqual(result, 5);** Vi skriver att det svaret vi får tillbaka från result ska vara 5.

För att köra tester efter att man skrivit dem så högerklickar man på projektet i solution explorer och väljer **run tests**.

### Arrange, act, Assert

När man skapar en testmetod så ska man försöka bygga en struktur med orden Arrange, act och assert.

Arrange innebär är att man ska först göra en sektion där man bestämmer vilken data man ska skicka in i metoden genom att skapa variabler för all indata samt en variabel för det väntade svaret.

Act innebär att man agerar med den data man skapade. Dvs att man anropar metoden med in variablerna.

Assert innebär att man jämför return-värdet (output från metoden man testar) med den variabeln du skapade som motsvarar det väntade svaret.

Ex

Jag har en metod som adderar två tal.

I min arrange del utav testmetoden så skapar jag två variabler som ska skickas in i metoden samt en variabel som är de andra två adderade.

I act anropar jag metoden.

I assert så ser jag till att metoden returnerar samma värde som jag väntade mig.

**[TestMethod]**

**Public void AdditionTest** metoden som ska testas heter ”Addition”

**{**

**//assert**

**Int num1 = 2;**

**Int num2 = 3;**

**Int expected = 5;** skapar variabler att skicka till metoden samt en variabel som representerar mitt förväntade svar. 2+3=5

**//act**

**Int act = Program.Addition(num1, num2);** anropar metoden med data. Sparar svaret

som en variabel.

**//assert**

**Assert.AreEqual(act, expected);** ser till att svaret och det väntade

svaret är detsamma.

Jag kan också göra så här.

**Assert.AreEqual(Program.Addition(num1, num2), expected);**

## TDD (test driven development)

TDD innebär att man skriver testet redan innan man skriver den koden man har som uppdrag att skriva. Beställde

# Sortering. Bubblesort; quicksort

Bubblesort är en sorterings algoritm som kan sortera kollektioner med data. Den är ganska enkel men värt att veta är att den är väldigt oeffektiv och prestanda krävande så använd den ej med större mängder data.

Bubblesort algoritm tagen från stack overflow:

for (int write = 0; write < arr.Length; write++) {

for (int sort = 0; sort < arr.Length - 1; sort++) {

if (arr[sort] > arr[sort + 1]) {

temp = arr[sort + 1];

arr[sort + 1] = arr[sort];

arr[sort] = temp;

}

}

}

En bättre sorteringsalgoritm är **quicksort**. Den är betydligt effektivare.

Algoritmen ser ut något så här:

static int Partition(int[] array, int low,

int high)

{

//1. Select a pivot point.

int pivot = array[high];

int lowIndex = (low - 1);

//2. Reorder the collection.

for (int j = low; j < high; j++)

{

if (array[j] <= pivot)

{

lowIndex++;

int temp = array[lowIndex];

array[lowIndex] = array[j];

array[j] = temp;

}

}

int temp1 = array[lowIndex + 1];

array[lowIndex + 1] = array[high];

array[high] = temp1;

return lowIndex + 1;

}

Värt att anmärka är att det fins inbyggda sorteringsfunktioner I VS så man behöver inte bygga dem manuellt.

# C# Historia

Började utvecklas 99 av Microsoft, lett utav Anders Hejlsberg. Skapades i samband med .net ramverket.

Skapat för att vara liknande C, men simpelt och objektorienterat.

Senaste varianten är C# 9.0 men det utvecklas pågående.

# Dokumentation

När man kodar så är det viktigt och vanligt att man skriver ett separat textdokument där man beskriver funktionaliteten och andra viktiga saker att veta om koden. Det är väldigt viktigt att göra när man börjar jobba med andra personer så att alla kan använda sig utav all kod utan att konstant behöva fråga varandra hur saker fungerar.

Ett sätt att skriva dokumentation är med kommentarer.

En standard är att man skriver något om varje funktion. Man ska beskriva:

* en summering utav vad funktionen gör.
* Beskriver varje inputparameter.
* Vad den returnerar.
* Hur den hanterar fel (exceptions).

Ett bra sätt att kommentera metoder är att använda 3 snedstreck (///) och sedan htlm liknande taggar. Om du skriver tre /// så kommer visual studio att automatiskt generera en summering, parameternamn och return så behöver du enbart fylla i dessa.

Exempel:

**/// <summary>**

**/// A method that makes computations.**

**///</summary>**

**///<param name =”num1”>The first interger in the computation.</param>**

**///<param name =”num2”>The second interger in the computation.</param>**

**///<param name =”op”>The operator that decides which type of computation that is executed. Available operators are /, \*, - and +.</param>**

**///<returns>Returns an interger that is the result off the computation.</returns>**

När man sedan anropar metoden och håller muspekaren över den, samt när man skriver in parameter så kommer ett litet fönster att visas där den beskrivning du skrev visar sig.

# Objektorientering och klasser

## Inkapsling

Inkapsling innebär att man kapslar in funktionalitet i olika metoder och liknande. Detta innebär att vi behöver inte nödvändigtvis vetta exakt vad som händer. Som exempel när vi skriver **Console.WriteLine()** så vet vi egentligen inte vad som händer i metoden men vi behöver ju inte det heller.

Istället för att förklara hur något funkar från grunden så nöjer vi oss med det resultat det ger. Vi jobbar med olika kapslar som gör olika saker. Vi vet hur man kan använda dem men inte nödvändigtvis vad som är i dem.

**Procedurell programmering** = att man delar upp det i olika metoder.

Inkapsling innebär också att man skyddar vad som är i kapseln (tex vad en funktion som Console.WriteLine() gör så att användaren (programmeraren i detta fal) inte kan ta sönder något utav misstag.

## Klasser och objekt

Objektorientering är något som förekommer i många olika språk men de kan skilja sig åt ganska så drastiskt.

Vi skapar objekt och klasser för att kunna gruppera olika data och metoder samt annan funktionalitet.

Ett objekt är ett sätt att samla olika former utav data i en samling. Om man har en person vars namn och ålder man ska hålla koll på så kan det bli svårt om man ska text använda Array:er. Då kan det vara enklare att skapa objekt.

En klass är som en mall för ett objekt. Det beskriver vilka egenskaper ett objekt har samt vad man kan göra. Man skapar sedan olika instanser utav klassen och dessa instanser är objekt. Vad data är i dem kan skilja åt men de har alla samma sorters data. Ex vi har olika namn, ålder och funktionalitet.

För att skapa en klass så högerklickar man på solution Explorer och väljer **add**.

Sedan väljer man klass och klickar OK. Då skapas en ny fil som du kan öppna i en ny flik.

I klasser kan man skapa globala variabler som kallas **fält/fields**. Dessa brukar man skapa en så kallad **kostruktor** tillvilket är en metod som till delar värden till fälten.

För att skapa en konstruktör så skriver man:

**Public int Ålder {get; set;}** variabeln är ”ålder”. {get; set;} är konstruktorn.

Man kan också ange om värden ska gå att ses utifrån klasser men inte ändras eller tvärt om. Ex:

**Public int ålder {get; private set;}** get är public men set är private.

När man gör så måste man använda konstruktorn för att ange ett värde på en klass variabel.

**Public** nyckelordet anger att det går att komma åt den variabeln från en annan klass/fil.

Variabler som skapas som public ska generellt sett namnges med storbokstav.

För att göra jämförelser mellan olika objekts variabler med en funktion i samma klass så kan man skriva:

**Variabel.other**

för att förklara att man syftar på ett annat objekts variabel.

Ex:

**Int differenceOfX = X – X.other;** samma variabel men olika objekt.

För att använda sig utav variabler och metoder i en klass från main-metoden så skriver man:

**Klassnamn.variabel**

**Ex**

**Console.WriteLine(Class1.Variabel1);**

### Value type och refrence type

Det finns två olika vis att spara data i en dator.

Value type innebär att man dedicerar en liten bit minne för att spara ett unikt värde. Detta är vad som använder med minder variabler som int, string etc. Detta kallas **value type**.

Större datastruktur som arrays och objekt fungerar dock inte så. Identifieraren till en variabel/datastruktur utav en större datatyp sparas enbart som en referens till vart i minnet alla värden sparas. Så när man använder den identifieraren så pekar man på en specifik plats i minnet. Detta kallas en **reference type.**

Detta skapar en sak att tänka på. Om du ska skapa två olika data utav reference type som ska vara lika, kanske två lika stora arry:er, så kan du inte använda den första som en mall för den andra.

**Int[] array1 = new int[]{1, 2, 3}** jag vill skapa en till, likadan, array.

**Int[] array2 = array1**

Ovan funkar inte. Vad jag gjort är att skapa två referenser till samma position i minnet. Alltså två adresser till samma data.

För att göra en referens till en value type variabel likt referende type så kan man använda nyckelordet **ref**. Om du till exempel ska skicka med en variabel som en in-parameter till en metod så kan du skriva ref framför variabeln när du anropar metoden.

Man brukar kalla den delen utav minnet där value-type data sparas **stack**.

Den delen utav minnet där reference type data sparas kallas **heap**.

När du skapar en array eller ett objekt så sparas ”adressen” (vart i minnet) till objektet i stack:en men själva data sparas i heap:en.

### Static

Metoder som är skrivna som statisk tillhör klassen det är skrivet i, och inte några objekt som är skapat efter klassen.

Det går inte att använda fält(klassvariabler) från en klass i en statisk metod skriven i samma klass då de fälten tillhör objekten som skapas och de får enbart värden då en objektinstans skapas. Det går dock att använda en statisk metod i en metod som konstruktorn eller liknande i ett objekt.

Vad detta är bra för är att för att anropa en metod som är skriven som statisk så behöver man inte skapa en instans utav objektet för att den ska vara tillgänglig utan man behöver bara ange klassen och anropa den.

Ett exempel vore **Console.WriteLine()**

Console är i sig en klass men vi har ju aldrig behövt skapa ett console objekt för att använda den.

Man kan se metoder som skrivs som statiska som metoder som är till ”allmänbruk” och kan komma att behöva användas utav flera olika klasser/instanser.

Det kan vara bra att försöka samla statiska metoder i en klass som är relevant för deras användningsområde.

Klasser som är skrivna som statiska kan ej användas för klass arv.

Om static inte är skrivet framför en metod så är de inte statiska som standard.

### Structs

**Struct** är ett nyckelord som man kan använda istället för class. Det är en annan typ utav klass där allt skapas på stacken istället för heapen som det vanligtvis gör med en klass. Den största skillnaden mellan de två är att alla värden och instanser blir value type i en struct istället för reference type.

En struct måste ha en konstruktor.

Struct kan inte ärva från andra klasser eller andra structs.

### Enums (enumerations)

Enums är variabler som kan skapas för att bara ha några specifika värden. Inga andra än vad som anges när de skapas godtas.

Ett exempel vore en operator enum. I vår beräkningsmetod så använde vi ett string värde som operator i en beräkning. Om vi vill undvika att det blir fel så kan vi istället använda en enum som bara har +, -, \* och / som alternativ.

Enums skapas som klasser eller structs utanför program klassen.

När man ska använda ett enum värde så skriver man **identifierare.värde.** Likt ett objekt.

**Enum Operator {+, -, \*, /};**

**Enum Directrion {Up, Down, Left, Right};**

**Class Program**

**{**

**Static void Main {string[] args}**

**{**

**Compute(2, 3, Operator.+)**

**}**

Enum värden är egentligen Int-värden med ett namn för varje heltal. Ovan är + = 1.

## Klass-arv

Om man har flera olika objekt som delar egenskaper (fält/klass variabler) och metoder så kan man skapa en gemensam klass som ärver dessa saker.

Man gör det genom att skapa en klass med de egenskaperna och metoder som ska delas (detta kallas **basklass** eller **base**) och sedan så lägger man till: ”**:klassnamn”** efter den nya klassen som ska ärva egenskaperna.

Ex,

ska skapa en klass som kan skapa olika personer i en skola. Jag ska skapa lärare och studenter. Både lärare och studenter har ett namn och en ålder som ska anges men lärare ska också ha en lön medan studenter ska ha ett betyg. Jag kan skapa en klass som ger ålder och namn.

**Public Class Person**

**{**

**Public string Name;** egenskaper

**Public int Age;**

**Public Person (string n, int a)** konstruktor

**{**

**Name = n;**

**Age = a;**

**}**

**Public string NameAndAge (string name, int age)**

**{**

**Console.WriteLine($”My name is {name} and i am {age} years old.”);**

**}**

**}**

**Public Class Student: Person** notera ”**: Person”**. Indikerar att Student ärver från Person och då har allt som Person har dvs Name och Age.

**{**

**Public string Grade;**

**Public Student(string g): base(string n, int a )** base = referens

**{** till bas-klassen. Använder

Grade = g; bas-klassens konstruktor.

**}**

**Public overide NameAndAge (string name, int age)**

**{**

**Console.WriteLine($”My name is {name} and i am {age} years old.” +**

**”\nAnd i am a student.”);**

**}**

Notera metoden ovan med nyckelordet **overide**. Vi har modifierat metoden från bas-klassen så att när den anropas med en student så gör den något annat.

**}**

**Public class Teacher: Person** teacher ärver också ifrån person.

**{**

**Public int Salary**

**Public Teacher(int s): base(string n, int a)**

**{**

**Salary = s**

**}**

**}**

Klasser kan enbart ärva från en klass.

### Virtual/overide. Modifiera/skriva över ärvda metoder i en klass.

Om man vill använda en modifierad variant utav en metod från basklasen så kallar man det en **virtual, overide**. Man lägger till nyckelordet ”**Virtual**” till metoden i klassen so de andra klasserna ska ärva ifrån.

Seden skriver man en ny metod med samma namn/identifierare med nyckelordet ”**overide**”. Det skriver då över den ärvda metoden och den nya/modifierade metoden gäller för den klassen och de objekten som skapas efter den.

Alla klasser och objekt som skapas ärver alltid från en inbyggd klass kallat ”objekt”. Härifrån så ärver alla klasser 4 metoder. Dessa kallas: ”Equals”, ”GetHasCode”, ”GetType” och ”ToString”. Man kan använda virtual/overide för att modifiera dessa.

### Hantera flera objekt utav olika typer.

Om man vill loopa igenom en samling utav objekt och göra något när man har en viss typ utav objekt så kan man använda nyckelordet ”**is**” i en if-sats. Vi vill kanske skriva ut något om ett utav tidigare nämda Person-objekt är en Student).

Vi antar att vi har en array med objekt utav typen Person ovan som vi skapat. Array:en är kallad people.

**Foreach (var human in people)**

**{**

**If (human is Student)** kollar om ”Person” är ett object utav typen person.

**{**

**Consloe.Writeline(”Denna person är en student”)**

**}**

**}**

Om man vill hantera ett objekt som en viss typ utav objekt så kan man använda nyckelordet ”**as**”. Detta innebär att man då kan använda olika fält(klass-variabler) som den typen utav objekt har tillgång till. Nedan kan vi komma åt en Teacher.Salary genom att säga att vi vill behandla objektet som en Teacher.

Att hantera ett okänt objekt som en vis typ kalas polymorfism.

**Foreach (var human in people)**

**{**

**If (human is Teacher)**

**{**

**Consloe.Writeline((human as Teacher).Salary);**

**}**

**}**

När man gör på ett sådant sätt så måste man se till att objektet i fråga är utav typen som man säger att man vill behandla det som. Annars returneras null och så kraschar det.

### Null check

Med operatorn ”**?.**” så kan man kontrollera om ett uttryck returnerar null. Om det gör det så skippas resten utav uttrycket. Med detta så skulle vi kunna förenkla koden ovan och ta bort if-satsen som kontrollerar att objektet är utav typen Teacher.

**Foreach (var human in people)**

**{**

**Consloe.Writeline((human as Teacher)?.Salary);**

**}**

### Abstract

Ibland så har man en klass vars enda syfte är att ha vissa egenskaper och funktioner som ska ärvas utav andra klasser. Det är alltså inte tänkt att man ska kunna skapa några instanser (några objekt) utav den men som standard så går det fortfarande att göra det. I koden ovan så kanske vi enbart vill kunna skapa lärare och studenter men det går ju fortfarande att skapa personer. För att förhindra detta så finns nyckelordet ”**abstract**”. Det skapar en klass som det inte går att skapa några instanser utav.

Man kan sedan också skapa tomma metoder som är abstrakta. Man gör detta då man vill att alla klasser som ärver efter den abstrakta klassen ska ha en specifik metod som gör något, men vad kanske skiljer sig åt per klass. Om man då skriver en tom abstrakt metod så måste man sedan implementera en overide-metod för varje klass som har ärvt efter den klassen. Annars klagar kompilatorn.

### Interfaces

I C# så kan man inte ärva ifrån flera klasser. Man kan dock vilja göra det och för att komma runt den begränsningen så kan man använda sig utav ett interface.

Ett interface skapas likadant som en klass. Antagligen så använder du Solution explorer och skapar en ny fil eller så går du utanför programklassen och skriver det själv i samma fil. När du namnger ett interface så är det värt att veta att de ska enligt standard börja med ett stort ”I”.

Vad interfaces gör och är till för är att de fungerar som en extra klass att kunna ärva abstrakta metoder från. Till skillnad från abstrakta metoder så kan interfaces inte innehålla någon kod eller data dock. Om till exempel ska skapa några personer som tidigare. Då kan du först skapa en abstrakt metod som du ärver grunderna från. Om du sedan har ytterligare några metoder som styr hur objekten interagerar med varandra så kan du lägga dem i ett interface. Ofta just sådana metoder som man lägger i interface. Det finns ett inbyggt interface kallad ”**IComparable**” som gör just detta. Den innehåller en metod som kallas ”**CompareTo**” som man måste implementera i varje klass som har IComparable som ett interface. För att ange att en klass har ett viss interface så gör man likadant som med klass-arv:

**Abstract class Persson: IComparable<Person>**

Dett som står mellan <> kallas generics. Läs om detta senare.

Om en klass ärver från en basklass och ska implementera ett interface också så skriver man bas klassen först följt utav ett komma och sedan namnet på interfacet:

**Class Teacher: Person , IComparable**

**{**

**Public int CompareTo(person other)** så här ska implementeringen utav CompareTo se ut.

**{**

**}**

**}**

Du kan enbart ärva från en basklass men du kan implementera hur många interfaces du vill.

### Generics

Generics är en funktion i c# som låter dig skriva kod som kan funka i många olika sammanhang. Vad de gör är att de låter dig skriva dina klasser eller metoder utan att definiera en specifik typ. När du sedan anropar metoden eller klassen och skickar in ett värde så definierar du vilken typ som ska användas.

Exempel, vi ska skapa en metod som tar emot två värden och ska returnera en array med de två värden i sig. Säg att vi först vill skapa en array med två int-värden i sig. Alltså en int-array/int[].

Vi måste då bygga en metod som returnerar en int-array och tar emot två int-värden som argument (**argument** = de värden man skickar in i en metod, **parameter** = vad metoden kräver för att anropas).

Det skulle se något ut så här:

**static int[] array(int num1, int num2)**

**{**

**return new int[] { num1, num2 };**

**}**

Sedan så vill vi skapa en array med två strring-värden. Då måste vi bygga en ny metod för att kunna göra det:

**static string[] ArrayString(string a, string b)**

**{**

**return new string[] { a, b};**

**}**

Eller:

**static string[] ArrayString(string a, string b) => new string[] { a, b };**

Vi behöver alltså skriva en ny metod för varje data-typ vi vill använda.

Vi testar att i stället använda generics. För att använda generics så skriver man **”<T>”** efter identifieraren/namnet på metoden/klassen. Sedan ersätter man varje data typ med T. T representerar alltså den typen som värdena har.

**static T[] Array<T>(T a, T b)**

**{**

**return new T[] { a, b};**

**}**

Nu kan vi anropa metoden med vilka värden vi vill och ange vilken typ det är explicit.

(Jag fick det att funka ett par gånger även när jag inte angav vilken typ det var jag skickade in utan bara stopade in ett heltal eller en string).

**Int[] arr1 = Array<int>(2, 4);**

**String[] arr2 = Array<”string”>(”Gustav, ”Höglund”);** Samma metod skapar två array:er utav olika typer.

Man kan också ange att en metod eller klass kan ha flera generiska typer genom att skriva flera mellan <>. PÅ så vis kan man skicka in flera olika typer utav data i samma metod och skilja på dem.

Ex: <T1, T2>

Värt att notera att din generiska typ inte måste heta ”T”. Det är bara vad de brukar heta.

#### Begränsa generiska typer

Om man ändå vill begränsa att T enbart får anta vissa typer så kan man använda nyckelordet ”**where**”. Ett sätt att begränsa vilka typer som det får anta är att implementera ett interface so heter ”**IComparable**” vilket dikterar att T får enbart anta typer som är jämförelsebara. Då kan man göra matematiska beräkningar. EX:

En metod med två generiska parameter och returnerar det större. Implementerar IComparable så att det går.

**Static T Max<T>(T a, T b) where T: IComparable**

**{**

**If ( a < b)**

**Return b**

**If (b < a)**

**Return a**

**}**

#### Generiska klasser

Man kan som tidigare nämnt också applicera detta på klasser.

**Class Något<T>**

**{**

**Public T X;**

**Public T Y;**

**Public Något(T x, T y)**

**{**

**X = x;**

**Y =y;**

**}**

**}**

När man sedan skapar ett objekt per denna klass så måste man vara tydlig med vilken typ som man anger.

**Något something = new Något<int>(2, 4);**

**Något somethingMore = new Något<string>(”Hej”, ”Hej”);**

## Operator Overloading

Operatorer som +,\* och = används ganska flitigt för att hantera olika data. Men när det kommer till mer komplicerade datatyper som objekt så kan det vara lite klurigt att använda dessa operatorer. Om man har två objekt utav samma typ med två fält varav som man vill gämföra i ett if-sats villkor så kan man inte bara skriva: objekt == objetk. Kompilatorn förstår inte vad man menar med detta.

För att komma runt detta så kan man skriva om operatorerna inom en klass när de hanterar en viss typ utav parametrar/data. Detta kallas operator overloading.

För att åstadkomma detta så skriver man något som liknar publika och statiska metoder med nyckelordet **operator**. Det är viktigt att de är publika och statiska, annars funkar de inte. Man kan ändra retur typen också men i fallet med == och != så är det inte rekommenderat. Behåll dem som bool. Det är också värt att veta att vissa operatorer måste överladas parvis. Till exempel == och !=. Dvs om du skapar en variant utav == så måste du göra likadant för !=. Detta gäller också för < och > samt <= och >=.

Exempel:

Vi har en datatyp kallad ”Time” som har två värden; timar (Hour) och minuter (minutes). Vi vill kunna jämföra om två Time objekt är lika, dvs de har lika många timmar och minuter.

**Class Time**

**{**

**Public int Hour {get; set;}**

**Public int Minutes {get; set;}**

**Public Time(inte hour, int minutes)**

**{**

**Hour = hour;**

**Minutes = minutes;**

**}**

Vi har våra variabler, nu behöver vi skapa våra överladdningar:

**Public static bool operator == (Time object1, Time object2)**

**{**

**If (object1.Hour == object2.Hour && object1.Minutes == object2.Minutes)**

**{**

**Return true;**

**}**

**Else**

**{**

**Return false;**

**}**

**}**

Ovan har vi alltså deklarerat att om man använder operatorn == med två Time objekt så kommer deras Hour och Minute fält att jämföras och om de är lika så returneras true. Notera att dett gäller enbart när man använder just två time objekt. Om vi i samma klass skulle använda == för att gämföra två int-värden så skulle det fungera som vanligt. Operator överladdning är alltså typ-känsligt.

Då vi har gjort en operator för == så måste vi också göra en för !=.

**Public static bool operator != (Time object1, Time object2) => object1.Hour != object2.Hour && object1.Minutes != object2.Minutes;**

Vi kanske också vill kunna använda + för att lägga till tid till våra Time objekt.

Vi ska kunna använda ett int värde för att lägga till tid i minuter till våra objekt. Vi skapar en överladdning för + operatorn med en Time parameter och en int parameter

**Public static Time operator +(Time object, int minutes)**

vi ändrar retur typen till Time då vi ska returnera ett nytt Time-värde.

**{**

**Return new Time(Object.Hour, object.Minutes + minutes)**

**}**

Det första att notera här är att vi måste skapa ett nytt Time objekt att returnera. Då vi hanterar objekt som är referens-typer så kan vi inte använda samma objekt som vi skickade in. Om Time var en struct så hade man inte behövt skapa en ny instans då den skulle vara en value type då.

Det andra att notera att detta möjliggör enbart denna typ utav uttryck:

**Int minutes = 22;**

**Time time = new Time(2, 4);**

**time = time + minutes;**

Vi kan inte sätta minuterna som ska adderas först framför objektet. Alltså inte så här:

**time = 22 + time;**

Om vi vill göra så måste vi skapa en ny överladdning där parametrarna äri den ordningen.

**}**

# Collections

Collections är klasser som kan innehålla olika funktionaliteter. Vanligt är olika sätt att sortera, lagra och allmänt hantera data.

Längst upp i din program-fil i VS så kan du se att det står ”**using system**”. Det är här du kan se vilka klasser du använder. Listor och alla de klasser nedan (queue etc) ligger i ett bibliotek kallat ”**System.Collections.Generic**”. Om du vill kunna använda några utav dessa så måste du lägga till detta bibliotek. Alltså:

**Using System.Collections.Generic;**

## <List>

En <list> är likt en array fast lite mer flexibelt. Man behöver inte ange specifikt vilken storlek den har utan den skapar en ny position per element som man placerar i listan. För att skapa en lista så behöver man först se till att man har tillgång till klassen.

Sedan så skapar man dem likt ett objekt.

**List <String> Namn = new List<string>();**

Likt array så behöver man specificera vilken datatyp som listan ska kunna lagra. Man gör det mellan <>.

För att få ett värde för hur stor en lista är så kan man använda ”**.Count**”. Den metoden returnerar ett värde lika med antalet element i listan.

**Int hurMångaNamn = Namn.Count**

För att lägga till ett element i en lista så använder man ”**.add()**”.

**Namn.add(”Gustav”);**

För att stoppa in ett element på en position i en lista så kan man använda ”**.insert()**”. Denna metod tar två argument. Vilket index, vilken position du vill stoppa in ett värde på (Index=position), samt vilket värde du vill stoppa in. Om det redan finns ett värde på det index/position som du vill placera ett värde på så flyttas det (och alla värden efter det) upp ett index.

**Namn.Insert(1, ”Adam”);**

Man kan också ta bort element på ett givet index. Till skillnad från en array så blir det inget tomrum när man gör så utan allt efter det elementet man tog bort hoppar ett steg framåt.

**Namn.RemoveAt(2);** tar bort elementet på index två.

**Namn.Remove(”Gustav”);** notera: tar bort det första elementet i listan med värdet Gustav.

**Namn.RemoveAll(”Gustav”);** tar bort alla element med värdet Gustav i hela listan.

I övrigt så kan man också hantera den som en array.

**Namn[0] = ”Filip”;**

**Console.WriteLine(Namn[0]);**

## Queue

En queue/kö är en samling värden där det enbart går att stoppa in värden längst fram och ta bort dem längst bak. Vi kan alltså inte lägga in ett värde på position 23 och sedan ta bort ett värde på position 12, utan det går bara att fylla på den sista första positionen och ta bort ifrån den sista.

Man lägger till värden med ”**.Enqueue()**”;

Man tar bort värden med ”**.Dequeue();**”

Ex:

Queue <int> kö = new Queue <int>();

**Kö.Enqueue(2);**

**Kö.Enqueue(5);**

**Kö.Enqueue(3);**

**Kö.Dequeue();** kommer att ta bort 2, den första inmatningen.

En kö kan hantera olika data-typer i samma kö. De är också väldigt prestanda effektiva och de kan vara oändligt långa.

## HashSet

Ett ”HashSet” är likt en påse som man bara slänger ned data i. Det finns inga positioner eller någon struktur. Det går inte använda en vanlig for-loop och loopa igenom för varje index då det inte finns några index. Det går dock att använda en foreach-loop.

Det som är bra med en HashSet är att de är extremt prestanda effektiva. Det går alltså snabbt att rota igenom allt och hitta det man letar efter.

En viktig funktion med HashSet är ”**.IntersectWith()**”. Med den metoden så kan man kolla om det finns några lika värden som finns i två olika HashSet. När man använder den metoden så genereras en ny påse som innehåller alla värden som är lika. Motsatsen till .IntersectsWith() är **”**.**ExceptWith()”**

Vi kanske har två påsar (HashSet) och vill kolla om de har några gemensamma värden.

**HashSet<int> num1 = new HashSet<int>(new int[] {2, 3, 4, 1});**

**HashSet<int> num2 = new HashSet<int>(new int[] {4, 7, 1, 19});**

**Num1.IntersectsWith(num2);**

## Dictionary

Ett dictionary sparar två värden per position. Ett utav dessa värden är en nyckel som bestämmer det andra värdets position. Det är alltså likt en lista eller en array men istället för att komma åt ett värde med ett index nummer (en int) så kan man sortera värdena med vilket typ utav värde man vill. Kanske en string eller en double.

Det går inte att placera två olika värden på två identiska nycklar. Om du försöker att placera ett värde med en nyckel vars värde redan existerar så kommer kompilatorn att säga ifrån.

För att skapa ett dictionary/uppslagsverk så gör du så här:

**Dictionary <string, int> ages = new Dictionary <string, int>();**

Tanken med uppslagsverket är att man ska kunna spara åldrar knutna till ett namn.

Jag lägger till några personer:

**Ages.Add(”Gustav”, 24) ;** ”Gustav” är nyckeln och ålder är 24.

**Ages.Add(”Marcus”, 30);**

**Ages[”Fredrik”] = 23;** Kan också göra så här.

Att loopa igenom en dictonary är lite speciellt.

**Foreach (KeyValuePair<string, int> element in ages)**

**{**

**String namn = element.Key;**

**Int age = element.Value;**

**Console.WriteLine($”Mitt namn är {namn} och jag är {age} år gammal.”);**

**}**

# LINQ Language Intergrated Query

Att arbeta med listor och arrayer fyllda med objekt och data är så pass vanligt att de har skapats en egen syntax för att loopa igenom olika arrayer och kunna bearbeta dem på olika sätt. Det kan vara att hämta data med ett vist värde ur en stor samling eller att sortera en stor samling i alfabetisk ordning. Den syntax som har skapats för detta ändamål kallas LINQ.

För att kunna använda LINQ så måste man lägga till det biblioteket likt med generics. Skriv:

**Using System.LINQ**

## Hämta vissa data och sortera data från en array med objekt.

Säg att vi har en array med personer som vanligt. Dessa personer är kunder och vi ska skicka reklam för en bil till alla dessa kunder. Det vore meningslöst att skicka denna reklam till personer som inte har något körkort eller några pengar så vi begränsar oss till de kunder som är över 30.

Arrayen är en array med objekt utav typen kunder som skapas efter klassen kund och det ser ut så här:

**Class kund**

**{**

**Public string Name;**

**Public int Age;**

**Public int Salary;**

**Public string City;**

**Public string Adress;**

**}**

Ingen konstruktor skriven här men tänk dig att den finns där.

Vi har alltså 5 olika data per person som vi har loggade i vår databas. Tänkt nu att vi har en array med massor utav kunder:

**Var kunder = new[]**

**{**

**New Kund(”Nils”, 26, 27000, ”Linköping”, ”Tallbodavägen 20”)**

**New Kund(”Elin”, 34, 37000, ”Örebro”, ”Örebrovägen 80”)**

**New Kund(”Philip”, 40, 50000, ”Motala”, ”Motalavägen 54”)**

**New Kund(”Eric”, 20, 20000, ”Stockholm”, ”Stockholmsvägen”)**

**Etc….**

**}**

Vi vill nu få tag på alla kunder över 30 år. Vi använder LINQ för detta.

När man använder LINQ för att hämta specifika data från en samling så skapar man en ny implicit variabel (var). Sedan använder man nyckelordet **”from”** för att skapa något som fungerar som en foreach loop. Sedan använder man nyckelordet ”**where”** tillsammans med ett villkor för attfiltrera vilka objekt man vill ha. Och till sist så använder man ”**select**” för att välja vad man vill hämta för data.

**Var reklamKunder = from kund in kunder**

**where kund.age >= 30**

**select kund;**

”kund” blir variabel namnet för varje element per iteration i loopen likt i en foreach loop.

När man använder LINQ så returneras ett objekt som implementerar IEnumerable interfacet. Detta innebär att man kan loopa igenom det med en foreach loop. Om man vill så kan man konvertera dem till en lista eller en array med de inbyggda metoderna ”**.ToList**” och ”**.ToArray()**”. Man kan också konvertera dem till dictionary eller hash set etc.

**List<kund> listaMedKunder = Reklamkunder.ToList();** Notera att man måste skapa en ny lista.

Vi kanske inte nöjer oss med att bara ha kunder utav en viss ålder utan vi vill också att de har en lön över 30 000. Vi kan lösa detta genom att implementera flera villkor med &&.

**reklamKunder = from kund in reklamKunder**

**where kund.age >= 30 && salary > 30 000**

**select kund;**

Man måste alltid avsluta en LINQ-sats med en ”select”.

Vi har nu alla våra kunder men vi vill kanske sortera vår lista i alfabetisk ordning. Då använder man nyckelordet ”**OrderBY**”.

**reklamKunder = from kund in reklamKunder**

**OrderBy kund.Name**

**Select kund;**

Om vi vill sortera efter flera variabler så kan vi bara lägga till flera ”OrderBy” uttryck.

Om man vill sortera i omvänd ordning (störst till minst/ö till a) så kan man lägga till nyckelordet ”**decending**” efter orderby uttrycket. Man kan också skriva ”**ascending**” men det är standard så det behövs sällan.

Nu vet vi vilka kunder som är utav korrekt ålder och tjänar tillräckligt med pengar så vill vi skriva ut vad deras namn, stad och adress är. För att göra detta så kan vi använda LINQ för att skapa en ny samling objekt där varje objekt har de tre fälten vi vill ha.

**Var result = from kund in reklamKunder**

**Select new {Name = kund.Name, City = kund.City, Adress = kund.Adress};**

Nu har vi en ny samling objekt med den data vi behöver för att skicka reklam till korrekt personer.

## Join, slå ihop och filtrera data från två olika samlingar.

Om man har mer än en datasamling med mestadels/vissa samma data men någon data som är unik och man vill komma åt data från båda för att skapa en ny samling, eller behandla det på annat sätt, så kan man det med ”**join**”.

Vi kanske har en array kallad ”spouse” där våra kunder partners är loggade. Vi har tre fält där. Namn, ålder och adress. Vi vill kanske veta namnet och åldern på kundens partner också så vi kan finslipa vår reklam ytterligare. Vi gör om ”result” så här:

**var reklamKunder = from kund in kunder**

**join partner in kunder2**

**on kund.Adress equals partner.Adress**

**where kund.Age > 30 && kund.Salary > 30000**

**select new**

**{**

**Name = kund.Name,**

**partnerName = partner.Name,**

**partnerAge = partner.Age,**

**Adress = kund.Adress**

**};**

## Callbacks

Likt i Java script så kan man använda metoder som argument (input) i metoder.

För att göra detta så använder man nyckelordet **Action** som typ i in-parametern i metoden som ska använda en callback.

**Static void CallbackMetod (Action metod, List<int> nums)**

**{**

**Foreach (var element in nums)**

**{**

**Metod();**

**}**

**}**

**Static void HejMetod()**

**{**

**Console.WriteLine(”Hej”)**

**}**

**Main**

**{**

**List<Int> nums = new list<int>();**

**CallbackMetod(HejMetod, nums)**

**}**

Observera att detta funkar enbart om den metoden man använder som callback returnerar void och inte har några in-parametrar. Detta gäller när man använder nyckelordet action.

## Delegates

En delegate är ett objekt som håller en referens till en metod, och det är ett vanligt sätt att skicka en metod som en callback i en annan metod. Skillnaden och fördelen med att använda delegates för att skicka en metod som en callback är att man kan skicka metoder som har en returtyp (alltså skickar tillbaka något) och/eller tar emot några argument. Man kan också lagra referenser till flera olika metoder i en delegat.

Ett annat sätt att använda delegater är att definiera olika data-typer i form utav delegater. Dvs att du kan definiera en viss typ som sedan används som en parameter för en metod. Men denna typ är i sig en annan metod som då används som en callback.

För att skapa en delegat så måste man först göra likt när man skapar klasser som man sedan skapar instanser utav i form av objekt. Så först så gör man en beskrivning som definierar vilken typ metoderna som delegatet refererar till får vara. Dvs vilken returtyp (om någon) samt om de ska ta några in argument. För att skapa en delegat så använder man nyckelordet **delegate**. Man skapar delegat likt fält i en klass.

Exempel nedan visar hur man kan använda delegat som en data-typ so används som parameter i en annan metod.

**Delegate void myDelegate();**

Ovan är en delegat där man kan lagra referenser till metoder som inte returnerar något och inte har några parameter.

**Delegate int myIntDelegate(int i);**

Ovan är en delegat där man kan lagra referenser till metoder som returnerar ett int värde och har en int parameter.

Vi kan nu skappa en metod som har en annan metod som in-parameter. Denna in parameter ska returnera ett int värde och har själv en int-parameter

**Static void Metod(myIntDelegate metod)**

**{**

**For (int i = 0; i < 100; i++;)**

**{**

**Console.WriteLine(metod(i));**

Om vi nu ska anropa ”Metod” så måste vi också ha en metod utav typen ”myIntDelegate” (dvs en metod med int som retur typ samt en int parameter) som argument. Vi kan skapa en och anropa ”Metod ” med den.

**Public static int PlusEttMetod(int i)**

**{**

**Return i++;**

**}**

Nu kan vi anropa ”Metod”.

**Metod(PlusEttMetod)**

Observera att vi inte skriver några parenteser efter ”PlusEttMetod” när vi skickar den som argument.

Vi kan också skapa instanser av delegater och använda dem som referenser till metoder. Om vi skapar en delegat likt tidigare:

**Class MyClass**

**{**

**Delegate void myDelegate();** Detta kan vi använda för att skapa en instans utav en delegat.

**Public myDelegate delegateStuff;** en instans utav typen”myDelegate” kallad ”delegateStuff”.

Vi kan sedan ange metoder som delegatet ska referera till.

**Static void sayHello() {Console.WriteLine(”Hello”);}**

**Main**

**{**

**delegateStuff += sayHello;**

som du ser ovan så kan vi använda operatorn += för att tildela metoder till en delegat. Du kanske tänker att man inte kan använda += för att operara egna typer som objekt och metoder utan att skapa en överladning (operator overload) inom klassen men det har gjorts åt dig och är standarfunktionalitet i VS.

Om vi nu använder oss utav ”delegateStuff” så kommer sayHello att anropas. Om vi vill att delegatet ska referera till fler metoder så är det bara att lägga till fler med +=.

Vi kanske vill ta bort ”sayHello”. För att ta bort sayHello så använder vi -=

**delegateStuff -= sayHello**

# Anonyma metoder

Det går att skapa metoder som gör något men inte har något namn eller objekt med data efter en klass som inte är tidigare skapad.

En anonym metod skapas ofta när man ska anropa en metod som har en action parameter. Dvs en metod som vill ha en metod utan retur typ och inga parameter som argument. I detta fall vill vi dock skicka med en metod med ett argument, så för att komma omkring detta problem så kan man skapa en anonym metod vars enda syfte är att anropa den metoden med ett argument.

**Static void KörMetod(Action metod)**

**{**

**For (int i = 0; i < 20; i++;)**

**{**

**Metod();**

**}**

**}**

**Static void SägHej(int i)**

**{**

**Console.Writeline(”Hej ” + i)**

**}**

Vi vill anropa ”SägHej” i ”KörMetod” men den har en action parameter så vi kan inte anropa den med ”SägHej” direkt:

**KörMetod(SägHej);** Funkar inte då ”SägHej” har en parameter (**int i**).

Vad vi istället får göra är att skapa en anonym metod som anropar säg hej med ett argument.

**KörMetod(()=>SägHej(2));**

Notera ”**()=>**” det är vår anonyma metod och den anropar ”SägHej”.

Anonyma metoder kallas också ”Lambda uttryck”.

# Asynkron kod

Synkron kod = en sak i taget.

Inte optimalt när man text ska hämta data. Om man anväder synkron (vanlig) kod så måste man vänta tills varje fetch är färdig innan man kan fortsätta. Om man har en GUI (graphical user inmterface) kopplad till sin kod så kan den bli oresponsiv om koden till en knapp ska hämta data över internet eller göra någon annan lång process. Lösningen till detta är att implementera asynkron kod.

**Asynkron kod** = kod som gör flera saker samtidigt.

*”****You*** *go to the store and buy pasta.* ***Let me know*** *when you are back.* ***Meanwhile*** *i will prepare the souce.”*

Asynkron kod funkar då moderna processorer i datorer har flera kärnor med flera trådar i varje kärna. När man skapar en bit asynkron kod så ber man kompilatorn att placera denna kod på en separat tråd medan resten utav programmet kör på så långe. Desto fler kärnor en processor har desto fler separata koder kan man köra.

Arbetet att placera och dela upp kod på olika trådar sköts utav ett program i backrunden som kallas WinRT (Windows RunTime) som är en del utav operativsystemet och .net ramverket. Detta innebär att man behöver själv inte anpassa koden för varje typ utav processor (ingen separat kod för två kärniga och fyrkärniga processorer som exempel) utan WinRT delar upp de olika uppgifterna (bitar av asynkron kod) och läger dem i olika köer för varje tråd.

Exempel:

Vi har en stor lista som vi ska loopa igenom och ta reda på om ett visst tal finns i listan. Ett sätt att korta ned tiden det skulle ta att hitta talet vore att dela listan i två och använda två asynkrona kod block för att loopa igenom halva var. Klassen man använder för att göra asynkrona kodblock kallas ”**task**”.

Vår lista med nummer:

**List<int> lista = new List<int>();**

**for (int i = 0; i <= 10000000; i++)**

**{**

**lista.Add(i);**

**}**

För att kunna använda ”task” så måste man använda bilbloteket system.threading.tasks

**Using System.threading.tasks;**

En task/uppgift är ett typ utav objekt så man måste skapa en instans med nyckelordet ”new”.

När man skapar en task så kräver konstruktorn en ”action”, alltså en void metod utan parameter. Då vi ska leta igenom en lista så behöver metoden som uppgiften ska skapas med kunna ta emot en lista att gå igenom, ett tal att leta efter, vart i listan den ska börja leta och vart den ska sluta. Denna metod ser ut så här:

**static void FinnsNummer(List<int> lista, int num, int start, int slut)**

**{**

**for (int i = start; i <= slut; i++)**

**{**

**if (lista[i] == num)**

**{**

**Console.WriteLine("Yes");**

**break;**

**}**

**}**

**}**

Vi har nu vår lista och vår metod. Nu behöver vi skapa våra asynkrona kodbitar. Jag nämnde tidigare att en task måste ha en ”action” som argument. Så vi kan inte bara stoppa in vår ”FinnsNummer” metod så här:

**Task upp1 = new Task(FinnsNummer);** Funkar ej.

För att få det att funka så kan vi använda en anonym metod som anropar ”FinnsNummer” med de parameter vi vill ha som **argument**:

**Task upp1 = new Task(() => FinnsNummer(lista, 80, 0, 49999999));**

Vi letar efter nummret 80. Vi har en task ovan som kollar mellan 0 och 49999999.

**Task upp2 = new Task(() => FinnsNummer(lista, 80, 50000000 , 10000000));**

Och den ovan här kollar mellan 50000000 och 100000000.

För att sedan starta dessa så använder man metoden “**.Start**”.

**Upp1.start();**

**Upp2.start();**

Nu har vi satt igång våra uppgifter och efter detta ska vi öka ett nummer med 1.

**någotNummer++;**

Efter detta nummer så ska vi öka ett annat nummer men det är kritiskt för programmet att våra uppgifter är färdiga innan vi gör det. Om man har en punkt vart efter resultatet utav en asynkron uppgift är kritiskt så kan man använda metoden ”**.wait()**” på task-objektet. Då pausar huvud tråden programmet går på till dess att task-objektet är färdigt.

**Upp1.wait()**

**viktigtNummer++;**

Du kan skapa hur många task/uppgifter som du vill men prestanda är inte obegränsat. Det är som tidigare nämnt en del utav operativsystemet som schemalägger och delar upp dina uppgifter på den tillgängliga hårdvaran. Om du skapar för många uppgifter så kan det resultera i att programmet går långsammare och inte snabbare.

Man kan skapa ett Task objekt och köra det direkt med en rad kod om man använder den statiska metoden **”.Run()”.** Vi har en void metod som ska skriva ut det namnet vi passerar in i metoden och vi vill köra den asynkront.

**Task uppgift = Task.Run(()=>SkrivNamn(”Gustav”));**

Notera att vi inte använder någon metod på instansen utav Task. ”Run” är som sagt statisk.

## Task<>

Vi kanske vill kunna göra en asynkron uppgift som kan returnera ett värde. Då kan vi använda en”**task<>**”. Likt en lista eller ett annat generiskt objekt så skriver vi vilken typ den ska vara i <>.

Vi kanske vill beräkna summan utav alla tal i ett span. Vi behöver först en metod.

**static int SummaAvSpan(int num1, int num2)**

**{**

**int resultat = 0;**

**for (int i = num1; i <= num2; i++)**

**{**

**resultat = resultat + i;**

**}**

**return resultat;**

**}**

Sedan kan vi anropa denna metod med en ”task<int>”

**Task<int> summa = new Task<int>(()=>SummaAvSpan(1, 5));**

**Summa.start();**  startar uppgiften.

**Summa.wait();** väntar tills den är klar.

**Console.writeLine(Summa.result);**

Om man vill använda vad uppgiften returnerar så har en task<> en egenskap som heter ”**.Result**”. När man försöker att använda ”.result” så kommer programmet att vänta tills den uppgiften är färdig så den ”.wait()” som skrevs är inte fult nödvändig.

## Task.ContinueWith()

Om man har flera uppgifter som ska kompleteras i följd och man vill att de alla ska gå på samma tråd så kan man använda metoden ”**.ContinueWith()**” för att skapa ett nytt Task-objekt som körs direkt efter att det tidigare är färdigt på samma tråd. Vi ska skriva ut flera namn i följd och vi gör det med en metod som returnerar void och tar ett string argument. Metoden heter **Namn()**

Startar en uppgift:\_

**Task task = Task.Run(()=>Namn(”Gustav”));**

När den ovan är färdig så vill vi fortsätta på samma tråd så vi vill använda ContiueWith men den metoden är lite krånglig och använda. Den metoden har en parameter som kräver en metod med ett Task-objekt som parameter. Vi måste alltså skicka in en metod med ett task-objekt som parameter. Det enklaste sättet att göra detta på är att göra en anonym metod som ser ut så här:

**(Task task)=>**

Sedan kan man använda den för att anropa den metoden man vill använda.

**Task task1 = task.ContinueWith((Task task)=>Namn(”Marcus”));**

**Task task2 = task.ContinueWith((Task task)=>Namn(”Sigvard”));**

**Task task3 = task.ContinueWith((Task task)=>Namn(”Evy”));**

**Task4.Wait();**

Alla de ovan kommer nu att köras asynkront i följd på samma tråd. Alltså en efter en vid sidan av huvud tråden.

Man kan också använda en Enum kallad ”**TaskContinuationOptions**” som argument in i ContinueWith för att diktera några vilkor huruvida tråden ska fortsätta. En utav dess värden är **OnlyOnRunToCompletion** som säger åt tråden att den ska bara fortsätta om den tidigare uppgiften kan köra klart utan problem. **NotOnFaulted** gör något liknande. Den kör vidare om inga ohanterade fel (exceptions) uppstår. **NotOnCanceled** kör enbart vidare tråden om uppgiften inte avbryts.

Så här skulle den tidigare koden se ut om vi implementerade TaskContinuationOptions:

**Task task1 = task.ContinueWith(**

**(Task task)=>Namn(”Marcus”), TaskContinuationOptions. OnlyOnRunToCompletion);**

**Task task2 = task.ContinueWith(**

**(Task task)=>Namn(”Sigvard”), TaskContinuationOptions.NotOnFaulted);**

**Task task 3 = task.ContinueWith(**

**(Task task)=>Namn(”Evy”), TaskContinuationOption.NotOnCanceled);**

**Task4.Wait();**

Alla utav enum värdena ovan har en motsatts: N**otOnRunToCompletion, OnlyOnFaulted, OnlyOnCanceled**.

Dessa kan vara nyttiga om något händer och vi vill göra något på samma tråd direkt för att fixa det eller försöka på något annat viss.

## PLINQ, Parallel Language Intergrated Query

Om man använder LINQ för att gå igenom stora samlingar så kan det ta lite tid. Om man då vill undvika att applikationen man jobbar på blir seg medan den går igenom en samling så kan man köra LINQ asynkront genom att lägga till metoden ”**.AsParrallel**” på samlingen i LINQ uttrycket.

**Var något = from element in lista.AsParallel() where element >= 20 select element**;

# Parprogrammering

Ett alternativ till att sitta och knappa själv är att sitta två och två. Även om det kan ses so matt det är lite slösaktigt så fins det studier som visar att det blir mindre buggar om man har två ögon på koden när den konstrueras.

Rent praktiskt så kan man likna det med en rallybil. Du har en person som styr och sitter och skriver koden medan den andra personen navigerar och förklarar vad som ska skrivas.