**Алгоритм хэширования Tiger**

**Tiger** — это криптографический хэш-алгоритм, разработанный для обеспечения высокой скорости и безопасности. Он используется для создания 192-битных хэш-значений и широко применяется в различных приложениях, включая системы контроля целостности и цифровые подписи.\

**История и преимущества:**

Алгоритм был разработан в 1995 году Россом Андерсоном и Эли Бихамом. То время характеризовалось тем, что для популярных хеш-функций [MD4](https://ru.wikipedia.org/wiki/MD4) и [Snefru](https://ru.wikipedia.org/wiki/Snefru) были уже найдены коллизии. Последнее, по мнению авторов, ставило под вопрос и надежность их производных, таких как [MD5](https://ru.wikipedia.org/wiki/MD5) и [Snefru-8](https://ru.wikipedia.org/wiki/Snefru). Основными целями при разработке Tiger были:

* [безопасность](https://ru.wikipedia.org/wiki/N-Hash#%D0%91%D0%B5%D0%B7%D0%BE%D0%BF%D0%B0%D1%81%D0%BD%D0%BE%D1%81%D1%82%D1%8C_%D1%85%D0%B5%D1%88-%D1%84%D1%83%D0%BD%D0%BA%D1%86%D0%B8%D0%B9);
* быстрая работа на новых 64-битных процессорах при разумной скорости на 32-битных;
* замена по возможности серий MD и SHA.

**Алгоритм**

* Количество используемых S-box’ов — 4. S-box выполняет преобразование 8 бит в 64 бита. То есть в каждом из них 256 64-битных слов и общий размер памяти, требуемой для хранения S-box’ов 4\*256\*8 = 8192 = 8 Кбайт. Для этого хватает кэша большинства процессоров, хотя могут быть сложности при реализации на микроконтроллерах.
* Как и в семействе [MD4](https://ru.wikipedia.org/wiki/MD4), к сообщению добавляется бит «1», за которым следуют нули. Входные данные делятся на n блоков по 512 бит.
* Выбираем первый 512-битный блок. Этот блок делится на восемь 64-битных слов x0, x1, …, x7. [Порядок байтов](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%80%D1%8F%D0%B4%D0%BE%D0%BA_%D0%B1%D0%B0%D0%B9%D1%82%D0%BE%D0%B2) — [little-endian](https://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%80%D1%8F%D0%B4%D0%BE%D0%BA_%D0%B1%D0%B0%D0%B9%D1%82%D0%BE%D0%B2" \l "%D0%9F%D0%BE%D1%80%D1%8F%D0%B4%D0%BE%D0%BA_%D0%BE%D1%82_%D0%BC%D0%BB%D0%B0%D0%B4%D1%88%D0%B5%D0%B3%D0%BE_%D0%BA_%D1%81%D1%82%D0%B0%D1%80%D1%88%D0%B5%D0%BC%D1%83" \o "Порядок байтов).
* Берутся три 64-битных регистра с начальными значениями (значение хеша **h0**):

Схема:

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATMAAAFJCAIAAAB4g12uAAAAAXNSR0IArs4c6QAAIABJREFUeAHsnQdcFMf3wMeSaNTEHqX3DndHs0ZUVCxYohilWFCxa5KfPbFAUKyAiEQpGo2xIkGjgg0RBZXrVEEEC1V6E7ju/783sC5HccFDFGY/84G93bezu2/ed9+Ut7MgLjEVJaQBpIF21EDGqyweX8DjC94UFKdlvHonXUBVdQ1KSANIA+2lgdw3BanPXzRCpgQtSANIA+2ngaKSUkRm+6kfnRlpoAkNIDKbUAzajDTQrhpAZLar+tHJkQaa0AAiswnFoM1IA+2qAURmu6ofnRxpoAkNIDKbUAzajDTQrhpoGZlisVgskQjF4lYk6aES+Lddb/lTnBwqStQqRRF1K8L03VmU1uqC+RizJGr7szLRlpEpayXv3kk+mAj67iRYwjuud7Mf1JKMQJ3SxAjLOlU0/79W2zJqJPmTkHW9UiNs//SrLSAT85YSydOqqi0ZGc6pqSuePVtOIq1IS1v27Nkv6en3S0uhv/30N/mJzyiWSEQSSaFAcCovb0FKyqq0NDKKIspApa1//vxmcXEnUdpHlhG3snJNWprLs2ckzVJG2y7Pnh3MzKwQCmV9z0de1kcc3gIyYd3sSXn5hPh4HQbDhMUyIpFMWCx9JnMkl3sxP18skQik1bOPuOAv4FCR9BGWzefvyMxU43DM4uNN2GwyusJlTFgsAyZzGIfzV15eJ1HaR5ZrZGmpOZttyGSSNEtc1UYslgmLZchiLU5NLREIvmwyJ8bH6zGZFDabTKKy2YYs1mgu91LnIVPavMyqrt6WmKh06xYtOtqEwcB0xWKR0RiFzaay2UZM5gguF5FJktjI0lILDseItIaJBUFls41ZrCUdgMxJUjJpUgOifugvTWpkP3C5wZ2KTKHwZXb22l27vlJV7Tdpku7ly2bJyRQm84PqggKY0lisEVzuKeQzyaEZWVpqyeEYs1gkNUwUo7HZJh2HTAaDSqeb0OkUOh0aHKUJpXRCMsVisUgkyuHxtj540MXa+hsKRfv8edOEBJPYWKilpnSFmwsikxyP76VqyWQwMIMkYZa4qqlsdschc2JcnD6bbZGRYfHqlUVGhmlCAoXBoLLZFKgXKaK1JshkUmNjDWNjf+BwggsKOkmTCSNTLM4Vi39jsYCNTW9zc4ObN4fn55smJWEqYrEoTKbMEw1TF4tFodMxehkMqrQBj3zme/I+tIaRyWKZcLkWGRnmL16YpaXREhIwPTdmk5iSCR6l45Bpk5qq+/ixyqFDQ7ZtU9q71yA83Cwlhcpkmj17Zv78OZXLrcWSzTZNShr2+jX1+XOrlJRLb950FjIlEkjmNhYLTJz4lbLyABcXxd27Nf/6yzQpicrh0BITzTMyMFDx+i2LRYuPt3jxwuLFC7PUVOQzP0Ri/f1i8f3S0mGJiXp37yru3q24Z4/asWP64eG0hASz1FTMJjmc9zaZnGzx6pX58+emiYlQ/x2FzMrKMbdvfzN3bg8Dg15Tp35tatp38mT969cpdLqan5/S/v1GUVHUuDjMM7BY2hcvDv7558GurqYhIZeloyadoW8WGzWR+kxIZtcBA76ZNKmPjc03pqYqXl4UNls3JETxjz90goNp8fGYcbBYVA7H4Pbtob//PmTrVvXjx7EeINTOrE9f878iy8qMr17tM3v213p6PUeO7GlsrHzwIJXLVT18WPngQePoaCqXi1XrmEzts2cHrV+v6O6uExIC9d9ByIytrPzh+vU+q1ZpBwZaPn2q4ubWXVFRcc8e4+job21t+/zwg25oqCns7WCxtM6c6TVmTDd1dePff/+3qkosFncqMn9js7vY2HxDoehcvKj7zz9dhwzpP2OGyZMnKu7uX6mrD9myxSwlhUKnY2Sy2fo3b/a3t+/Wr1//WbNo0t5CVJttnkbi3siSEj1v766DB/d3cNA+c2bQqlW6ISGGd+70njjx23HjDMLCMA8p9RaaJ0/2HDHia11dRXd3s9RUCp3eQch8Ul5uk5KiERbW38mpz6RJPQwNu33//dAdO8zT07VOn1b39TV++BD6TKxay2Qq7dgBBg403rLl3+rqzkbmNjYb2Nh8Y2KiExyse+5cl759+06YQIuLM7p3T+XgQd3Q0FqfKX2WU7lcrRMnamUQmUTsSKxHlpToHjgAevYcYG9f+7zjcmlxcZhN+vkZx8RAa8T+0ukKmzZ1V1RUcHU1e/as45AZ+/btmP/++3rcuF7m5t9v2dJn0qTuSkpY9cDVteeoUQNWrjQID6fFxZnQ6bBPSPn338GAAcabNnVqMi9d0jl7tkvfvt+NHatx/Hgva+tvf/pJ7ejR2g5bJpPCZNK4XC1//y59+mD0IjJJ0EgUwcnsP2+eaUICptjHjwetW/fNuHED1641iIigcrmYTXI4GJkbNnRXUFDYtatjkVlVNTooCPTq1d/W1jQ5WWn79u6KikO3b9c+d+4rI6Pew4frhoZi3RuJiVhvB4Oh9NtvnZzMXlSq/n//6f/7b5f+/ftaW+tdvTrA3r6bgsL3GzaYp6fTEhJoSUlYdAGHo+nv36V3b0QmETmS67Vk9ugxcNEiWmKioru78r59GkFB3fX0+owerR8ebp6ebpqYaJaURImNrSVz585aMqVhQF9+pEFFhfWjRwPWru3Wt+83BgZfDR3apXv33iNGKB882M/Ors+wYaqHD383Y0ZPXd3BS5dSGAzlHTswMrdsCeXxOldtViL57dGjHrNnD1qwoN+cOV8rK/ei0XTOnqVxuSpubt2GDBm4apWyq2tPLa2+U6boXLxolpJS6zMnTqRJB81RO5MklhKJ5H5ZGS0iYqCzc7d+/XpZWAxcu9Y4Otrwzp1eY8Z8O2qUqq9v74kTe+rrD1m9mspiYbVZBQUFV1fz588psbEdp505KSFBJypK9+xZ7b//1v7nH52zZ/VCQrTPnft20qReVKrGiRN6V65onzqlf+2a8ePHChs3gn79jH755XJFRScaNZFIcgSC7WlpSjduUCIi9EJDtU+f1r96lcpmm8TGKm7Z0rV//4ErVhjevat18qTupUtY45zLVffx6dKr13fjxlEePzZmsxGZ5MmMLCuz5HINIiN1zpzROXvW4PZtWkKCbmjoNyNG9DYz0zpzRjckRPvUKYMbN0xiYoasXdttyJAhW7digVkMBq2D+MzychidhzUjpbGgtLg444cPB7m4dO3fv+v33/edMsXwzh04WKfu7f2VgkLXb7/VpFIDLl4UicV8adAweY1/iZLwXZNsHm/Hy5fqDIY5hwN1BUfV1H18uisqdunT52s9PRUvL1Np9yyNw9ENCelpaQm++qrb4MHfr1plzOWO4HBQdB5JAyBG51FYLKyb7f79/k5OXfv2xTpsp083jooyTUykMhiq+/Z1HzKkS9++31Cp6v7+pk+fUqWvZ3z5tVkZMqVxsxQm0/j+fcPwcMObN40iIrAoFunYrklMjFF4uF54+KiIiAuvXmE+UyQiqesvV6whmbWx7NJee5OYGExR4eGGt25hfYZSbjF0Y2MNb982DAszDA83uX8fjWe2yADqkQltksEwioyENmkcEYGNG0ObjI6GSja6fdv40SMs8KOD+Uw8or02skwaX4YNzUnj/WFcIvb0qotov9R5ovOk72fW+kw6HfpMTCF43GKdrrCOHymuUIdQe1QWi4ai81rEpURCJBN7zEE7rNMzVDJuk7ieoViHJfN9cDBURP23T3AyO8+7JvV8JpFMXDONKaoWXekuFJ3XQjBlyWzeJnEyoVgH6gFCb4E1azgfJhNHtIkVRGazCm5kp4zPfE9mExomCiAyO8ucBojMRtBp402ITHFsefnUhAQTFsuSw7FokMzZbCqDQWUwzNlsuNeSw6Gx2ePi4y93snZmDo/n+uqVDpM5nMttVFGmTCaVTjdjsRruhUobExf3N3pzmhzSUaWlo7hc0zqrk1GpGYtFpdNpDIbMdvjTksMxZbNdnj37smcbiS4rG8bhfP/kiRqdriqTYmM1mEzK06cmT5+qMRiqsbGqdLo6na4YG2vCYv3z5o1IIuF3hnmApLONZPJ4GzIy+j16pMVgNFSUGp1ukJBAe/ZMm8NRliqKKKMmVZo+k3k8J6eTKI0cgE1K3S4p0WEylRpoEtNqbKwmi0VNTTVKTiYqGV9Xo9OVYmPtnj4t/kLnAYIzLBbw+XeLi/8rLLxRP10rKAgvLj6ZmDh68+Yftm69lJl5s7T0ulTmWmHhraKilzU1EunrUU1qt6PswBQlkVSJRHEVFVcKCsKKioi6ul5YGF5cfCUvb/nJk/qLF3vcuxdRXv5ffj5R5kZh4bWiopvFxenV1Z1EaR9V+GJxHo8XXlQE7Y2oyesFBWHFxUeZTOqaNdM8PK4VFNxoTOxaUdHjsjKedEjvM5nYsgVz50HdicRinlhcIxbXiEQ86Tr8WyUUvuXz6SzWBBubqTNn5hYW8sTiapEIlxRi8/Vi8xp3kgWGIuK3j+uqRiSqFoneFBfv2b/fmEq9HBpaIxJV8vm4AFG9gk6mtFbbhlBqkDUEg4T6rBYKqwSCiPv3KSYm9g4ObwWCRkpEeixfap2fj4m2jEzIlkg6m4bMX4FQyBcI2Gz2xIkTp02bVlhUBB/2uBi858/nzlttBGQOxG8Wv318BZsUXCQqLi7et2+fsYlJ6JUrIpGIx+fjAsQVPB8yJ+20Ms2YpVAkEggEUVFRVArFwdFRIJ1RlqhhfF36DJTOiP956LFlZDZzzUKRqJbMSZOmTZtWVEdmM4d0zl1w/i5IpomJyZUrVzDv2gmCFtuluEUikVAoxMikUh0dHYWf01zPzStEbmSKpA8n3GdCMjuJh2xexTJ7EZkyCmnTn4hMCSKTpIUhMkkqSi5iiExEJllDQmSS1ZQ85BCZiEyydoTIJKspecghMhGZZO0IkUlWU/KQQ2QiMsnaESKTrKbkIYfIRGSStSNEJllNyUMOkYnIJGtHiEyympKHHCITkUnWjhCZZDUlDzlEJiKTrB0hMslqSh5yiExEJlk7QmSS1ZQ85BCZiEyydoTIJKspecghMhGZZO0IkUlWU/KQQ2QiMsnaESKTrKbkIYfIRGSStSNEJllNyUMOkYnIJGtHiEyymvpoOahq+OY0hUJxcHDg8/nv3r2TSCSf//uJ6P3Mjy7/FmaAyGyhwlosjk8EIRAIampqIJk0Gs3JyUkoFGIzSPB4QiE2+40cEYVTIvBFIp5IxG91kuYCrwqR2eKC/8gDEJkfqcDmD4eEiKSLRCIRCATFxUXnzp/V1NSYPGVySmpKTU0NNoGaGKvlieqm5JKLC8VOLZ2cDSP+3buWJemB8NbgxSAymy9o+e9FZMpfp9IcIZNisVgoXUpKSkKvhK77Zc2qFWvsbB2/69NfS11v5ZJfVq9etWefe3x8PJSUC5xw7u/MmpoTubmHMjN9srJamo5kZ3tlZf2dl/eGz0c+s40s5APZIjI/oKCP2A11W1NTEx0d/b9fNq38adtvjsd81l13XfSX8gDt4QaTAzZG7l12/pd5+1cs+NXTy/PVq1fwEAhDqz2nSCwWiMV06WfyNBkMY+kHo4xa8teExdJnMmckJT2tqoJT2yGf+RGG0KpDEZmtUtuHD4I+s7yi/Ero1ZWOGz3Xhlzbm04/VhJ/suLs9khtBeoUCwd2YBU3qPKBz5u/f6P/5nxkx+bdiYkJ0Hm2GksIklAspldUTE1I0GMysc/kET5DRmbdlM02YrF+TEpKefsWkfnhwm4LCURmG2lVLBaXl5dfvvTvWvsdF3dxY49VcoOErAABN4j/z+9R2kOpky0cmNhPCSdQxAnkR3rnea0L3bVpXwIGJ9bsbDWc0GcyKiqmJiZCMmlsdouSGZttjMhsC8sgnycik7yuWiTJ49XcvhWxzmlXsGs8O1DADhSxAkVMfyEnSPjPb5BMR+xnoIQVIGYHitiBwoe+xYd/vuK29UB6+nPMU7UWztraLIFM+K0x7Puc0o95UphMLNV9KxWuE79Hhnxmi8q6TYQRmW2iVok4Li5u69rdx369xQnkswJErAAxK1DM9BdxGyMT2xsg4gQJ73llu6886X3waHFpMT6IgjtPWEP+YCu0KTKxeiybTUtIMHv61DQpiZaYSOVyaUlJpk+f0hISMFCluGIyqDbbNmbRglwRmS1QFglRSFFJSclfgX+vnfNH7J9VUurE7EAJG3OPjZMp3SVmBgg5QbzzO6JWOG5gMOlEAmExERFt5lqaJJPNpjAYBuHhOhcv6v33n8GtW8YPH+qHhelcuqQfHk6LjzdLSaHFx1NYLOQzm1HvJ9qFyGwLRTMYzLWLtp7cHAMrq9L66gfIZAdKmJjbFEUezt3lEuB18Ejl2wpYp4VxCAKBoKysrLKykkhsoxffOJksFpXLNX748Pt1677W0uqhozPgxx/V/fy+GT78az29watXG92/rxMcbBgZSeVwaNKOXNQD1Kh6P9FGRKZ8FS3tWRVcvfLfXOvlEZ4F9OP82GO82OM8ujQ9OVbD8Oed3hqlNYQyydz+8Z/V9OMCuDf2OC/2GO/JsZonx6qP/hLubL/qdeZLWDoi6Ydnrl+//ttvv12/fh1+3gIOkzb6ly8Q8IVCekXFFLxvtu5b1xQGg8Jg6IWE9Bo16hsjo8E//zxw9WrDW7coT56o7tnTQ19/6G+/YZ6TwUB9s/I1jBbnhshssco+dEBZedm5vy/9tvDgq4vCzMuSzGBxZrAEpteXRNmXhdf3PjBQNvtx1MJXF4VZ9QVeXRLlhAjveD75ecnWhMQEiURSVFR0/fr1VatW6erqUqnUv//+GzrSZq5CJJHUjprU9c3iPUAUJpPK4RhGRAxYuLBrv379pk0zjonB2pzx8brBwf0XLVIPCDBNTKQxmYjMZjT8KXYhMuWoZdhDk5SUtNDJ2VLPeqXtzlXT66WV03eunrFr9ugl3/UcpKVgvHL6jtUzdhFlVk7fuWbGrnljV4wwtfLY63H16tXVq1dra2t/++233bp1U1ZWdnV1jY+PZzKZLBaL3cTCZLPZLFYIi2XNZuuzWDRpxw/slaWyWCZPnlBZLIPw8J7m5l9raCjt2WPy6JH2+fOD1q9X2LVL6/x5Wnw8IlOOVtHKrBCZrVRcY4dBZXI4HLtZPw3Xs3G22SaTFttsdZ7827Rhi77tMUB9iMHiSdhPogwmYPPbnB9WUXVGWFhY6OvrQya7du0KAOjbt++kSZO2bNmyUbpsamLZuGnT5o0bV+zdO/zhQ2MuF3bJYm5TiqhZerppcrLyoUPfzprVVVGx/4wZpqmpBjdv9ho//mstrSGbN6PabGNl+8m3ITLlqHLoM7OyMr33Hd252JcblM89US9xgt7En8w7u/2atoLJFMuf2IG58ScbEbjm8XC1wxZvL28vLy8rK6sudYuSktLvv//OYDBiYmIePXr0uInl0ePHsY8eXXjyZDyLZSAdAqnFksMxjolR3LWr1/Dh31lbK7i6fk2hdBs8uM+UKUO2bVPetatr//6D1q83e/oUtTPlaBWtzAqR2UrFNXYYJLOwsNDfL+jnuXtYAXxpjAGfHVibWAE8bhBPGmlAkcYA1XCChPhediCfGcCLO8G77Pp4ucMvjx7HlJSUcLlcLy+vkSNHdu3aVUtbOzAoiMfjVVdX83g8fhNLDY9XzeM9Li6u1wPEYlE5HJMnTzSCgoZs3ap25Ijef/+p+foq7tqlsGuXxokTqvv2dR048PvNmy1evqTFxqJ2ZmMl/Am3ITLlq2zYcRr675V51quifSvZgVgIARzSZAWIpTFAgjPSGCAbCweGvwAOctYJYEFCrEBh4MZ7i35a+fLVC4lEIhQKS0tLExISDh06ZGtre/LkSfytFPjiWMO/2JetRaJ6cbOwb5bForDZ2KBIXByVy8UiCqTrNC5X89ixrxQVQbduPYyMVH19zZOTjeh0NGoiX9toWW6IzJbpi4S0WCx+/OjxCvtN535nc4Ng8B3+t7lIAxim9+BIwe7lf3m4HSyvKMdj9EQiUUlJSVpaWl5eXivHM6VxecQQPIzSumR4+7amv79WUJDWyZMG4eGmcXFGTCYik0Rpt5kIIlO+qoVhOgUFBX/6BP48Z7800gDzmTDKp6kYICjA9BfFnRBedqW7/LThwcMHsG4MM8TX8Z/NXHbjkQZ1EOJdQbVYSqNnsXUOpzah6LxmlPvJdiEy20LVIpEo9gl9g4vryU1RCX9h4bI4e43GzdYFAAljfPP3rDjl4XqooLAA+kbiX8gnvqWpK/8wmURKpesUNpuYUHReU7r9dNsRmW2k68rKyn+Dr66Zu+vG3vSEU1hMLNNf1GhEOzNAxPAXck8IWQGVfr+Eb1n7R3x8vFCETRHUumtrBZl4tRauIDJbp3l5HoXIlKc2CXmJxeL8gvyTgWdW27n+65accEqYcEpMP85nBfD+3halNZRiY+FAP8Zj+ovYgaLkvyWxx8p91l3fsHxX9MOHPB4PvgIG666EXEmtIjJJqekzF0JktlEBwR7UN2/enP374qr52w6t/PeuZ07qP6KMC4JgtygdBdq04U5PzwgzLkq4J6rOb+duW+C7Zb1bdHR0dXU1DGFvHZZYp5FYLBSLmRUVM5KSjFksSw7HooVpGIdDY7PtkpPRnAZtZB4fzhaR+WEdtVZCJBYJhcLi4uLwsJsb1//u8uO2DT/6HF71n7vz38oDdUcZTDm58aH7wjOrp+9ZYb/pwD7PhPjE6ppaLD/YmGzmoqDPfFRePpLLHfj4sQqdrhQb26KkSqcrxMZax8cnotlGmlF0m+5CZLaRevFOVIFAUFFRkZGREXwxZNOGLWtd/jd7stN3vfprquivXLBh/ZoN+/cdjIl+VFhUWF1djVdiW+0wMaQlEpFE8qqm5lhOzu5Xr/ZnZrY0HcjM3Pv6dVBubh6PB58RaIauNrKTJrNFZDapGnnsgL2pQqFQIBBWVlbm5eW+yMg4deqUurr6hAkTWExWTk5OcUkxbFjKBUt41WKJhC8WlwmFJUJhqUBQKhS2NJUIBOV1tWrslZeS0tTnL3h8AY8veFNQnJbx6p10AS3VkkgkEggEbDZ74sSJ06ZNKyoq+pjqQUvP/gXJIzLburAgnNAgYUhdZGQk9vUEe4eamhqRSMTn84VCbD4uuMjlerCsJBKBWMyXxgMJWvdXekHIZ8qlRFqcCSKzxSpr1QGQOqnzFERFRVGpVAcHB4FAgEf5tCrXDxyEz9He6hX8BMhn4qr4RCuIzE+kaOlp0LfA0LfAyNobIpOspuQhh8hEZJK1I0hmWVmZt7c3hUL5999/4dsSZI9Hci3RACITkUnWXiCZ5eXlPj4+FAolJCQEkUlWdy2X6xRk4k3qxqcP4/N5PB7eN1tQUAANrlHhVn+9EL8GQXsvH3MLIpEIkdlyylpzRKcgs/lREHzUxMbGxtbWlsyoSevGdvGj8JXWlNjHHYOfGl8hnx/ymeR19fGSHZ9M6KwqKyufPn3KoDO4bA6XzSUmDpMdx43778rVUSNGjvlhzMOoh4nxCTJicdghHBaTmZqayq/7TiB57cNrqKqq4nLiL5z9759T/5073Q7p7On/zv39X8SdB4WE94ZadBfIZ5JX10dKdnwy4R0mJCQ4Ojqqq6mpN7ZoqGsoKyt/8803vXr1UlNV1dDQaCiloaGhra3t4uJSUPD+dTiS2odu+WlyyuIly3TMlX6YozTMVmn49E+dRs5SMp+kNHqcVfCl1nTeIJ9JsrjlItYpyBQIBHQ63crKSmuQ8i/jHbZMWrRx4gKZtGnigk2TFm2auFBm+8aJCzZMcNo8adGK0bO1BipNmTIlNze3+epxw4KBZDLp8Y7OM9b4djmX1s2f2SWQ/UlTAKvLX/FdPe92m71C988jf8OAkoaX2swWRGYzypH7rs5F5lTq2Fd/Pi46lVh4glvUMAVyioI4DbcXBLHf/JUQcyB8KmXs5MmTW08mI95hyYzVvuB8Whd/Bghkf9IUwAJ/JXTxvNvlxxW6f/oiMuWOkpwz7ERkjhkzZjrVquRotPhEHC+AxSedavyZNUHcuL03bE2sPtJn2jvPWHUEnE3rcpwOAlifNPkzwcl4cPBOl1nLdf48chr5TDmTJO/sOhmZFKuyo9GSE1xRAFMcwCKZhP4MfhAnfu+NGXIh0xecay+fGQ8O3e3yIyJT3hS1RX6di8wZVKvyozGSE3HiAJYkkE0yiQKYghPc+H1hjZIJ+12bb3ni7UzMZzZGZgALq9nKeNGGW2QEmv8JD8frzFhtFpHZFgy1TZ6IzA/z2SiZ+AtysFyaHx5snsxaLNkgiAtOJmB1zhNx0iYoB1uH6QS3du+JOBDEAUFxUskEcIKL8RzEwX5iR3GkYvG1nBPhRGS2DUFtlSsis/VkwjKBIT0f5TOlDvMEFxx7AjzvYMk3GsPsOB143wM+D8DhSOzv0RjgdRf4RGHb/R6BQ7eB513w52MMXb/H2C7fh8Cfia0fvo/xGSSFFvnMtkKnjfPtXGROp4wp830oCeII/RnkE/84nRfIjve4PsN4zOTJk3NyciCHfD4/Li7uyJEjV65cgR0qDWenh1sEAgGPx2PS4+wX2+K1WegqoVsL4oC9N8C4+UBJB6gZA7MJYOcFsP0s0KCCIWpA1wI4bQdL3MH3qsDUGizcCYZNAwqaQFkfjJ4FDt4Ca73BUHWgTQPTV4FZq4HxKPDLnxixAUzMo0I4a31mBNbO9PM5JRKJampqmopAbGZ7WVnZ4cOHYdxsqzNpJn+0C2pAIBDw+fyoqCgKheLo6CgUCpt/+rfxg6IF2ZN9PxPWJOl0+pgxY2aajq8IZEnOpklOPyWfRKeSBP88S/CKmEkdB/tmq6ur4+Li9u7da2FhYWRkdPjwYUgmnFWh4V+8NuvgPH31UXD++ftRE6wuysUc3Zyfgbox+MUTHLoAtM3ACFvgFQHWeIO+3wOKFYbfzvPAZjGw3wqJ4bmZAAAgAElEQVQmOAHDkWB3MNh6HHw3GExwAEejwey1oGs3oGMGFrkCKzvskN1XwelkzIvWI5PQAwRfxiWvctiiLi8vP3LkCI1GQ++akFddKyThhHoPHjyg0Wgdn8xxehb07WeT3UMT3C4n/kE2xbteSnL/9+avx8Zqm1lZWd25c8fLy8vCwmLAgAHdu3cfOnSom5tbYWFhRkbG6yaWly9fZmdnPYyK+XHehJU+4J9nGDB4r8+JOKz6OmUJ6DcE2C4Hi7aDgUrAaBRWlQ1kgwU7wEBFMG0FcPwdzN8EfO5h1CloAsdtUhq7A0sbcJwBHLaC7wYC+03ANwqYTwJaNOAaDE4/lSXTMwJMX6rquuPAy1fpXC43sSVLQkJCUlISm83eunWrrq7u0aNH09NbnElLTtipZePj4xMTE8+fP6+np+fk5NTBfWbfnr0pQ7VMFXRoCtotSqaKOgaD1b7t0WvQoEFGRkaDBg3q3r17ly5dAAC9e/e2njDB1c1ty5Yt25pYtm7dumPH7ytXrKFYaLocAKcSa7thYVUWkjnZGfToBVSNAWU8oIwDc/+HNSyDOGCpO+g7GPOWDtvAjDWYdzUZA3r3BToWwGQsoE0Azn+AY7EYtBiZW7CjzCcBTQrYcaHWZxIfAYfvA2uHr5WUVIaPMKdSqbSWLxQKRUFBoUePHurq6ubmrcyk5aftpEfo6Oj06dNn0aJFHZxMw6Eae2au8bT79eDsn8mn/bPXH7L7dZuNs95gNT1d3VWrVg0bNgzULQMGDFi+fHlERERoaOh/TSxXrlwJC78RGHhy3GSLFV7g7xRZn3k0BvOZKnpgWwC48RIcjQLrjmCdPSfiwKYTQNsc6A4H8zaBjYHgcBTGreEw4HMbXH2BdQKt98WalC4eoP9Q4LIHnGBiZOpbYhXgs2lYdxFemz0ZD7wjweQFA2fPdDh2zHffvn0HW7IcOHDg0KFD+/btmzlz5pAhQ5ydnX19W5xJS07YqWWhttevX6+oqLhw4cIOTuZUqlW236Oyk/Glgewy0qnYn1V0Iu7xvrCpJlYTJkxITk6OjY3dunUrhUIBACgqKu7bt+/t27dlZWVVTSwVFRXlFeWPYhjzFk5d4wvOEdqZgSwQxMb4Wb4fKOkB/WFgymIwdh6Ytxmr4p6Mx2qqC7aDAQrA4TdwJhUj0+5/YJAqMJsEJi0A4x3Bkt1gy19AyxR06w6oY8Gvx8DImaDPADB5CTjyAGMb95nYeGZEl5kuWp4HjpeVlRYWFpa1ZCktLS0pKcnOzj548KCJick///xTWlpaVFTUkjyQLFkNlJSUYBNDh4ebmJh0/HbmdIpVKRadx+UHsASkE8+fgUXn7bs+3WTMZBub7KwsgUDw5s2bhw8fbtmyZdSoUQcPHhQKhXAq+0a7FvnSl7OZ9Lj5sG9WSiax1zSIg41/rPMFtivBzDVY76tPFDgpHdX0Z4Id57COnx3npZixsRGUpbuB7QpMcvl+DN2dF8GP64Ddr2D+FrDtNAbnrLVgsRs2fNKQzFnLdY4ePiUUCquqqlr0FjefzxcIBPhsI5cvX4Z33aJMkDBJDfCkS2fpm53xPjqPbGieOIAljc7jwug8GNEOJz3g8/m5ubkMBiMlJQV+8Rf2Xjb8KxQK+Xw+kx5v7zwdHzUhjjTCaJ4gDgYSFkvAlVZBWSBQGlsbyMY2BnLeD4EEcbEYAzhoGcjGmqPwKGwLR5qkmQRI44rw2iyMAZqFjZpgcbM8Hq/hpTazBY4AlZeXE0dN+Hx+M4egXa3WAOzPh7NadnyfKcfoPGimUH0CgaAVMUCNxtY1xBWKYdsJEXxwHUeOuEKkEfYwwRz8mSg6rxWDF+12SOeKNJAjmfizEIbpNT8KjI9nwrjZs8+7HGcADKGGCX8BRWYXq74wLoZvx7fAA+FPQib+LCyC72BElx9XoHdN2o038idGZLYyOq95JylTAJDMpMTkefPnDlLqomnSVVWvHZK6YVdl3a40c4Pz5y6it8Bkyuhz+9m5yKyNzjvBFfkzySfBcQYPewsMi85r3fuZ0KPW1NRkZmYlJyc/TW7P5fnz9LKyMujzW2SOaE6DFqnrI4U7EZlWVlYzaeMqApjv/kmVnEp6dyqZkODPpHfYdpldyaK/EgVnUhI87+LRec3XXZsqkha52aYykdf2VlwMIlNeyieTTycic8yYMRP0hyW4Bb/cF/bc41q6x/X66Vr63utYkt1+PW3Pfxn7btzffNJa13LK5NbMA0SmJD5/GUTmpyyjzkImg8GwsrLq900fMyVdSxUDC2V92aSkb6aoa6akK7tdWd9CSd9SxYCioP1dz95YbTanxTN0fcoSbbtzITLbTrcNc+74ZEJ7ys7ODgoK2rF9h+suV5m0a+euP1zd1q9br6muoaeju23LVne3P1x37pIRgz//+eefioqK1tVmG2r/y9qCyPyU5dXxyYQUCQSC8vLyYriUlBQTUmFhYUFBwYMHD6zHj7exscnIyCgpKSkqKiLKYOvSpbKyEh8m+ZTl9DmcC5H5KUuhs5CJR+3wGyw10oXFYk2cOHHq1Kn5+flisRh+8beBLBaeBvtOWtGD8inLtS3OhchsC602lWenIBPePB4bILMCQ+fwLw7B75rg0/zICHdCIHHTQWTiqvgEK52IzKa0CcMAZMjszAQ2pShEZlOaaYvtiEz0/UyydoXIJKspecghMhGZZO0IkUlWU/KQQ2QiMsnaESKTrKbkIYfIRGSStSNEJllNyUMOkYnIJGtHiEyympKHHCITkUnWjhCZZDUlDzlEJiKTrB0hMslqSh5yiExEJlk7QmSS1ZQ85BCZiEyydoTIJKspecghMhGZZO0IkUlWU/KQQ2QiMsnaESKTrKbkIYfIRGSStSNEJllNyUMOkYnIJGtHiEyympKHHCITkfnejvBXTxu++waxFIlE5eXlPj4++Jdtm5+jvRWTPxCvQdSuC1RCK27hvUI/Yg2RicisZz7E19/e1V+gjcIv21KpVPhlW6FQWF/qHTE7Ym7E7c2vE4+SyfxT/oQXSbyY5i9bvnsRmYjMehYlFourqqqKi4uLpAnOsQL/SidgKc3Jzd27d6+hkdG58+era2ry8/OJMvh6WVkZn89vhcOBnurt26rM17nPn2Wlp2WlP2uf9PplTjvO+YTIRGTWkgmRKC0tPX369Pjx4ydMmDDe2rpeGm9tbW09duw4LW3tXr16GRkZTZpkM278+Hoy1tbjx2NHrVy5ksFgwE+a10OfxI/q6mrsW8tGOgbm2vqm7ZP0qNoUc4qrq2srHi4kbvHDIohMRGatlcCWZEFBgbv7H0N7f/Wj2tf/M/5qjcFXawlpveFXq/S+GjGo2+AeXWardvvV+GtZAaOvVht89cOQrywsLG7eDIfTL33YDOsk4NOhvOytr5/faDsQxO7ifQ8cifrk6QH2gcMlu7stWOiEyKwrHLL/i0pKU5+/4PEFPL7gTUFxWsYr2AYBZDOok0OzjUBN4GT+4eZqMhBcmgby14CcpSB/WW16swy8WQ6eOYPfzYHpQHDFFrxZDXIJAvlSgfQlwM0SmNJoN8NbT6aPr9+Y+eDcM3A8VvoRNOkHC7EvoH2q5M8EKw50dXSyR2TWgUL2PyKTrKZIytWRmf+HmyttIAizBcK1oHoZ4C+vTTwXIFgBCpeC3RbAfCCImA6Ea+oLLAeClaBkKTgwDJIZ1mqf6ePr98N86dfsY7Gvhn76dJwJVuzv6uCIyCRpPu/FEJnvdSGXNRkyw22BaC3guwDx8tokWg5EK0DRUuBhAcwHgXvTgWh1A4GVoHQpOCQnMs+lgeN06Ud+2Z/0bwAb+LMwn4nIbIVpITJbobTmDmlIpngdELgAyYraJF4ORCsJZM4A4jX1BVYA8UpQthR4Nk1m84MQeDsT+kxEZkf+5nRzxijdh9qZUEVtRybkTSRdmi8OeZEZwATHGcCfAQKYmLMNIHyu259Rt6tuI/6db3wF+czmi6n5vchnNq+fFu9tazIlEgmfz3/79m0zfSpyITOABU7Egb9TwOmn4GR8LZaQzyAOOJ0MzqSAU4nvicWBxFcQmS22HsIBiEyCMuSx2hSZ9dqZjdVmZQRgO5OG9c3W9gCJxeKSkpILFy78+uuvt2/fhmRCCBv9W172ttW12QBpi3SDP1AzAXqWYJErOJVU6zyDOGDPf8BiClAxAJOXYC3YIM57bnEsMYbrtzObmbC/0euXy0Y0nonGM2uxliHz5nQgXg+Ey8G7lbVJsgKIV4FiF7DXElgMApEzgXhdfYGVQLwalC0HniOAlMxwiURSUlISEhJia2uroKBgamp6+fLld++wCL5G4+zgpZSXvT1yFOubbaqdSayd4t22tbVW6bCKVwSwXQ56fQemuWDO8zhd2rvLBH6PgLM76NUPmFpLyeSSIlMsFjd6tW26ERYHamcK0NcTiGRSBoDrUwB/JSh1BhVL3qfqpaBgEXA1w8Yzb0/FRlNkBKqWgcLFWOctlUq5dPFCWFjY9OnTFRUVe/ToAQDQ1dUNCAjIzc3NbnrJzc3NyHjpvsdjjL101KRB3yyOZRAXq5qeTn5fNYW7TidhG1fsB998C6YsqyOTjVVxz6SCHRdA3++B6XgSZO7vOm/eT1VV1RXtsZSXl799+/b+/fsmJiaOjo5CobCZVoA86kxyywPVZuWmSphRLZn5+W6urt92Bxb9wXRFMGUImDq0NmHrQ8CkIUC7N/iuO7DsB6YryApMGwImfQ90+nRVUVGxtrbW0tKCTALp0qNHDw0NDUtLS4umF8thlqam5mrqKjbOGEhNjZqciAN/PgHuocDtMtgfhrm+E3G1IysHwoFrMJizHvTsA6Ysxcj0Z4ATXOAVAdz/BUs9QK/+HyJTOoK64gBQVFCYOmXalClTpn7yZcqUKdOmTRsxYsR33323aNEiROY0+C2w5jv35czE55Ed7jPdXF0HfA2mDAUrdYCzBliiWZucNcFSLbBIHZj1AwO/xnBdod2YgAYw7wcoJiaBAQG+vr5GRkbdu3eHZOrq6v7555+pzS4pKSksFnf7zl1WDk36zCAOOHQHzFwFlHWBlinQpgHnP7DwoD+fgBUHgJIeUDEE36thZE5eUuszf/8HUMYCRR2grA+6dAO0ceBYLAhqujYbwMa8roaGxtIly5a0x+Ls7Lx06dLp06f3799/4cKFiExEZr6bm6vxAHBhCshdCbKcQd6S2pS7BOQsAymLwG9mgDYQhE4FuStkBXKXgbTFwNUCiwEKu3G9vLyczWZ7eHiYmpr26NHDwMDg/Pnz8LOIDb9NCrcIBIKy0gpvH98m25nSbpvl+8BgFTBrBfC5BUbPwjp7XIOBxzWgog8oVuDQXbDYFfT8FkxeiuHtGQGsHYEWFWw9AbadAH0GANr4D5AJIw1+nD0rLzcvNzc375MvOTk52dnZV65cMTY2RrXZidOmITJlo/MEywFMfGnwXW103iAQMQOI1oBql9q9AmkQn0AaA3SwLtJAJBLBd8pYLJa7u/vixYuvX78ukWC9bo12YMIxz+b7ZoM4wJ8JFu8CvfqC2euxwNpRs4CaIdh+FqvcDlDG/OHRGODiAb6R+syzaeDgHUxGwxjsvIClPgM+VJuFfbP7u9o72ItEYj4f+6LxJ1540iUqKopCoSAyEZmigoJaMt9H560AYmmSjc6bURedVycAg4SI0XkikYjH4wkEAh6PV1JS8urVq5ycnGZ6MiCuZMn8DsxaC44+AiNm1JK5+woYpAKoVsDnPljijtVmJy3CGquHpGSqG4Hf/wG/nwW9+wPqWOD3uLnaLDE6r6nnSKMPF3lthAEwqG8W9c1K8HYmjGgPt8UGReQSnQdzFtYtzTSryZO5aBf4dgBYsBVcTAbWDkDNAKPOPRT0VwCWk7Ea7C9+oHc/MPtnEJIDDt4CI2cCHVPgeRN43QD9hoJhk7H2ZzPtTCKZ7dLpgMYz0XhmLSltRyYeWgCdz0eSCUMCdpzD/J6SDsbhEA2sGekThb1UOXkx6D8UmE7Eeoa6dgMaJuB//lif7WI3oKAFdM0BZQzo9hUYoADst2CRBsQAA3xdJtIAkdlMkTXchUZNGurko7a0KZkkr4yMz8T4kXYCuQUDp+3A8XewbC/mFWEgnlcEWLYHOGwDC3cCZzcsrmDnBfBXItby/NkPo3HBDqxzaLEb+N/xxrFsGAOEyCRZfFAMkdkidX1YuCkyZYLv3r8FVveuiYxA8++aNH8djZKJR/ngKxicLIzPE3FYjTSIizGG7ZWG5sEtJ7jYGCZxVxCnVrh2uxRvPM96K/Wj8xCZzZeazF5EpoxCPvanDJlYdJ5M8B2MzltWF503A4jX1o/OkwqUuQDP4R/95vRRvzH24EJGlwBWLU6QtyApbxCtE3HgZF3COcQE8I1x2DpOb1Pb8ZzxFewQDlh1CL2f2RqjQmS2RmvNHIOT6ebmSh0AwqYC4WpQtRR7NxomnnR+g0JnsNtcOqfBNCBcBarrCwiWg5Il4IAljJv9qDkNhv8IAjjA8x44HNVk8o4C3g32wo34X/xwfEujR+FicMX7Pljsho2aNNOT3IwyP34X6gFCPUC1VgTJzM/Pd3Xd1bc7GD0AzFUGsxTAnLo0WwHMUQQzhgKDPqBfd/DDADBXCfxYt3eOAoACMxWAYR9ApVLDwm60dLYReClVVVVBQUGDh36rS+2nadhXy/C7T5809L9V1+m3bv0KRGZLnzLIZ7ZUYx+Qh228srKyixcv2s2ZYz93rsNcO3s7YprjMHfu3B9/NDYy6t+v33grqwXz582fM6e+jJ293Zyf7OZs3LiRzWa3blZLkUhUUlKSgi2p7ZhSU1Pz8nLapZEJgzGEQiEaz0TjmbXcCoXC8vLynMaW7OzsrOzs5OTkbdu2UanUyyEh2dnZr19nNpTNzskpKCioqalphVnDQ2Bdrm4EtN3+i0Qi5DM/8ERvsBv5zAYq+egN0G3C6JOGwWgwSK2oqGj37t3m5uYREREikai6urqhpEAgEAqFkLFWwAnvA15M+/79aI22PgPUzkTtzEasp1EeYFBrUVGRh4eHubn5vXv3RCJRM18caiRftIm0BhCZiEyyxgK7iIhktq6Dh+z5OrccIhORSZYARCZZTclDDpGJyCRrR4hMspqShxwiE5HZiB2RbGfC2myjwq3u+GnkajrlJkQmIrOe4TdDlJRAEWxnWlhYREZGfrCd2Uxu9c6KfjTQACITkVnPKCBL0vkasakn4eyTdX+xdziLi4v37t2Lkynzzem6Q7BJK9trJLDe/XyxPxCZiMxa44WV0oqKipCQELs5cxzs7Z2dFzs5LXKEyXGRo+NCJ6dF8+bZm1Bo/fsPsJ4waeFCZweHBY7Yrtq0YMGiRYsW2tvP37lzZ1paGmyafrF0tOeFIzIRme/JFIlE+fn5f/zxR8+ePQf2+2a4Ua851r1mje01c2y9v7Y/fDV1ZNcZY3rMGtcb7p0plflxXK+ZVr0oOr169fpmxIgRt2/f/mB1tz1t//M+NyITkSlL5q5drl27gJ5fgzE0cNMfZMaA1/dA5j2QhadIkBX5/memdG/mffAiApz5A+irga5du44aOfLhw4eti5v9vJH5RFeHyERkypLp6uqqpgB+mgiGGYGZ4wDrIhAnAAETCJlAyGokCVhAwAbVTHDFGwwzAEbqYJRJ15EjRj9+/AiR2WqOEZmIzHpk1s6dpw8ueoGTbkBbCcywAuyLQByPkSlmySaRFNcqJvjvMDDXA8OMwbm9YOeqriNHjo6NRWS2GkzMLNG7JiKBAL1rUm/uPKouuBEA8hjAcwPQUwUzxtZ6ThETSNgEOKVYvmWCq4eBpQEw0wchviArBrhLyaTTEZmIzOK0jFfw00ygpcpAX7aFGoP9qLU+Uw9rYQpTQFYE8NkMdFUwz8mUVmuFdXBCb4lh6QOGGwJzA/CvN6jigMJHYDcis6VW2EAe+UxUm601ClkyA4AoBVTTwZsocGQTVq2dbgUYF6TVWgbmNoUs8JYJrkixtDAAVw5jP4VxUjJXY7VZ5DMb4NaCDYhMRGbjZIYHAFEq4NGx3h0Ip5YSsLUC9AtAFAf4DFksq6Q1WxEXFD4GuxGZLWCwcVFEJiKzSTLFKUAA3SMH5Es9p6YisB0DYi+CyngQ6o1VYqG3rGICERuImBi0iMzGUWvhVkQmIrNZMunS/h42EEI4NwItRTB5JPhjNbAyxbAM9QYQS9hti8hsIYBNiiMyEZnNksnAOmMlbCBi1cLptwXoqIABfbHRzhBv8JYFhNLeWgkLk0FkNolaC3cgMhGZZMkUcUE1CwTvB5pKoEsXMNIERJ8G4qTacU5ILyKzhQA2KY7IRGQ2SyaszbKAiANqWOC6DxblY6IFHCdjf2eOBZxLWISQqC4CAZHZJGot3IHIRGQ2S6a0B6gWyyPAQh+Y6oELnuB5JPDahI1zzhoLuHVwotpsC+lrThyRichsmsxUwKdjna7VLHD9CNbfY6oHLnmCCgaoYYKc+8B7E9BTAbPGAW4w5jmFTIBGTZqjrSX7EJmIzCbJFKVg45kQy2GGwFQfBHuCSoaUQCYQsOrByQkGogQgROOZLcGvGVlEJiKzcTJv+gNxCiiPBdeOgBFGWEzsZS9QKQ0nqB0gYQI+C+TeB94bga4y1uZkXwKSZFAYgyINmiGO7C5EJiKzETJhRHvlU2y4cqQxMNcHIV5Y0A/e04PDKaiDE3srZSxghoACJvhjJYrOI0tgU3KITERmI2SaGYIwf3D3BPYGiYU0VB3DEo5b1v2FL52IpNXavPvg8EagqQhmTwDRZ8C+XxGZTRFHdjsiE5FZj0zpV/pcddXAr05YrA/2YpcneEuXvjnNAMLGkoAB+EyQFwk8f8UihCZYgllju44YMfoJenOaLIaNyCEyEZkyZBa47nLt+TUY3B+bbeS6H6hKwMIJJIlAkkRI9X+KE4E4GRQ8BoHbgYEa+LZ319GjRz96hN7PbAQ5kpsQmYjMemS+efNm544dAIDePcFwA7DaDvzsANbPB+vtwc916RcH8Ksj+KXu53p7bC8UWGILDNWwCCEajXbjRiu/bEvSdju2GCITkVmPzJKSkuPHjhkaGJiZUseNGTbOytJqjOVYPFkNGzPaXFdLacjAXqYUXeuxw61+sHi/d4zlOCvLH0ZZUCgmjo6OHA4HzQPU6scHIhOR+d54IEglJSUZGRkvXrx49erVS8Ly4sXLjBcvuNy4zZs3m5iYnD9//sWLF8+fpxNEXr58iR3y4kVGTk5O675s+/5qOvcaIhORWY+AZr53ACc9kPl6glAorHd8/R/N5FZfEP2S1QAiE5EpaxPwqwdwynbiX+KXbS0sLO7du9f8F4cQlo1olvQmRCYik6yxEH0m/OY0moKdrO5aLofIRGSStRpEJllNyUMOkYnIJGtHiEyympKHHCITkUnWjhCZZDUlDzlEpiyZBQUF6MOPjZoW3gO0Z88e/PuZAoGgUWG08SM1gJNJoVAcHR1hH/gX0alWVFKa+vwFjy/g8QVvCuQxR7uNjY2trW1RURHs2BCJRLBnEoEKjYzoMxGZHwleM4dD/IRCoUAgiIqKotFoTk5OnZdMJpM5btw4MzOz0NDQvLy8hoojjh98EY+uhrfQ6i3Ee8fC93buNDMzu3v3LuqbbbVKGz2QqGeo2+vXr6urq8+bN68zkgldQWVl5ZkzZ1RVVZWUlAwNDadMmeLu7n779u3CwkKoRPh5c1yhRCV2SKcKnz7wNuFdw+8yubi46OrqbtiwoaysDNZvcZ2glVZrgKhnsVhcXV396NGjdevX6+rqmpubX7t2Deb8RbgEudVm8YH18vLyJ0+eHDlyZP78+To6OgMGDFBRUTEwMJgyZYqHh0dkZGRJSQms4hIpJSKKW3OrS+hzOBC3EuJKenr6li1bNDU1dXR0NmzYkJqaCp9on8MFf6HXgFsLrmeJRFJZWXn79m17e3s16bJw4cKoqKiqqqov6OkvZzLhnQuFwvLy8pycnLS0tKioqEOHDv300086Ojrff/+9qqqqsbHxjBkzDhw48PDhw6KiourqapFIRDQL6EOIDVTi3s9/HTcRuAL/5uTkHD582NjYWE1Nbf78+Xfv3i0oKODz+V/E8/vz1DlUHbHGIRKJ8vPzL126ZGtrq6qqqqOjs379+ocPH+bl5fF4vC8IS4lEIk8y8TsnWqRAICgrK8vJyUlJSbl9+/b+/fvnzp2rr6+vrKwMKZ05c6anp2d0dHROTk5FRQWRUhgaLhQKibb+eVoJflVEc4H+sKCg4Ny5c9bW1mpqajY2NufPn8/NzeXxeF/QTeF39zms4HqD/a5isfjdu3cCgeDly5f+/v5jx45VU1MzNTXduXMng8HAH3/4UZ/DLZC5BjmTSTwlXs2ATzWBQMDj8UpLS3Nycp4+fRoWFubh4TF37lwTExN1dXVI6Zw5c3x8fB4+fPjq1avy8nJibiKRiM/nC4VC6EvxpwBRpn3X8fsVShexWFxaWorXqUaPHn3s2LFXr169ffv2s72F9lXgB8+O04UzKZFIqqurExIS9u7da2lpqa6hMX78eE9PTw6HU1xczOPxcFV/hgbT/P22IZn4iaFCoQOBvdh8Pr+mpgZSmpycfP369T179syfP9/c3FxTU1NVVdXExGT+/PlHjhyJjIxMT0+vqKjANQt72yCleFFBKvAzfvoVeCWQSYlE8vbt2ydPnqxfv15TU9PU1HT37t1Pnz4tLy8XCAS4rbT7NX96LbX6jMSnHq7DsrKymJiYDRs26OnpaWlpzZkz5+TJk8+ePSsrKyOaB24krT57uxz4Kcgk3hiRUoFAwJcuNTU1JSUlOTk5iYmJV69e9fDwcFqwYMSIEerq6ioqKlQq1cnJ6fDhw7dv305LS6usrMQpFYlEPB4PLwZ8O/GMbb0OjQZ/ivP5/KdPn7q6upqYmAPSMFwAACAASURBVBgaGm7cuDEmJqakpAS/yC/UUNpajc3nD9s1kEmhUPjmzZuwsLCVK1dqaWnp6uouXrz4UnBwVlZWZWWlQLrAx98X/ez71GTiBUBEFHekAoEApzQhISE0NHT//v3Ozs4jR45UkS40Gm3BggWenp7h4eFpaWnV1dV4hkKhkMfj4Q/UT0Apfgt4HTsrK+vo0aNjxozR1dVdsmRJeHj4mzdvIJPIVeIlRX4FahiaB6xzZWVnn/nnn59++gk2Jjdu3Hjz5s2cnJy3VVUCgQAviC+aSaifdiOTWDy4iUPPAx2pUCiENd7c3Ny4uLjQ0FAvL69ly5YNHz586NChysrKpqamTk5O+/btCwsLS09Ph30qEEjojfFyagtKZYymoKDgzJkzU6dO1dTUnD179qVLl16+fFldXQ3NBb9B4l2j9aY0gKsLZ1IoFGZkZPj5+dnY2CgrK1taWu7evTs6Ojo/P7+mpoao5Kby/OK2fxZkErUGH43ERikErLq6Gvbxcjicq1evHjlyZNmyZaampgMHDoSU2tvb7969Oyws7OXLl3w+H+YJG6XydaTE6qtIJCovLw8LC5s/f76SktLIkSODgoJSU1Or6h7huJER7xGtN6UBXF1466CmpiYuLs7d3X306NEqKirjx48/evQoi8UqLi7m8/kyTHYAV4lr5rMjE78y6OggorCcIGAikaimpgaOl3I4nLCwMD8/P2dnZxMTk4EDB6qoqNBotDlz5ri7u9+8eTMrKwsfhsGzgsWP5088Y/PrsODxfGCIiYuLi5qamrGxsYeHB5fLrayshP1AeFOnI5lL8/r5mL3EQoGqq6qqiomJWbNmDRwEnj179vnz55OTkysqKiCQ+HBah9TwZ00mXtL4oxT3pbDwYA9QRUVFdnZ2XFzcnTt3/Pz8nJycDAwMYOwRhUKZMWPGnj177ty58+bNGzxD4goxc+J2mXVcTCKRCIXC/w/f2blzp7Gxsba29i+//EKn00tLS6F7R0zKqO6DP4lYisXiioqK8PBwJycnHR0dDQ2NJUuWXLt2LSMjo6qqCi93YnF8MP8vUeDLIJOoWbxIcN8FvSIc8KyoqMjKykpKSoqMjJSJEDQ0NLS1td27dy+MEMQbn++kCzwFMXOiU8VNRyKRvHnz5s8//xw2bJi6urqDg8Pdu3cLCwvha1wyhxMvG63LaACvgOAe7927d8XFxRcuXLC1tVVWVtbW1v7111+jo6Nzc3NramqIzzticchk22F+fnlkNlR9Qx7EYjGfz4c13mfPnkVFRXl6etrZ2WlpaQ0cOFBVVdXIyGjGjBkHDx6Mjo4uLS0VCAQwlATPvNEIwfLy8n///XfixImqqqqTJk0KDg7Ozs7Gw75wC8MzQSsNNYBDha+8e/dOJBJlZWX5+/tbW1srKytTKBQ3NzcWi9XoI6+T6LkjkIkXPxFRYsELhULYe5Samnr37t19+/bNnj1bS0tryJAhampqJiYms2fP9vLyevz4cWFhIawy4XnClcrKysjISEdHR1VV1WHDhvn5+cHKFdzbSWxFRict/YlrCT714E8+n5+SkuLh4WFhYaGiojJ69OgjR44kJSWVlJTgb2zhRdnSM37R8h2KTJmSaAgqrPGWlpZmZ2cnJyeHhYXt2bNn9uzZenp6KioqkFI7O7sjR47ExMS8fv26pKSkrKyMzWb//PPPampqBgYG27Zt43K55eXlxMqVzHnRTxkNQAjx1gdcKS8vZzKZW7Zs0dLSUlNTmzZt2t9///3ixYuysjJi1w7Os0yeHf5nRyZTpvBwUPGeXjhemp2dnZSUdO3aNXd39zlz5hgbG6uqYu8ODR8+3MXFZcmSJUZGRqqqqgsWLIAvx8BnuVAoRCEEMhpu+BNnEvaNwc6zwsLCO3fuuLi4aGpq6urqLliw4PLlyzCCB3enndNPEhXYicjEbxtHFMZ8ESMEs7OzU1JSbt68uWrVqiFDhvTp06d3795du3YdNGjQ3LlzfXx8IiIi0tPT3759i3cgwTYtHnyHn6WTr0Al4w9BiQSbKSovLy84OHjevHkaGhpUKnXdunXh4eG5ublVVVX4awCISWg5nZFMIjN4FQvG34rF4oKCguDg4KlTpw4aNGjy5Mk7d+7cvn27vb29paUlHiHo7Ox85MiRO3fu/P+b0DBCEDoHOIqDD3/j9BLP2OHXcSZhCKtEIuHz+enp6QEBAdOmTVNXVx85cqSrq+vDhw/z8/Orq6vxhxpikmgbnZpMHCfYsCktLb1169aiRYvU1dVhV0RKSkpxcXFRUVF2djaXyw0JCdm3b9/ixYuHDRumpKSkoqJiZmbm7Ozs5eV169at9PR0+HUgaGHwrTf5hh8RS+4zXJdhUiwWwwiePXv2jBkzRkNDY9KkST4+Pv/fbi8pKYFBzsQm5Wd4R+14SZ2UTGhDsDYLDYjBYKxfvx7Wsvbs2cNiseDLRDAEFwJWXV0N31zjcDghISGHDh1ydnY2NzcfPHiwioqKubn5woUL9+/ff/PmTRghiLey8DjejuoWiM842KSsqKh48ODB5s2b4Zt9dnZ2J0+eTEpKgq/CobrrB5nvdGTiTOIjlunp6W5ublQqVU9P75dffnn48GFxcTEeCQiru/AvDLAmxvFmZ2ezWKyrV6/6+PgsXryYQqHACEEzMzMHB4e9e/feunUrMzMTdhrByi1e18W5/WAhfc4CRCZhf3VZWVl4eLizs7O2traOjs7y5cuvXr2anp4OX9GC2sNL4XO+tfa9ts5FJg4DxDIvL8/Pz2/UqFGampoLFiyAvRF8Ph/2W8hYD/4THos/9eE7MeXl5dnZ2Ww2OywszNfX18nJydDQEEY1mJqazp07d+/evXfv3iVGCOIZyqy0r0GQP3vDy4bzqsyaNUtFRQXODHjv3r3s7GwYwYP6XcnrVv7zALXo3J9YmGhJpaWlwcHBU6ZMUVFRmTRp0sVLlzIzM+HkFGQGKolZQYzxCEEej1deXp6Zmcnlcu/cuePj4zNv3jxdXV1IKYVCmTVr1v79+yMjI4uKihrVADHzz7MPCb9CeP1isRi+mGptba2oqGhiYuLu7h4bGwvn4MHrJjJHNXrvaCOugU7hM6FNwHuurq6OjIycN2+ekpISjUb7f//2/Pnzqqoq3G6IwriamlmRORCCDQcJYIQgjOO9d++ep6fnnDlzNDU1IaXGxsYzZ848dOhQdHQ0PukRnOkT/pXJuX0pxasbuH5gVF1aWpqbm5upqamCgsKIESP8/PwSExOLi4s7eQRPMwZDcleHJRM3axwVgUAQFxe3bt06VVVVXV3dHTt2JCYmwmgeaPTQ+Egqrikx/Ly4BcPM+Xx+WVlZdnZ2amrqvXv39u7dO2vWLA0NjcGDB6upqVEolDlz5nh7ez958gT2PMlcjIznaersbbG9IZNwkmUmk/m///1PV1dXWVnZxsbm1KlTaWlpctdnW9zRF5FnxyQTGhO0ZolEIhAI0tPTPTw84FROK1asiI6Olnmuy720ZAyaCKpAICgtLc3Kynr69OnNmzd37949Y8YMTU3NoUOHqqmpUanUuXPn+vr60hkMGMdLpBT2J+NV7jZ1pEQ14rdTWlp6//79ZcuWaWhoqKmp2dnZhYaGZmZmVlZW4jLEm5W7YjtJhh2NTNyY4ECZUCjMyck5efLkiBEjNDQ07Ozsbty48ebNG3zgsU0tW8aGZNwpbKDyeLySkpKsrKzExMRr1665ubnNmDFDT09PVRoiSKVS58+f/+eff8bGxmKz3Uhjj/Bs8Zk+cRLg7eMCrV4hqhGPRszLywsJCZk7d666urqBgcHKlStv3bqVk5NTXV0tc2utPi86ENdAxyETf2DDfnmRSFRQUBAaGjpr1ixNTc3JkyefOXMmJycHvkqC+xx5mTKuUPIruDVDROFMnyUlJdnZ2QkJCVeuXHF1df3xxx8pFIq6urqamhqcnez48eMxjx7BeWvxxwoeZogP3OO7yF8PlCQyCbu1eDxexosXQSdOTJ48WV1d3cLC4vft2x89egTn4MHPiD8dWnpGJN+oBjoCmbiJ4yMZFRUVkZGRzs7OGhoaP/zwg7e397NnzyorKz/Pjnv8+kUiEXGmz2KpL42LiwsJCXF1dZs7d665ubmampqqdA7yJUuWHDt27P79+y9evCB+saNhHC/Jpw+RSegn4STLXl5eMIJn/PjxBw8e5HK5cJJlfGSyUcNCGz9SA188mbg9wRF8Ho/H4XA2bNigq6trYmKyY+dOGM2DQ/s5P9qJiOIzffL5/Orq6uJizJdyudzg4GB3d3cHBwcYx6uqqmpubr5s2bKjR4/evXs3IyOjpqYGd5gkZ/ok6hD6yYqKiujo6K1bt9JoNG1tbTs7u8DAwMTExNLSUuLUoZ+zMj8SjHY//MsmE1oGpE4gEKSmpu7evdvc3FxfX3/9+vURERGFhYVwhjXc6Ntd4yQvAL9gvK4LI7+rq6thjZfD4Vy6dGnv3r0LFy40NzcfOnSoqqqqpaXl0qVLvb2979y501SEIN5ZjXMFfTX0k6WlpeHh4cuXL4evaC1ZsuTixYtwmnyoyc+hIUBSh1+02JdKJpFJiUSSl5cXEBg4fvx4TU1NBweHa9eu5eTkwJlIiYb4hRYV/kIMTikMHqyqqoJvgTOZzMuXLx88eHDRokVUKnXQoEGQ0sWLFx88ePDOnTuZmZn4B+eJM33CDGElPycn5/z58/PmzVNVVdXX1//1119v3ryZnZ0NZ+gkhiuSrB5/odr+TC77yyMTr3pB5EpKSi5fvjxz5kwlJaVx48adO3/+xYsXHXgKZvhIgizBGi+kC87Hm5WVxWAwrly54u3tDSMEBw0apKamZmFh4ejoeODAgbt37+bm5sIqKzRBoVD44sULX19fOMmymZnZ7t274StaMCgKb0/iPvYzsd2OfRlfGJnQOODf6urqqKgoJycnRUVFCoXy/zPlpaSkvJW+g/t59vTI15JwVeCU4gNFcD7ezMxMFosVFhZ2+PDh+fPn6+npDRw4UE1NzczMbO7cudCXPnjwwMPD44cfflBUVBw1apSfnx+bzS4qKoJTlhH7XeV78Si3D2rgiyGT+MAWCoUJCQk///wzbAv99ttvcG4e3FjhbXeeShd+48R6L4wQ5PF4ZWVlr1+/hnG83t7eP/30E4zjhVMfDRgwQENDY+PGjQwGA76iJZFImp/p84NWhQQ+XgNfBpk4ljB4ev/+/cbGxhqami4uLjExMcXFxbB6RhT7eNV80TngrOLNbDjfQl5e3rlz50aPHg0A6Nmzp6Ki4sCBA+EKhUKxs7ODEYJ4SAOM4IWqwPNEev4EtvH5kgk9HtEICgoKTp06NWbMGDU1tVmzZl2/fj0/Px9NwdyUleBvlkLnWVxcHBoaOnv2bPwz6REREWlpaU+fPr1z5467u7utra2amtr333+vrq5Oo9HmzZvne/QoU/oGOf41J/xcsAqNY49vRyvy0sDnSCakEW8rvnv3rqKi4vqNGzNnzVJXVx8/fvxff/31+vVrPMKu89RaP1jq+OMMZ0YgEGRlZZ06dcra2lpVVZVCoWzbtg3/TDrMkM/nl5SUZGZmwjkEd7m6Tps2TVNTU0lJCVLq4OBw7NgxFotVUFAA38vBr+RTxvHiJ+0MK58XmXh9CfY3SiSSqqqq6Ojo5cuXY10X5ub79u1LTk6GX/XBgcRXOkOBNXWPUAlQb3C9pqYmOTnZ09Nz9OjRmpqaY8eO3b9///+/bVNUVMTn8/HKCAxLgM9B/PulWVlZMEJw586dtra2+vr6ampqkNIFCxb8/1xbDAYDhjoSrwfvK8YzR0VD1E+L1j8jMmFx4sE6NTU1XC53y5YtampqhoaGmzdvfvToEZzZCfYZ4pEuLbrhDiaMMwCjBSAJb9++pdPpO3bsMDEx0dTUtLW1PX78eEpKioz2iKqA+eBFAIMEpbFHxVlZWXFxcZcvX96+ffvMmTMpFAo2G29dhGBQUNDjx49fv37dfIQg8VxonYwGPgsy8ec9HM7m8/nPnz/39PQ0NTXV1dV1cXG5fft2YWEhHKXEbYjM7XVgGVwPRE9VXFx89+7d1atXq6ur6+rqLlq06MKFC8+fPy8vLycfwYPnTIzjxSnlcDgXL17cuXOnnZ2dmZkZfCfGzMxs+fLl/v7+UVFR8JO+8LkJ27rEafLQ85SkTbYzmZBJ2FaB3jIrK+vkyZM2NjY6Ojrz588P+fdfOCsphBY3GpK31yHFiEqDahEKhdnZ2ZcuXXJycoIRPOvXr8cnWYbzvuKqg4eT0Qx+CKwkwymzBQJBVVVVcTHmS9ls9oULF9zc/rC3tzc3N1dSUlJTUxs2bNiKFSv8/Pzu3bv36tUr2HsEs+qEM32S0XOjMu1PJl59LS0tvXr16pw5czQ0NGxsbE6fPv3q1St89m7YpUHeqhq92w6wEZo47icFAsGLFy8CAwNnzJwJI/J27dp17969/Px8GMFDfKJ9zO3jPb1ESoVCYVVVFXy/lMlkXrx40cPDw8nJiUajwa85wS9QHD58OCIiAkYI4o8VyDkezPAx19Yhj20fMvHigZFfsJtnyZIlGhoaFhYW3t7eSUlJ8KUtYmhYhywA8jeFM4m/ypySkrJ7924rKys1NbUJEyceOXIkNja2qKiIx+PB510bPc6IlOLz8UJKS0tLMzMz6XR6cHDwgQMHHB0djY2NYYTgsGHDnJ2dPT097927l5OTA+8CVm6JNW1U3YUm0Q5k4ljCAk5JSYEvbRkaGm7fvp1Op8MvtOFMdvKigkDCMUkYUFFVVRUbG7t582ZTU1NVVdXp06efOnUqOTm5rKxM5jPp5LFvnSS8NliO0JfitWs4azak9MqVK56enniEoLq6+rBhw5ycnLy8vO7fv19QUIBXhdAYDF4Qn5RMvCDh6bOysvbv329qaqqpqbl06dKoqCgYOYCPZOJGiV9uZ1shakwsFpf/X3vXARbV0bWjX9SYmNhiNAZ0wYLINsASI1ZAggoqKr3D7gL2FiXYP0tQPyNGY2xYgjGKIHYxRoqoKMVKEUUpoggLCyxl6/x/Zmb3ctkFnoWgwnJ57rNe586d8p7znnOm7Gx5+ZUrV7y8vPDPpLu6ukZGRuJfQMKGjHCShK6/N8SIpmKi4vbgH/+qqakpKyvLyclJSkq6ePHi9u3b7ezs8K8M02g0U1NTe3v7nTt3xsfHl5aWqhticsnvv1/vDUCVit4HM8lOEqNcXFx8+PBhMzMzHR2d6dOnX7hwoaCgAB/BTBaDSlvb1X8xDlhN5XK5QCA4c+aMra2trq6uvr5+QEDA33//nZ+fT2y3+ICcVJcLWYiEncUsxft4c3Jy7t+/f/Xq1a1bt9rY2NBoNBzxslisuXPn7tq1686dO8QOQVw+sU+QXLg6jdUb00ZT3i0zVTgJABAKhRcvXpw+fXr//v1HjRoVGhqal5dHqJcK6G0U02Y3mwwXLkQmkxUUFBw6dAj/TLqhoWFgYCDewaO+LbHV+hOyWIlG4n28eFyalpYWHR29ceNGa2trXV3dPn364F0Njo6Oe/bsSU5OrqysxJE8wU/CZhGFNxv21vniO2cmYcurq6v/WZL28vLS1dVlMBhbt27Nysoi7CLGV4tNYCPiJ/qO3QvOiU/i3LFjx4gRI3R0dEaMGLFt27YnT56oHMbZtvSSaC1xQ8BC3iF48eKlNWvWWllZ6erq9u3bl0ajGRsbOzs779u3LzU1VSAQYFNOvIu9MaFp2qFF74SZGHdCz8RicXp6elBQ0ODBg4cOHbps2bKUlBSBQEBASdhRMtbt4Z5QUAIrvCExJSUlMDCQwWDQaDQrK6t9+/alpaUJBAJijQG/qAUQEQiQb0QiUUlJSV5e3sOHDyMjI4OCgv45+lBfX19HR4dGo5mYmLi5uR08eDA1NfXt27d47xEBBT6xgVCttsvSFmYm5hihZ3i1bdeuXSNHjhw8eLCnlxdxNg/Gru0CR6hC824IRSR2uspkstLS0piYGC6PR6PR9PX1HRwc/jx16sWLFxUVFcSypHYjhvWHmEOSSCR471FeXh7eIfhPMD916lRDQ8MBAwZglnp7e4eGhiYlJeGDUQh88DQvgRtRcvPk9f7faklmEp3HaldUVPT7779PmTJl0KBBs2fPDg8Pf/36dU1NDbEcgrO9/z5/8BoJ+4WhkEgkBQUFUVFRbm5uAwcONDAw8PX1xUcZVVZWEjsx2hVcKpaL2MfL5/Pz8vLw3qPAwEAbGxsmk4lZampqyuPx/tlAhvfxkn8LHDtSQj8/uAJo0oAWZia2dgKB4MKFC05OTvhLW7/99hv+VR/ipyMJw6ZJE7UyD9Y8/DPp/wRmtra2enp633777apVq65fv46DtPbJSXVxY6xwIEacx1tVVYVZmpycfOLEiaCgoFmzZhkbG+vo6AwcOHDkyJH+/v4HDhyIi4vLzc3FOwSJME29ilaY0pLMxIFZdnb20qVL8W8wBwcHp6amEtupCUPYCoF4n03COAgEghMnTpiZmdFotIkTJwYHB9+7d4/P5+Mj/8hDyvfZttZcF6E/5B2CxD7evLy8pKSkEydOrFu3zt7e3tjYuH///jQabcyYMX5+fqdOnRKLxW3IJbQYM3FY/+rVq9WrVxsZGS1fvvz27dvED6qTR+StWfbvoW1YvUQi0cWLF8eMGfPPF5pDQ0MfPXokEAjwJjWKk5pIgdh4RHwhBkdklZWV+FvgiYmJf/zxx383bXJ0dGQwGCYmJkePHsUl47BWk1o+YJ4WYyYGKCUlxQL9ZWdnkzdDYnX8gP1sPVVjlSovLw8JCaHT6aGhoRUVFXj4TXGyeWIi+1L8xRo8EIDfiUG/QBEWFmZgYODq6oo367ZTZlpaWk6dOhX/oDLlKtVVjWDmrl27WCxWREQEXnMn1Ev9FSpFQwQIDPGgVCqV4oPtY2Nj2Wy2i4sLxUwFM9uEcdJQ6i2VjcxMJpN55swZ/BtBFFYthTAuB7MUf10uNjaWxWI5Ozu3a2ZaWFgQPpPSNnVtq5eZxE8bqOenUv4NAniuiGKmBI8zKWY2okwUMxsBp8UfUcwE5BkgipmNaBjFzEbAafFHFDMpZmqqVBQzNUWqJfJRzKSYqakeUczUFKmWyEcxk2KmpnpEMVNTpFoiH8VMipma6hHBzJCQEBaLhVdNqLlZTeFrYj6KmRQzNVUZzEyBQLBjxw46nR4REYG/CaHp+1S+piBAMZNipqb6gplZUlKydetWBoNx9uxZipmaYtf0fBQzKWZqqjUUMzVFqiXyUcykmKmpHlHM1BSplshHMZNipqZ6RDFTU6RaIh/FTIqZmuoRxUxNkWqJfBQzKWZqqkcUMzVFqiXyUcykmKmpHlHM1BSplshHMZNipqZ6RDFTU6RaIl97YaZcDuRyIJECsRR+kq8asaxGJElJSbWwsLKeOu1tEV8uB2KJnJyHuJfLIer4syXwb3VlYKCkUiCW1EEJQieRiyUyfknp5i0/0emMyMhzUpm8ukZCgEO+kcm0HKgWkRyhlmTo8L1ILBOJpbFxcSy2qZOze41IKpUBibQNqGWTzwGCKCA48SeBLP4WWHLyXYvJZuhbYEX1nlNGvKXFtMSYEB0kuqxMl8tkspIS/tYtmxh0w7MRp2QymVgCj3Uj/ylARqaQnE7d14sAoZYqT2VymVQqib3xF8NQz8l+juJMA4UK1+YlZERIrfbZB7prAjOxZSosBRfvgNMxICIOnCFd4bHyiHjp3tM53838edzsX36/KjybAM7Eysl5IuJBeCz4KxmUCWF3Ww8KLQs+BqqyGiRlgpM3QGR8HaDOxMkj4+V//FXptfKSwfi16/emnr8jPx0jrQNUHAQqKgFk5sKmYc/Zso3UstIK+CDyJggnKSTGE6mlbPvRp0yLjVM9QsNjZRFQHHXVMg6ciQWx90ENMo+tRC2bwEyZHEhl4E46MF8BhnoCJgcwVC5fOcNXzOIIWBwBgyNjcuQqGVhcYOQNZq8Dz14hhSMslXapiRwB9aoYrAkF+i7AxE/O8JUZ+YiMvEV0HwmDI2f4AoRPJYvLZ3JqGBC3OmAyOWC4N/h2PjhyRTF80C6EWr43N+4D0wAw3KcOjAr185UzOCIWp4TFKYfgq6klkwtf9NgGSitgw9oqMxPTwZQfgKEXMOYCdt2LxZWzuXIWV8LiSNjwHig/FTlNeIDhC+Zs0H5mymQAMvMI0HMDI/yBsZ/cdJF8xCJgOh9DgYGSsjhiNlemDpQxF9B9wHcLwJGrFDM1onHMAzBqHtQuFZ3E2LK4chanQbU05kE+e29v48y8kw4sMTN5aiigFIgCV87mAXjVpa6JH6D7gtnr2w0zQ4Gei2xkgNTQ8VGPYf7dBtj1+3YXiyNlcwFGCdmyeoAy5kGgvltI+UyNaAkAiLkPRgVAgqlrHU5RqGVdhcT6acyDAaD3Di1g5gowzAuyjoUuJkdOvlCiHD9S+TTmASMfYNdumLkaMlNu6iene5T2G7Wrw8e9uw9yZPpKWFzA5GCI6geKjYAas4BipqbMvHEfjAyA5oxQP7JOKtFWaKyKWrJRKOelDT5TwUyoVYo+8wCLpwAFp2BcWAr9UyDSLpkJTPxkLJ54kM3FDp37ddebxeJK2Lz/I6AjFIhIYXGh4TfyARQzNeUlACRm1quWUFEVOqkIWGpZqn3MVNKSK6F7Cele5QyfahYP4gKDND+oXmRtY3FBe2WmlMWTDJp+pUOnfl8MtDHyKGF4V8GhOA8wuXIWD7D9VIGimKk5J3FOEjMBkwv9BJMjpntVMLyrmL4S7C2wTqr7T+1jJiThcLeCr0b8t0tP1ie9Rn8+wEZv2nW2P2D4iOgepXSvciUKmK7tlpkyFlfBzI6de3bpwf6kl3Ef9gZotnyldK8KI4/SuiEu5TObSkySz4RhmtzQObsXfVmXHvQuPY17DnE3dMpm88RGHny6tAe3YAAAE5RJREFUl1DFW+AIheELtCaalRvz5EzfSt0JRz7pM0J38k4j10vdaLafD7Qd5pg21O7GJz1NvzSaz+TIyEC0V59Zy8wvBlgZOj78evSWjz/T7z9uN8PnZW/mD1/ozRlil2wcIGdypHgIRPnMplJT4TN95CyejOFV1G9UcNe+Y74aubn7ELdu/c0NnbOHzLjWpcfwPvSFMFSpO8jSPp8JWBwZy7fYwP427ftoncnHu/Sd8GnfsQYOKcPd7346wK4Xax2GgACi3TOzb3e92Qyfat3xBzt27vPVyPXG8159NWJ9twGOBvZPjP0pZjaVj7X5CWayeTK655s+rB8796TrWp5icwuMXJ+zeCID+9tddWZ8abqZ7CoIO6hNPlMxN2tgn9nD0K9zT+MuX1l06NT3035metOu6027pjM5fNDMJIqZenCngUw5zuzbXc+O7iXUGbe/Y9dvvjTZbGCf9s3443pTbxi5FyNbDkMMagaolnAa36kykx3UuYeRrsUZk3lS44AaI48CXcuzuhZnB89K1XJmGnjJ2Sia1Rl3sHMPgwHm60wC/vpi0NTPdScNmnG5F31hp24Dehv6UdGsgplwnBndobNOryGzRywS6U0J7dj1m17sjbqTTnbqNvTzgbaDZ90xoaJZjXmonpHMTIbXmz6swE960QfPjDRdkKNnfVnfJuGLQZ6dutG+NJqn5dGsAVrPZHIktO+vduo1+tOvx/Zizv/4s8H/+aRfH/Zq2pQTHbt83Z02i+kjJpuo9hvNwrnZSx9/YfzFUG4vdlDX/laf9B6hb3ON7vmo+xD7rn1G6tvGwXGmrxRHGdQ4U517jacomOkLp3+YPpU6E37/TzfGZ7ozehsH9TbePNz1hf7Uox06du2uN7fu8okiQtGyaBajUEqzPtdj+IqejB97s9f1Zq3pN3bfoOnnOnbV7TnYzmQ+Ds/a9dysqZ+cxZUNc8rSNT85eOaNXsw1vZhr9b4/ZzKvmunzojed92m/0QYOt0wXyJk+1AxQ4wRs8KmSmQAtoUsZXm90zf/oYbj8q9E7DF0em86XDpkR1aFjt15D7U0Xav8MkByiwJGwuBVsXhGbV8Ti8tm8omHOtz7Xt/+oQ6ePP6N9PWYPOXhonz7T1B/vxROzuBUsjpDNLUKXkOFd0v+7kP906dXx4896DHEZ7prL9pPj+J/ymQ1SsIEHtcxEm0NZHDGLW87iFbF4xWxelYH9w24DbD/6qGOnzwf1H3cQDsTQqgExqtcyn4lsD9xaIWVxxWgjO/wc7lagax6uM+GozoQwvWlxVDRr6oeNtJzFkSKsJEyoNxKmj3CQTcI3Zod0JoYNsIike+BJIBhfUMxsgIANJpOYqUCbyZEwuWIEtXS46yudSX/qTDimMzFM3zYB7UNQTLZp33pm7b5ZYnM2vIErRRI2r5LNq2LzKlncamLJpN3uAUI+E45nEFDoE8YaMMRlc2vYXCHCqorFlSozUMxskIENPSAzE3tCpTbCMRfUSW79OqndzMRqBz8RD6HOkS6cCJ+242i2FiKsNwqDhfipxAp6S2oGqCHuNZ5eHzMVmDeuk+2FmUpzpaqIOJ1iZuP4EE+paLZxHqo/bYSZBKoN3WjjHiC0LN5Qh9XTKWaqY1JvCsVMde41nkIxEySmg+9Xwu8omfoBkyZeI/zhV1TnbgTPCiDOMu09bUQmAwXFYO0RMNgNfqO3qUCZ+gEWB5gtAseoMw0aZ6TyacwDeDgLi9tkqE38gKk/nDTxaevfnL75GIyeD/rOBXquYKBL0y49V6DjCA8reZqnzczEByblF4Fl+0DPmWCQe9NQGugCaK7gG0d4OM1v56H9EkuVCkj92wAC15KBgSfQcQK0JuokRlvXCTqMknJYets7B0guh4e4ZeSCHw8B7v/A/N1gXkjTrgW7gf/PYHMYKOC3IggakHXzkyFQcsAvA8ejgfc2sPCXpqE0LwTMD4FALf0VXEuCBzBK0amzzW9QO3jzYTZYvAeC1lSdhGjvBgG7wM/hoKIKItX2mIkbLRKD4jJQWAreloK3giZfhaXQMkmkraX/70hpIZ2koLwSFJY0GSKMamEpKBKAymotB6ql8K8RNRNnhQ6XwkOAZLJWhHYTTrXEzEQnr8Ojx5t9EbRsJcappZSDXA4+clYiaz5KGF7sLbUYKDJozb7HQUqzFRK/2NrUsmnMxNhhtfs3n82WQdt6UY5Co38DlJbOkb0TMf4rnFvfWfjNYeY7wZUqlEKAQoCEAMVMEhjULYVAq0GAYmarEQXVEAoBEgIUM0lgULcUAq0GgQaZ+fBJJnVRCFAIfCgEUh+mZz57IRJLRGJJYVFJVnbO/6G/j8oqhNRFIUAh8AEREFZW1cNMnER9UghQCHxwBOr4zA/eGqoBFAIUAhgBipkwpqcuCoF3ikBZeUVuXn5DV+HbIvXaKWZStKQQeOcIxMXfnDt3rmt9f1u2bC14/YZi5juXgTrEbS6l+GnM36fWX35eknkj5s91V7OpmOJfI3A1+pq/v39GRkZO3b+IiIgVK35oAjMr8h+c3+VvbmEJr7kBgceTSv5149qcgjavwcVPY46vRri1WeiqhLnJkTsWTjC3dVu0+0KukCT6OoqB1cPC0n3p+j+vxxxf7bmEojEJK7L+XI2+tmzZssrKSrwKQnzGxcU1gZnFT2OOrbJ19t164m5GWvrDG2f3rbB3WESB3gDoZAEUP42JOrAo5HxSWnoGvJ6+eFlYXq3Bi+RCWsF9TXnJ25fpGZnZuW/KROT21FRWFL3KTku/e/HAegeTKfbrTt5Nz8h6mVdYUvom5/mL3BIyjckvts/7svKK1NT7J0/+uXr1Ghsbm7CwsOjo6Pz8/GYxU5ifHL6JN9Nly/lsQbVEJBYLi9Ki9yx1n7XwcFKpSFySeSMsSGkszS0c/ALD7vIrc+9f2LkKuVZhfuq5XTzPZWuvvBQVZ/19bI370vWXn0uQJ8GZSfEkzuDpGbR6DXTO+C2xRIQLQbXM9Q86nlRYW75Ygsz2j7De17CuVTBDKbbluC6RGLWHp3RcyKhffq5aryIigLWQe+HpvmpNEHy3trW1joIcPpAaqay3JO3qhRDHFWu28urEGg11kwxmPX2vdUG1fphoACqT1AVlZlKrEHSlCjQ0lU4DolQ1LkUPz//iPdLGMyS+GD1CLVS0gYDLHUlWCU6tUJQNw1rh6e65Jmg1dLx1ZKRaI0l8beeRoKw88myUry9n8+bNa9asWbt27ZYtW168eNEcZlbkJp/aMMdyrt+Jx0pjKSq8H/Wzl7nLwshskTAn8cQ6f1u33dEZdy4fXOs0eprnL7FFwue3TwR62HiGXH+SenazE9tgkhPvdJao8PG5Xb4THfxPZUgKH18I8cGZSRCjDEMmzeUeuX0/JmLn0hlWnKDLzytzU88e3TJvP6pio+d4h8VHY1LiD690n+F38A6/Mude+HqfmW7B114JXtz+PcjDxjsknl/+IjEsaDquSyTmP77068rpDmtPJsFi51sq05VVo3rH1tsL2zHWntuj7t+9eGCTu5nT4qNJJcVZ1w8vn+nmuzv67sXQn7xnBKy+8hLajqjti124m1EVe1Z4uywPu8svenj+N/9hk+xguEHKXH83JcVPr0fsDQjGjVT0vSTz7yNLZ7l777l8I3zvsnncwCsvi5/GHPlhjidvz7V01TJxF9Lux4bvxKazUA2643f5hHTii8shYlNVpHM369rBJSb0RkWpSgZVZiL5TnbwC88U5qdEbHWa5uCy53rKX8eCfRgY/OKnNw4vt3P12XMt8fLhzb42/msvP8daYTBxtt/hBOh4i4VKAalW11bTBWXlp0+H//jjj3w+v7i4ODo6et68eeHh4QnKvwMHDmgazSIVd7f22HH9NQFHxbObx1c4z/D69VYJEm2AKtmUst90NHz/QuYwfZqK7Btl5tjZ3ND7VTWVr+6d2upq6br0/AthOb/wZVJc+C7f8d9hjbnx8lnsoZWuMwP2x6ffO7XRZ6ZH8LWCatSY+pgJ9eaHehir7FH9JgP1wnUq5Hx1DT8jZv9iaAui7179dZ7VbM7RB8KaVymRwYsgDm+g/eLYum2/mi9CLd/ubuWzIvJW4ol1tmazvUNTBbiEpZ4z5x+5+wxaKLVuvqwSlhYVPrlz6XjgxHEj2YZIg1EY+Swnh//68aVfud878U6npF39zd9qru/RR0IxahWpTIXFKUq79IsfMqY16tCR7Ga9zPTZfTpioz2DpleXmSqiVKVKg8x8hCz7ZCTTqoLUM8FOqJEltb2ofp0csX3hDJ+9t0oRn8chbJWiUa2obadjZm7YsAE7yYSEBDs7Oz8/v5WrVuFr8ZIl23fs0GgGCDFz5mSnxWeyCFCgC+JOceD+kY7IsGM54i3JDWJmWlhyFixYYjXWycmBxMwhw5mjJlhOUnIstogoVkJ2qiIxEjZ8MQUGzOZ2HvN+Pnk+Yud8Z+iWC8uexoWu4Lr47YskKCFCzLQdxjAdaz65VrkluKj1yO3X9aXKqhthJvT8MEJDL3pN8/zfH9En18wwMGSMGW+BesGycFoUmfLkyh6e1VzeyScw4Fe2/FTi/aif3XHfFSUgJO/Wxg61mU8/gSE6z9yRu+hw+OX9a7EG4xaWZN44tnyqo+emqLTXzxJPrPOY5rntxltRbat+iX0Ky8TYmk+eYO3ovSkqo1iIxhoq0OGIxtbQaITZJPNJY0fVjWgsrfwXrrc2d3BwQjgrwh81UaoSpkFmPoTBi9KyEzg/gKGW7VAj+rcTzS3Mx40ZwUQhWK2nVS1fKak2no6ZaWNj443+HB0d/f0Dbibcys3LI643hW+rqmvUx+Gq65k1pc9iDy1zRiZNkRtFsFg5UKzrbwcjWHKAiphpazDEaPwM78Btv233JjFTLWgkgU5ILoOk34euXN47z9LWc//Nt4XPE8OCvFDALC7Nij8c6G9pu2jBKhTKVkswM12nqEWtxRmX986bhhz7v2bm7si4c//zGGfruucantRJh/Mcxc8Tjq10tfHed5NPavnpe3D0VYeZSEfT62NmWDx0/tMdIKPyyRkkInFNeUl+4tl9K3ieK49FJxBDCTVmEtFs5N6V9g5L1p66Xh90OBZAszUw7p1vTpLOkKEGRlbuLv89tH8lxrkBUaoypHFmKi07Id80OCByN5vpsue6Ym4MxgVV7YGZT9LSbibcIq57Scn5rwrUeaieospMkagqL+l0sCcDjwTglM/fR5aOmubocyS5rKJ2jFetxsxp+jQYyMUkRim1kxBMo9HskLF28w8nvclPDd/kaDmbG3o7I/7oSmQacjOiDy1gj0fMlCCTscp6KMNsDgplxQpmqkezxelE/IldHzH+VBqF+huGldLQ0mvlheclsOpJ0ATk5qWeCXa3cF4eBdf3woLQVA1qDIquE0srYMv9Z7hsO/eyAoa77mYwguWjEqY5w8j2NfJvKt1MzVeO3jNyk2E8CaO+B8Sc1hs4dLe1cFp05g4sc4rzsvPZYtUyFdEsmgiAvvrY9fqgQ/3CsYDaOJOmZ2rhsi08IV5pAVFmdVFqzMwMZNmt4ajkaW2/MtBAAPeCNC+o9cysrhEJK6tUrno9pAbMFEuqhKW59yL2rJg1aoIljD2mOnqui3iUW/IaDuJHM41QXIRDO/oQAyufFZcyoRpNgzI+97Kg1m/UTwAlPcSKaHastc2ydVt8J46zmuMOHUiFwjSYjp1oO3WKrYW1IrQWwYB2iYXp92h0B3tS3zjz99gHZ4PdTOiK+BNHuZj8tUuy9TcMKaXrFGu/VRtWmo8bM8PJ42BCYXl1deWbh1cQGgiKTVFp/CqRqKrsVeqlvSvtYSBt6+y7PeLxW0E1hC4r9sgWn5HfTSZlRtWpdlOIB40z6N9OmGBjPXGaJTRGCUVFT/7av3ym6djJE8ys7dy2RD4pKYNlHvvJd8x4C/Nxc7y5+2/l8KvwQEARzcL4cAo0DS/KsFWtC12jzESjYlJsgpmpJkqNmZkpqip68tfepbBfzg52XA9FlF4lLHxwee+ymWPG18be2LijeSPV8klK0l4fqflMBIRy2arOohy0cOtIAUk6mp4NdOKdfios5+c/z3qe81ZQTcxhVImqK/mFuXjOrUpY+iYHZyCBjhky1/doYsEz0uoZygyrznya9ex5tnLWDjMHz9CgQkRVZcUFL9GaG25w1su8V5mJYTsW43U2HDjB6dkNS4j5fUjp+hum0GC37ZczczLSUNSKV+dq0SCvT6Lan8EQt06/iMbXLmY20E1SsVmZz7PJHUEtry22tkwUBBJdwB0kZyZykqATQ+nkoJVV3GZcCAIhDd2jluQi8aHM6qJUpQeSMgkNVC9az0RzswFz3NeeTHpy6/z+lV7K2URcMhKrcpm09i3V8klK0l4f1c9Mdd8Kv8r5+ELIJrQcogRLPaXeFxtMJPmuBvOgutASmR90I54/RT1rbO0eDix/XkXmoXpKA3WRfIuygw3kbKLeaNzNlqmuZRvf1NKUoyE8LWc1x1u5MN5E0Jpar9blbwIzoYV7DQfuhAKppxCPNLoh+a7G8yvdS60baSg/zFlYQN55o57SwLsk39KyYta4mw00rI3pNPKEKNoixUHa0bX32YsmMPN9Nouqi0KgnSNAMbONeaR2rq/tp/sUMylmUgi0RgQoZrZGqbQfz0D1tCEEyMz8f/SbGD3cjxtbAAAAAElFTkSuQmCC)Подробный разбор алгоритма:**

**Основные шаги алгоритма Tiger**

1. **Инициализация состояния:**
   * Tiger использует три 64-битных регистра состояния, которые инициализируются следующими значениями:
     + a=0x0123456789ABCDEF
     + b=0xFEDCBA9876543210
     + c=0xF096A5B4C3B2E187
2. **Обработка сообщения:**

* Сообщение разбивается на блоки по 512 бит (64 байта).
* Если последний блок меньше 512 бит, он дополняется битом 1, а затем достаточным количеством нулей, чтобы общий размер был кратен 512 битам. Последние 64 бита представляют длину исходного сообщения в битах.

3. **Функция сжатия (Compression function):**

* Для каждого 512-битного блока алгоритм использует сжимающую функцию, которая изменяет состояние регистров a, b и c.

4.**Расширение блока (Key schedule):**

* 512-битный блок сообщения разбивается на восемь 64-битных слов X0,X1,…,X7X\_0, X\_1, \ldots, X\_7X0​,X1​,…,X7​. Эти слова затем модифицируются на каждом шаге сжимающей функции.

5. **Функция сжатия (Compression function):**

* Выполняется 24 раунда обработки, разбитых на три этапа по 8 раундов. Каждый этап использует определенные нелинейные преобразования и операции с использованием таблицы подстановки (S-box).

6. **Финальный хеш:**

* После обработки всех блоков сообщения регистры a, b и c содержат финальные значения, которые вместе составляют итоговый хеш (192 бита).

Вот детальное описание алгоритма хэширования Tiger, включая его основные шаги и подробности одного раунда:

### Подробный шаг 1-го раунда Tiger

Каждый раунд Tiger состоит из следующих шагов, использующих модифицированный Feistel:

1. **Операция сложения (Modulo Addition):**
   * В первом раунде Tiger регистр a складывается с одним из входных слов Xi​ и одним из элементов таблицы подстановки S-Box. Результат записывается обратно в регистр a.

a=(a+Xi+S[index])mod  2^

**XOR с константой:**

* + После сложения результат XOR-ится с одним из значений из регистров состояния:

b=b⊕a

1. **Побитовый сдвиг:**
   * Результат сдвигается вправо на фиксированное количество бит (обычно 5 или 7 бит в зависимости от раунда):

a=(a>>k)∣(a<<(64−k))(где k — количество сдвига)

**S-Box Lookup:**

* + Регистр a используется для поиска значения в S-Box (таблице подстановок), что добавляет нелинейность в процесс.

1. **Дополнительные операции:**
   * Повторяются операции сложения, XOR и сдвига с использованием других регистров и значений, таких как b и c.
2. **Swap регистров:**
   * В конце каждого раунда Tiger происходит обмен значениями между регистрами a, b и c для создания диффузии:

(a,b,c)=(b,c,a)

Листинг кода:

from sbox import \*  
A = 0x0123456789ABCDEF  
B = 0xFEDCBA9876543210  
C = 0xF0E1D2C3B4A59687  
  
def preprocess\_message(message):  
 # Преобразуем сообщение в байты  
 message\_bytes = message.encode('utf-8')  
 original\_length = len(message\_bytes) \* 8 # Длина сообщения в битах  
  
 # Добавляем бит '1'  
 message\_bytes += b'\x80'  
  
 # Дополняем нулями до 448 бит (56 байт)  
 while (len(message\_bytes) % 64) != 56:  
 message\_bytes += b'\x00'  
  
 # Добавляем длину сообщения (64 бита)  
 message\_bytes += original\_length.to\_bytes(8, byteorder='big')  
 print((message\_bytes))  
 # Разбиваем на блоки по 64 байта (512 бит)  
 blocks = [message\_bytes[i:i + 64] for i in range(0, len(message\_bytes), 64)]  
  
 print(f"Processed message blocks: {[block.hex() for block in blocks]}") #Вывод результата  
 return blocks  
  
def compress\_block(block, a, b, c, sbox1, sbox2, sbox3, sbox4):  
 # Разделение блока на 8 64-битных частей  
 x = [int.from\_bytes(block[i:i+8], 'little') for i in range(0, 64, 8)]  
  
 # Начальное сжатие, используя каждый подблок  
 for i in range(8):  
 # Определяем S-box для текущего блока  
 sbox = sbox1 if i < 2 else sbox2 if i < 4 else sbox3 if i < 6 else sbox4  
  
 # Применение подстановок с использованием таблицы S-box  
 a += x[i] + sbox[i % len(sbox)] # Пример использования S-box  
 a &= (1 << 64) - 1 # Ограничение до 64 бит  
  
 b ^= a  
 c = (c + b) % (1 << 64) # 64-битное ограничение  
  
 # Выполнение начального преобразования регистров  
 a, b, c = c, a, b  
  
 print(f"Compressed block results: A={a:X}, B={b:X}, C={c:X}") # Вывод результатов  
 return a, b, c  
  
def expand\_block(block):  
 # Разделяем 512-битный блок на 8 64-битных слов  
 x = [int.from\_bytes(block[i:i + 8], 'little') for i in range(0, 64, 8)]  
 return x  
  
def to\_binary\_string(value):  
 *"""Преобразует число в строку двоичного представления фиксированной длины (64 бита)."""* return format(value, '064b') # 64 бита  
  
def compress\_function(block, a, b, c, sbox1, sbox2, sbox3, sbox4):  
 print("1 round of compression----")  
 # Расширение блока  
 x = expand\_block(block)  
  
 # Первый раунд  
 round = 0  
 # Определяем текущий S-box в зависимости от номера раунда  
 sbox = sbox1 # Используем первый S-box  
  
 print("Initial values:")  
 print(f"a = {to\_binary\_string(a)} (decimal: {a})")  
 print(f"b = {to\_binary\_string(b)} (decimal: {b})")  
 print(f"c = {to\_binary\_string(c)} (decimal: {c})")  
 print(f"x[0] = {to\_binary\_string(x[0])} (decimal: {x[0]})")  
 print(f"sbox[0] = {to\_binary\_string(sbox[0])} (decimal: {sbox[0]})")  
  
 # Выполнение операций для первого раунда  
 print(f"\nRound {round + 1} calculations:")  
  
 # Расчет a  
 a\_prev = a # Сохраняем предыдущее значение a для вывода  
 a = (a + x[round % 8] + sbox[round % 256]) & ((1 << 64) - 1) # Ограничение до 64 бит  
 print(f"a (before) = {to\_binary\_string(a\_prev)} (decimal: {a\_prev})")  
 print(f"x[round % 8] = {to\_binary\_string(x[round % 8])} (decimal: {x[round % 8]})")  
 print(f"sbox[round % 256] = {to\_binary\_string(sbox[round % 256])} (decimal: {sbox[round % 256]})")  
 print(f"a (after) = {to\_binary\_string(a)} (decimal: {a})")  
  
 # Расчет b  
 b\_prev = b # Сохраняем предыдущее значение b для вывода  
 b = (b ^ a) & ((1 << 64) - 1) # Ограничение до 64 бит  
 print(f"b (before) = {to\_binary\_string(b\_prev)} (decimal: {b\_prev})")  
 print(f"b (after) = {to\_binary\_string(b)} (decimal: {b})")  
  
 # Расчет c  
 c\_prev = c # Сохраняем предыдущее значение c для вывода  
 c = (c + b) & ((1 << 64) - 1) # 64-битное ограничение  
 print(f"c (before) = {to\_binary\_string(c\_prev)} (decimal: {c\_prev})")  
 print(f"c (after) = {to\_binary\_string(c)} (decimal: {c})")  
  
 # Побитовые сдвиги  
 a\_prev = a # Сохраняем предыдущее значение a для вывода  
 a = (a >> 7) | (a << (64 - 7)) # Сдвиг вправо на 7 бит  
 print(f"Right shift a by 7 bits (before) = {to\_binary\_string(a\_prev)} (decimal: {a\_prev})")  
 a = a & ((1 << 64) - 1) # Ограничение до 64 бит  
  
 b = b & ((1 << 64) - 1) # Ограничение до 64 бит  
 c = c & ((1 << 64) - 1) # Ограничение до 64 бит  
  
 # Обмен регистров  
 a, b, c = b, c, a  
  
 print(f"\nValues after first round: A={to\_binary\_string(a)}, B={to\_binary\_string(b)}, C={to\_binary\_string(c)}")  
 return a, b, c  
  
  
def final\_compression(a, b, c):  
 # Финальное значение хэша  
 final\_hash = (a.to\_bytes(8, 'big') +  
 b.to\_bytes(8, 'big') +  
 c.to\_bytes(8, 'big'))  
  
 return final\_hash  
  
# Пример использования  
message = "Hello, world!"  
blocks = preprocess\_message(message)  
  
# Печать полученных блоков  
for i, block in enumerate(blocks):  
 print(f"Block {i}: {block.hex()}")  
  
print(compress\_block(block,A,B,C,sbox1,sbox2,sbox3,sbox4))  
  
  
  
# Использование первого блока  
block = blocks[0] # Используем первый блок из обработанных данных  
new\_a, new\_b, new\_c = compress\_function(block, A, B, C, sbox1, sbox2, sbox3, sbox4)  
  
# Финальная компрессия  
final\_hash = final\_compression(new\_a, new\_b, new\_c)  
print(f"Final hash: {final\_hash.hex().upper()}") # Вывод финального хэша

результат:

Message: Hello, Tiger!

b'Hello, Tiger!\x80\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00\x00h'

Processed message blocks: ['48656c6c6f2c20546967657221800000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000068']

Block 0:

48656c6c6f2c20546967657221800000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000068

Compressed block results: A=9F9D49DFFF6693D3, B=96CDCFFA37FC6435, C=EA48B4EACD0E170E

(11501430249785562067, 10866570149502936117, 16881942123753903886)

1 round of compression----

Initial values:

a = 0000000100100011010001010110011110001001101010111100110111101111 (decimal: 81985529216486895)

b = 1111111011011100101110101001100001110110010101000011001000010000 (decimal: 18364758544493064720)

c = 1111000011100001110100101100001110110100101001011001011010000111 (decimal: 17357386176853808775)

x[0] = 0101010000100000001011000110111101101100011011000110010101001000 (decimal: 6061893955512722760)

sbox[0] = 0000000000000000000000000000000011110111111010010000110001011110 (decimal: 4159245406)

Round 1 calculations:

a (before) = 0000000100100011010001010110011110001001101010111100110111101111 (decimal: 81985529216486895)

x[round % 8] = 0101010000100000001011000110111101101100011011000110010101001000 (decimal: 6061893955512722760)

sbox[round % 256] = 0000000000000000000000000000000011110111111010010000110001011110 (decimal: 4159245406)

a (after) = 0101010101000011011100011101011111101110000000010011111110010101 (decimal: 6143879488888455061)

b (before) = 1111111011011100101110101001100001110110010101000011001000010000 (decimal: 18364758544493064720)

b (after) = 1010101110011111110010110100111110011000010101010000110110000101 (decimal: 12366826644501237125)

c (before) = 1111000011100001110100101100001110110100101001011001011010000111 (decimal: 17357386176853808775)

c (after) = 1001110010000001100111100001001101001100111110101010010000001100 (decimal: 11277468747645494284)

Right shift a by 7 bits (before) = 0101010101000011011100011101011111101110000000010011111110010101 (decimal: 6143879488888455061)

Values after first round: A=1010101110011111110010110100111110011000010101010000110110000101, B=1001110010000001100111100001001101001100111110101010010000001100, C=0010101010101010100001101110001110101111110111000000001001111111

Final hash (after 24 rounds): AB9FCB4F98550D859C819E134CFAA40C2AAA86E3AFDC027F

### Заключение

Алгоритм Tiger — это мощный и быстрый хэш-алгоритм, который эффективно обрабатывает данные и создает безопасные хэш-значения. Он сочетает в себе простоту и скорость выполнения, что делает его подходящим для широкого спектра криптографических приложений. Подробное понимание каждого этапа алгоритма, особенно его раундов, является ключом к его правильной реализации и анализу безопасности.

Ассиметричные алгоритмы шифрования

**Асимметричное шифрование** — это метод шифрования данных, предполагающий использование двух ключей — открытого и закрытого.

**Открытый (публичный) ключ** применяется для шифрования информации и может передаваться по незащищённым каналам.

**Закрытый (приватный) ключ** применяется для расшифровки данных, зашифрованных открытым ключом.

**Некоторые распространённые алгоритмы асимметричного шифрования**:

* **RSA** (аббревиатура от Rivest, Shamir и Adelman, фамилий создателей алгоритма) — алгоритм, в основе которого лежит вычислительная сложность факторизации (разложения на множители) больших чисел. Применяется в защищенных
* протоколах SSL и TLS, стандартах шифрования, например в PGP и S/MIME.
* **DSA** (Digital Signature Algorithm, «алгоритм цифровой подписи») — алгоритм, основанный на сложности вычисления дискретных логарифмов. Используется для генерации цифровых подписей.
* **Схема Эль-Гамаля** — алгоритм, основанный на сложности вычисления дискретных логарифмов. Лежит в основе DSA и устаревшего российского стандарта ГОСТ 34.10–94. Применяется как для шифрования, так и для создания цифровых подписей.
* **ECDSA** (Elliptic Curve Digital Signature Algorithm) — алгоритм, основанный на сложности вычисления дискретного логарифма в группе точек эллиптической кривой. Применяется для генерации цифровых подписей, в частности для подтверждения транзакций в криптовалюте Ripple.