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# 1 分析

## 1.1 背景分析

约瑟夫生者死者游戏的大意是：30个旅客同乘一条船，因为严重超载，加上风高浪大危险万分；因此船长告诉乘客，只有将全船一半的旅客投入海中，其余人才能幸免于难。无奈，大家只得统一这种方法，并议定30个人围成一圈，由第一个人开始，依次报数，数到第9人，便将他投入大海中，然后从他的下一个人数起，数到第9人，再将他投入大海，如此循环，直到剩下15个乘客为止。问哪些位置是将被扔下大海的位置。

## 1.2 功能分析

在此我们使用单循环链表建立一个简单的模型，假如N个旅客排成一个环形，依次顺序编号1, 2, …, N。从某个指定的第S号开始，沿环计数，每数到第M个人就让其出列，且从下一个人开始重新计数，继续进行下去。这个过程一直进行到剩下K个旅客为止。其中N，S，M，K由用户输入。

由于N个旅客是站成一个圈，因此本题可以使用循环链表。首先需要建立一个含N个元素的链表，采用一个个插入的方式，要注意这里最后一个结点指向的不是NULL而是附加头结点。

在实现过程中主要需要进行向前移动M个单位以及删除某个人的操作，前者只需令某个结点指向下一个结点，后者的删除操作与普通链表相似，只需让target结点的前一个结点指向target所指向的结点，再将target删除，并输出target的数据。

最后还需要遍历一遍链表输出所有剩下的结点。

为了使链表为空和不为空时添加元素保持一致，添加一个附加尾结点，在初始化的时候同时指向对方。这样在插入新元素的时候就能统一操作。

循环链表在遍历的时候会遇到附加头尾结点的情况，由于附加头尾结点并不存储有效的数据，因此在循环到它们的时候需要跳过，因此设置一个成员函数CircList::CircLinkNode<T>\* Next(CircLinkNode<T>\* cur)，用来封装指向下一结点的操作。

# 2 设计

## 2.1 数据结构设计

由于N个旅客围成一个圈之后，没有明确的前后序号顺序，因此采用循环链表。

## 2.2 类结构设计

在CircList.hpp中由于采用template模板编程，声明和实现无法分文件编写，故两者放在同一文件并命名为.hpp文件，其中包含两个类，即循环链表结点类（CircLinkNode）和循环链表类（CircList）。

## 2.3 成员与操作设计

**循环链表结点类（CircLinkNode）**

**public：**

CircLinkNode() :\_data(T()), \_next(NULL) { }

T \_data;

CircLinkNode<T>\* \_next;

除结点

**循环链表类（CircList）**

**public:**

CircList();//构造函数，初始化头尾指针，让它们互相指向对方

~CircList();//析构函数

void Erase();//删除整个链表

CircLinkNode<T>\* getNode(int pos);//获得第pos个链表结点

bool Insert(T& t);//在链表末尾添加元素

bool Remove(CircLinkNode<T>\* pre);//移除pre结点下一个结点

CircLinkNode<T>\* Next(CircLinkNode<T>\* cur);//封装循环链表的指向下一结点操作，防止尾结点再次判断

void PrintList();//打印链表

**private:**

CircLinkNode<T>\* \_first, \* \_last;//附加头、尾结点

# 3 实现

## 3.1 插入功能的实现

### 3.1.1 实现方法

给定插入元素，将其添加在循环链表末尾：先根据该元素创建循环链表结点，通过遍历链表找到最后一个元素，将最后一个元素指向新结点，新结点指向附加尾结点。

若链表本身为空，即附加头尾结点互相指向对方，操作方法和上述一致，因此附加尾结点的设置可以简化代码，是之更为清晰。

插入方法主要使用于构建N个元素环绕站立的抽象结构，即通过循环语句依次插入15个元素。

### 3.1.2 插入功能核心代码

bool Insert(T& t) {

CircLinkNode<T>\* newCircNode = new CircLinkNode<T>;

if (newCircNode == NULL) {return false;}

CircLinkNode<T>\* leftNode = \_first;

while (leftNode->\_next != \_last) {leftNode = leftNode->\_next;}

newCircNode->\_data = t;

leftNode->\_next = newCircNode;

newCircNode->\_next = \_last;

return true;

}

## 3.2 删除功能的实现

### 3.2.1 实现方法

已知要删除的链表结点tar的前一个结点pre，删除下一个节点：先使用内嵌的Next()函数寻找pre下一个结点赋值给tar，然后判断pre是否为链表末尾，若是，则要删除的结点为第一个结点，将first指向第二个结点即可；若不是，则将pre指向tar下一个结点，然后删除目标节点tar。

### 3.2.2 删除功能核心代码

bool Remove(CircLinkNode<T>\* pre) {

if (pre == NULL || Next(pre) == NULL) {return false;}

CircLinkNode<T>\* tar = Next(pre);

if (pre->\_next == \_last) {\_first->\_next = tar->\_next;}

else {pre->\_next = tar->\_next;}

delete tar;

return true;

}

## 3.3 清空功能的实现

### 3.3.1 实现方法

清空链表不删除附加头尾结点，故只要取到附加头结点，然后依次遍历下去直到附加尾结点，将两者中间的所有结点删除，并且使附加头结点指向附加尾结点即可。

析构函数只需在此基础上删除附加头尾结点即可。

### 3.3.2 清空功能核心代码

void Erase() {

CircLinkNode<T>\* pos;

while (\_first->\_next != \_last) {

pos = \_first->\_next;

\_first->\_next = pos->\_next;

delete pos;

}

}

## 3.4 main.cpp代码逻辑

### 3.4.1 具体实现过程

先将N个人依次插入到循环链表之中，然后取得第S-1个人设为pre即前驱结点（因为删除结点需要传入其前一个结点），由于最后需要剩下K个人，所以需要循环N-k+1次，每次循环都将前驱结点pre往后移动M-1次（因为是每数M个人就删除，包含自身），再将pre下一结点删除即直接将pre传入删除函数。

等到循环结束，将链表打印即可。

### 3.4.2 总体系统核心代码

CircList<int> circlist;

CircLinkNode<int>\* pre;

int N, S, M, K;

cout << "请依次输入四个整数，"

<< "分别为总人数N，"

<< "第一个报数的人S，"

<< "每数到第M个人就让其出列，"

<< "直至剩下K个人为止。\n";

cin >> N >> S >> M >> K;

//依次插入N个人

for (int i = 1; i <= N; i++) {

circlist.Insert(i);

}

//获取第S-1个人，作为前驱结点pre

pre = circlist.getNode(S - 1);

//一共N个人，要剩下K个人，所以共需要选出N-K+1个人

for (int i = 1; i < N - K + 1; i++) {

//每次让前驱结点向前移动M-1位，因为pre本身也算一个

for (int j = 1; j < M; j++) {

pre = circlist.Next(pre);

}

cout << "第" << i << "个：" <<circlist.Next(pre)->\_data << endl;

circlist.Remove(pre);

}

//输出剩下的人的编号

cout << "剩下的人编号：";

circlist.PrintList();

# 4 测试

## 4.1 测试1

**测试用例：**30 1 9 15

**实验结果：**

第1个：9

第2个：18

第3个：27

第4个：6

第5个：16

第6个：26

第7个：7

第8个：19

第9个：30

第10个：12

第11个：24

第12个：8

第13个：22

第14个：5

第15个：23

剩下的人编号：1 2 3 4 10 11 13 14 15 17 20 21 25 28 29

## 4.2 测试2

**测试用例：**18 9 8 1

**实验结果：**

第1个：16

第2个：6

第3个：14

第4个：5

第5个：15

第6个：8

第7个：1

第8个：12

第9个：9

第10个：4

第11个：3

第12个：7

第13个：11

第14个：18

第15个：17

第16个：10

第17个：2

剩下的人编号：13

## 4.3 测试3

**测试用例：**24 24 3 5

**实验结果：**

第1个：2

第2个：5

第3个：8

第4个：11

第5个：14

第6个：17

第7个：20

第8个：23

第9个：3

第10个：7

第11个：12

第12个：16

第13个：21

第14个：1

第15个：9

第16个：15

第17个：22

第18个：6

第19个：18

剩下的人编号：4 10 13 19 24