* ฟังก์ชั่นต่าง ๆ ให้เขียนแบบ Recursive เท่านั้น ห้ามใช้ลูป ถ้าไม่เขียนด้วย recursion จะได้ 0 คะแนนในข้อนั้น ๆ
* อนุญาต ให้ใช้ เมธอดของลิสต์ ได้แค่ isEmpty, length, head, tail, ::, ++ เท่านั้น ใครใช้เกินมา จะได้ 0 คะแนนในข้อนั้น ๆ
* เขียนเมธอดใหม่เองจากเมธอดพื้นฐานที่อนุญาตข้างต้นได้
* ให้แยกหนึ่งข้อต่อหนึ่งไฟล์ ตั้งชื่อไฟล์ตามข้อ เช่น Question01.scala ให้เป็นของฟังก์ชั่น insertAtPosition
* ในแต่ละข้อให้เขียน main เพื่อเทสได้ตามใจ อาจารย์จะตรวจโดยใช้ main ของอาจารย์เอง
* การส่ง ส่งวันที่ 27 เมษายน โดย zip ทุกไฟล์รวมกัน แล้วตั้งชื่อ zip file เป็น ID\_scalaHW01 เช่น 6332011421\_scalaHW01

1. จงเขียนฟังก์ชั่น def insertATPosition(x:Any, pos: Int, l:List[Any]) : List[Any] ={ ซึ่งได้คำตอบเป็นลิสต์ ที่เกิดจากการเอา x ไปใส่แทรกเข้าไปให้เป็นตำแหน่ง pos ในลิสต์ l ให้ถือว่าตำแหน่งซ้ายสุดในลิสต์มีตำแหน่งเป็น 0
2. จงเขียนฟังก์ชั่น def insertInOrder(x:Int, list:List[Int]):List[Int] ={ ซึ่งเกิดจากการเอา list ที่ sort จากน้อยไปมากมาใส่ x ลงไป โดย ลิสต์ที่รีเทิร์นมาต้องยังมีการเรียงจากน้อยไปมากอยู่
3. จงเขียนฟังก์ชั่น def subList(l1:List[Any], l2:List[Any]):Boolean ={ ซึ่งฟังก์ชั่นนี้รีเทิร์น true เมื่อ สมาชิกทั้งหมดของ l1 อยู่ใน l2 ข้อมูลซ้ำกันในลิสต์เดียวกันไม่เป็นไร ไม่สนจำนวน (ลิสต์ว่างเป็น sublist ของทุกลิสต์นะ)
4. จงเขียน def palindrome(list: List[Any]):Boolean ={ ฟังก์ชั่นนี้ทดสอบว่าลิสต์นั้นเป็นพาลินโดรมหรือไม่
5. จงเขียน def mergesort(list: List[Int]):List[Int] ={ ฟังก์ชั่นนี้ทำการ merge sort ของในลิสต์ รีเทิร์นลิสต์ที่เรียงจากน้อยไปมากออกมา
6. จงเขียน def myFilter(f:Int => Boolean) (list:List[Int]) :List[Int] = { ฟังก์ชั่นนี้รับพารามิเตอร์สองชุด ชุดแรกเป็นฟังก์ชั่นที่รับ Int แล้วรีเทิร์น Boolean ชุดที่สองเป็น list ของจำนวนเต็ม ฟังก์ชั่นนี้รีเทิร์นลิสต์ใหม่ ที่มีเฉพาะสมาชิกจาก list ที่ apply f แล้วเป็นจริงเท่านั้น ส่วนลิสต์ว่าง จะได้ลิสต์ว่างรีเทิร์นมา

ตัวอย่าง *myFilter*(x => x%2==0)(*List(1,2,3,4,5)*) จะได้ List(2,4)

*myFilter*(isLessThan3)(*List(1,2,3,4,5)*) จะได้ List(1,2) ถ้ามีการเขียน def

isLessThan3(x:Int) = x<3

1. จงเขียน def myMap(f:Int => Int) (list:List[Int]) :List[Int] = { ฟังก์ชั่นนี้รับพารามิเตอร์สองชุด ชุดแรกเป็นฟังก์ชั่นที่แมป จำนวนเต็มไปจำนวนเต็ม อีกชุดนึงเป็นลิสต์ ฟังก์ชั่นนี้รีเทิร์น ลิสต์ที่เกิดจากการทำ ฟังก์ชั่น f ที่สมาชิกทุกตัวของ list (ยกเว้น list เป็น ลิสต์ว่าง จะรีเทิร์นลิสต์ว่าง)

*ตัวอย่าง myMap*(x => x\*2)(*List(1,2,3,4,5)*) จะได้ List(2,4,6,8,10)

*myMap*(*square*)(*List(1,2,3,4,5)*) จะได้ List(1,4,9,16,25) ถ้ามีการเขียนฟังก์ชั่น square

ไว้แล้ว

1. จงเขียน def maxAll(lists:List[List[Int]]) :List[Int] = { ฟังก์ชั่นนี้รับ ลิสต์ของลิสต์ แล้วสร้างลิสต์ใหม่ ที่สมาชิกตัวที่ i เป็นค่ามากสุดของสมาชิกตัวที่ i จากทุกลิสต์ ตัวอย่างการรันและ output เป็นดังนี้

*println*(*maxAll*(*List*()))  
*println*(*maxAll*(*List*(*List*())))  
*println*(*maxAll*(*List*(*List*(1,2,3,4,8,9),*List*(),*List*(4,5),*List*(1,2,3,5,6,10,11))))  
*println*(*maxAll*(*List*(*List*(3,4),*List*(1,2,3,4,51,61),*List*(1,2,31,41,61,51))))  
*println*(*maxAll*(*List*(*List*(1,2,3,40,5,6),*List*(10,2,30,4),*List*(1,200),*List*(0,0,0,0,0,0,0,0,9))))

ได้เอ้าท์พุตดังนี้

List()

List()

List(4, 5, 3, 5, 8, 10,11)

List(3, 4, 31, 41, 61, 61)

List(10, 200, 30, 40, 5, 6, 0, 0, 9)

1. ทัวริ่งแมชชีน มีรูปร่างดังรูป โดยมีเทปที่เก็บ character ไว้

![A picture containing text, clock

Description automatically generated](data:image/png;base64,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)

ให้เขียนฟังก์ชั่น

def turingStep(f:Char => Char,tape:List[Char], n:Int): List[Char] ={

ฟังก์ชั่นนี้ ทำการ apply f กับตัว character n ตัวแรกใน tape (เป็นการจำลองการทำงานและเลื่อนหัว n ครั้ง

ของหัวอ่าน)

ตัวอย่าง ถ้า f1 นิยามเป็น ฟังก์ชั่นที่เปลี่ยน character ให้เป็น lower case และ *tape* =

*List*('C','H','A','R')

ผลการรันของ

*println*(*turingStep*(*f1*,*tape*,2))  
 *println*(*turingStep*(*f1*,*tape*,3))  
 *println*(*turingStep*(*f1*,*tape*,0))  
 *println*(*turingStep*(*f1*,*tape*,5)) ตัวเลขเกินได้ แต่ไม่มีกรณีที่เป็นลบ

จะได้เป็น

List(c, h, A, R)

List(c, h, a, R)

List(C, H, A, R)

List(c, h, a, r)

1. *จงเขียนฟังก์ชั่น*

def alternate(f1: (Int,Int) => Int, f2: (Int,Int) => Int, list:List[Int]):Int ={

ฟังก์ชั่นนี้ รับ ฟังก์ชั่น f1 กับ f2 และ ลิสต์ list โดย f1 กับ f2 นั้นเป็นฟังก์ชั่นอะไรก็ได้ ที่รับพารามิเตอร์สองตัว แล้วให้เลขจำนวนเต็มออกมา ซึ่งถ้า f1 เป็นฟังก์ชั่น + และ f2 เป็นฟังก์ชั่น ลบ – จะได้ภาพจำลองการรัน (ไม่ใช่โค้ดจริง แต่พยายามเขียนให้เห็นภาพ) ว่า

alternate(+,-,[]) ได้ผลลัพธ์เป็น 0

alternate(+,-,[55]) ได้ผลลัพธ์ 55

alternate(+,-,[1,2])ได้ผลลัพธ์ = 1+2 = 3

alternate(+,-,[1,2,3])ได้ผลลัพธ์ =1+2-3 = 0

alternate(+,-,[1,2,3,4])ได้ผลลัพธ์ =1+2-3+4 = 4