**项目总结报告**

日期：2025.7.18

|  |  |  |  |
| --- | --- | --- | --- |
| 组号 | 10 | 项目名称 | 在线车票服务系统 |
| 编程语言 | Java、Javascript | 开发平台和框架 | Spring Boot、React、Ant Design、Maven、npm |

|  |
| --- |
| **项目工作小结** |
| 1.采用哪种架构风格？哪些设计模式？  项目采用前后端分离的架构风格，后端基于RESTful API提供服务，前端通过API调用实现数据交互。这种风格确保了系统的可扩展性和模块化开发。同时，引入了微服务思想，例如我们项目中订单服务、票务服务独立模块化等。  设计模式方面：   * 1. MVC模式   后端Controller层处理请求，Service层实现业务逻辑，DAO层访问数据库。   * 1. 状态模式   用于订单和车票状态管理，例如我们的订单从待支付到已完成的流转，使用状态机避免复杂if-else。   * 1. 策略   对于高并发的实现，我们组没使用实时动态路由，而是采用了12306模式的全量高并发的策略。   * 1. 单例模式   Redis连接池和分布式锁的配置使用单例确保资源唯一性。   * 1. 创新模式   针对座位区间占用问题，自定义了“位操作策略模式”，使用二进制位表示站点占用状态，避免传统方法的数据冗余和性能瓶颈。  2.技术方案有哪些亮点？  2.1. 高并发抢票优化  采用Redis预缓存余票 + RabbitMQ异步队列 + 分布式锁（Redis Lua脚本），确保在1000并发场景下无超卖，响应时间<3s。  2.2. 座位区间占用创新  使用二进制位操作表示行程区间（始发站10、终到站01、中间站11），将整个区间压缩为一个整数字段，避免了数百万冗余数据，提高查询效率20%以上。  2.3. 数据拟真  虽未使用真实车次数据，但导入了约30000条爬取自某一时段的车次数据，并集成电子票证二维码的进阶需求。  2.4. 候补订单  实现了候补机制，定时任务自动兑现，增强用户体验。  3.是否做了单元测试？是否做了系统的功能测试、性能测试、兼容性测试和易用性测试等？  是的，我们进行了全面测试：  单元测试：使用JUnit覆盖核心模块，如订单服务（测试状态流转）和票务服务（测试库存扣减）等，覆盖率达93%以上。  系统测试：  功能测试 测试正常用户注册流程、注册非法数据是否成功、注册非法数据是否成功、跨天车票冲突检测、用户改签正常流程、用户候补正常流程等50余个业务模块  性能测试 测试1000并发用户下的购票请求压力测试、1000并发用户下的查询请求压力测试和3万级车次查询响应  可靠性测试 测试12h可靠性和超卖问题可靠性  安全性测试 测试权限控制、SQL注入攻击防御测试和支付凭证篡改测试  兼容性测试 测试不同浏览器和不同设备分辨率  易用性测试 测试信息显示和反馈是否准确和用户不需要培训就能使用系统  部署测试 首次安装部署系统  4.是否采用大模型来辅助开发？对开发生产率约有百分之几的提升？  是的，我们组采用了大模型辅助开发，主要用于乐观锁相关技术难题和优化SQL查询等。整体而言，提升了开发生产率约30%，因为它加速了问题解决，减少了手动调试时间，但我们仍需人工审查以确保质量。 |
| **项目组成员对项目的贡献度（%）** |
| |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | 姓名 | 需求 | 设计 | 编码 | 测试 | 项目管理\* | 小计 | | 黄星铭 | 70 | 45 | 28 | 32 | 100 | 30 | | 张弋洋 | 10 | 15 | 30 | 30 | 0 | 30 | | 彭若扬 | 10 | 20 | 20 | 18 | 0 | 20 | | 季桐辉 | 10 | 20 | 22 | 20 | 0 | 20 |   注： 项目管理包括项目计划、报告、沟通与协调等。 |

|  |  |
| --- | --- |
| **软件规模** | |
| 前端的代码行数（不包括注解行、空行和复用代码）： | 约9800 |
| 后端的代码行数（不包括注解行、空行和复用代码）： | 约22400 |

|  |
| --- |
| **经验、教训和建议** |
| 经验：  前后端分离架构大大提高了开发效率，便于并行工作。高并发场景下的Redis + RabbitMQ组合证明了其在抢票模块的可靠性。创新的座位区间位操作方案不仅解决了数据膨胀问题，还提升了查询性能，这为类似交通系统的票务管理提供了可借鉴的思路。Postman和JMeter等工具的使用，确保了测试的系统性和可重复性。  教训：  早期数据库设计时，未充分考虑改签和候补等需求以及高并发下的锁机制，导致数据库表结构欠佳或缺少考虑，后修改和新增字段与表等以及通过分布式锁修复，但浪费了一些调试时间。Mock数据在第一次迭代中便利，但切换到真实数据时，需要更多联调测试，以避免前后端不一致。团队协作中，编程规范的严格执行虽好，但初次配置Checkstyle插件时导致了一些格式化冲突，需要提前统一学习。  建议：  针对进阶需求（指中转查票），如果之后还有机会的话可以尝试考虑图算法优化路径；可引入自动化测试和部署，以进一步提升效率；加强安全测试，例如JWT token验证等，以防止潜在漏洞。体而言，项目已为组员奠定部分开发基础并使我们积累宝贵经验。 |
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