**一、模块化思想**

1. 标准化模块格式：

**标准模块：.py**

#!/usr/bin/env python3

# -\*- coding: utf-8 -\*-

' a test module '

\_\_author\_\_ = 'Michael Liao'

import sys

def test():

args = sys.argv

if len(args)==1:

print('Hello, world!')

elif len(args)==2:

print('Hello, %s!' % args[1])

else:

print('Too many arguments!')

if \_\_name\_\_=='\_\_main\_\_':

test()

当我们在命令行运行hello模块文件时，Python解释器把一个特殊变量\_\_name\_\_置为\_\_main\_\_，而如果在其他地方导入该hello模块时，if判断将失败，因此，这种if测试可以让一个模块通过命令行运行时执行一些额外的代码，最常见的就是**运行测试**。

2.封装

def \_private\_1(name):

return 'Hello, %s' % name

def \_private\_2(name):

return 'Hi, %s' % name

def greeting(name):

if len(name) > 3:

return \_private\_1(name)

else:

return \_private\_2(name)

思想：

1. 类似\_\_xxx\_\_这样的变量是特殊变量，
2. 类似\_xxx和\_\_xxx这样的函数或变量就是非公开的（private），不应该被直接引用，比如\_abc，\_\_abc等
3. 在模块里公开greeting()函数，而把内部逻辑用private函数隐藏起来了，这样，调用greeting()函数不用关心内部的private函数细节，**这也是一种非常有用的代码封装和抽象的方法，**即：
4. 外部不需要引用的函数全部定义成private，只有外部需要引用的函数才定义为public。

3.面向的对象开发

1. 通过内置的一系列函数，我们可以对任意一个Python对象进行剖析，拿到其内部的数据。要注意的是，只有在不知道对象信息的时候，我们才会去获取对象信息。如果可以**直接写：**sum = obj.x + obj.y

**不用写**：sum = getattr(obj, 'x') + getattr(obj, 'y')

**正确是使用代码如下：**

def readImage(fp):

if hasattr(fp, 'read'):

return readData(fp)

return None

从文件流fp中读取图像，首先判断该fp对象是否存在read方法，如果存在，则该对象是一个流，如果不存在，则无法读取。hasattr()就派上了用场。

注意：在Python这类动态语言中，根据鸭子类型，有read()方法，不代表该fp对象就是一个文件流，它也可能是网络流，也可能是内存中的一个字节流，但只要read()方法返回的是有效的图像数据，就不影响读取图像的功能。

1. 不要对实例属性和类属性使用相同的名字，否则将产生难以发现的错误。

>>> class Student(object):

... name = 'Student'

...

>>> s = Student() # 创建实例s

>>> print(s.name) # 打印name属性，因为实例并没有name属性，所以会继续查找class的name属性

Student

>>> print(Student.name) # 打印类的name属性

Student

>>> s.name = 'Michael' # 给实例绑定name属性

>>> print(s.name) # 由于实例属性优先级比类属性高，因此，它会屏蔽掉类的name属性

Michael

>>> print(Student.name) # 但是类属性并未消失，用Student.name仍然可以访问

Student

>>> del s.name # 如果删除实例的name属性

>>> print(s.name) # 再次调用s.name，由于实例的name属性没有找到，类的name属性就显示出来了

Student

1. **装饰器的使用**

（1）@property装饰器

负责把一个方法变成属性调用。

@property本身又创建了另一个装饰器@score.setter，负责把一个setter方法变成属性赋值，由此，得到可控的属性操作.

示例代码：

**class** Student(object):  
 **def** \_\_init\_\_(self,name):  
 self.name = name

*#使用装饰器* @property  
 **def** score(self):  
 **return** print(**"（装饰器返回值）%s's score is %d"** % (self.name,self.\_score))  
 @score.setter  
 **def** score(self,valve):  
 self.\_score = valve  
 print(**"（装饰器返回值）%s's score = %d"** % (self.name,**self.\_score**))

*#测试my\_classe*Vicky = src.my\_class.Student(**'Vicky'**)  
*#使用装饰器*Vicky.score = 100  
Vicky.score

**结果：**
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此处必须是私有属性

（2）@unique装饰器可以帮助我们检查保证没有重复值。

（3）@classmethod装饰器：用于定义类方法，告诉解释器下面的方法为类方法，**只需要访问类属性**

**示例代码：**

class Tool:

**#定义类属性**

**count = 0**

**#定义类方法**

**@classmethod**

**def show\_tool\_count(cls):**

**print("当前的工具数量: %d" % cls.count)**

**#调用类方法**

**Tool.show\_tool\_count()**

1. 使用多继承

在设计类的继承关系时，主线都是单一继承下来的，例如，Ostrich继承自Bird。但是，如果需要“混入”额外的功能，通过**多重继承**实现，比如，让Ostrich除了继承自Bird外，再同时继承Runnable。这种设计称为MixIn。

MixIn目的：给一个类增加多个功能，在设计类时，优先考虑通过多重继承来组合多个MixIn的功能，而不是设计多层次的复杂的继承关系。（python自带的库也使用了Mixln）

**总结**：需要什么功能，就混入哪种父类。

1. 定制类

（1）\_\_iter\_\_():

如果一个类想被用于for ... in循环，类似list或tuple那样，就必须实现一个\_\_iter\_\_()方法，该方法返回一个迭代对象，然后，Python的for循环就会不断调用该迭代对象的\_\_next\_\_()方法拿到循环的下一个值，直到遇到StopIteration错误时退出循环

示例代码：

class Fib(object):

def \_\_init\_\_(self):

self.a, self.b = 0, 1 # 初始化两个计数器a，b

def \_\_iter\_\_(self):

return self # 实例本身就是迭代对象，故返回自己

def \_\_next\_\_(self):

self.a, self.b = self.b, self.a + self.b # 计算下一个值

if self.a > 100000: # 退出循环的条件

raise StopIteration()

return self.a # 返回下一个值

结果：
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（2）\_\_getitem\_\_()

功能：像list那样按照下标取出元素，需要实现\_\_getitem\_\_()方法

示例代码：

class Fib(object):

def \_\_getitem\_\_(self, n):

a, b = 1, 1

for x in range(n):

a, b = b, a + b

return a

结果：
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（3）\_\_getattr\_\_()

**功能：**当调用不存在的属性时，比如score，Python解释器会试图调用\_\_getattr\_\_(self, 'score')来尝试获得属性，由此就会返回score的值。

**注意：**只有在没有找到属性的情况下，才调用\_\_getattr\_\_

（4）\_\_call\_\_()

功能：要定义一个\_\_call\_\_()方法，就可以直接对实例进行调用

示例代码：

class Student(object):

def \_\_init\_\_(self, name):

self.name = name

def \_\_call\_\_(self):

print('My name is %s.' % self.name)

结果：

![](data:image/png;base64,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)

（5）\_\_str\_\_()

功能：提供便捷的打印服务（打印的格式好看）

示例代码：

class Student(object):

def \_\_init\_\_(self, name):

self.name = name

def \_\_str\_\_(self):

return 'Student object (name: %s)' % self.name

结果：
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1. 异常、错误捕获

Python内置的logging模块可以非常容易地记录错误信息：

**同样是出错，但程序打印完错误信息后会继续执行，并正常退出**：

（logging还可以把错误记录到日志文件里，方便事后排查。）

**示例代码：**

import logging

def foo(s):

return 10 / int(s)

def bar(s):

return foo(s) \* 2

def main():

try:

bar('0')

except Exception as e:

logging.exception(e)

main()

print('END')

**执行：**$ python3 err\_logging.py

ERROR:root:division by zero

Traceback (most recent call last):

File "err\_logging.py", line 13, in main

bar('0')

File "err\_logging.py", line 9, in bar

return foo(s) \* 2

File "err\_logging.py", line 6, in foo

return 10 / int(s)

ZeroDivisionError: division by zero

END

1. 断言assert

用print()来辅助查看的地方，以用断言（assert）来替代：

**assert n != 0, 'n is zero!'**：表达式n != 0应该是True，否则，后面的代码肯定会出错。

如果断言失败，assert语句本身就会抛出AssertionError：

**示例代码**：

def foo(s):

n = int(s)

assert n != 0, 'n is zero!'

return 10 / n

def main():

foo('0')

**执行：**

$ python err.py

Traceback (most recent call last):

...

AssertionError: n is zero!

启动Python解释器时可以用-O参数来关闭assert，也就是：assert相当于pass

命令：python -0 文件名

1. 读取文件
2. **def** load\_data(filename):  
    *"""  
    打开文件函数* **:param** *filename: 输入文件路径* **:return***: 返回array，对应的数据矩阵  
    """* data = []  
    file = open(filename)  
    **for** line **in** file.readlines():  
    lineArr = line.strip().split(**','**)  
    col\_num = len(lineArr)  
    temp = []  
    **for** i **in** range(col\_num):  
    temp.append(float(lineArr[i]))  
    data.append(temp)  
    **return** np.array(data)
3. 保存数据（txt）

以'w'模式写入文件时，如果文件已存在，会直接覆盖（相当于删掉后新写入一个文件）。如果我们希望追加到文件末尾怎么办？可以传入'a'以追加（append）模式写入。

**def** saveFile(fliename,data): *"""  
 保存数据函数* **:param** *fliename:* **:param** *data:  
 """*

*#用十进制形式保存数据* np.set\_printoptions(suppress=**True**)  
 file = open(fliename, **'w'**)  
 rowNum, columnNum = data.shape  
 **for** line **in** range(rowNum):  
 *#实现自动换行* file.write(str(data[line,0:2])+**'\n'**)  
 file.close()

1. os模块

操作文件

*# 查看当前目录的绝对路径:*

>>> os.path.abspath('.')

'/Users/michael'

*# 在某个目录下创建一个新目录，首先把新目录的完整路径表示出来:*

>>> os.path.join('/Users/michael', 'testdir')

'/Users/michael/testdir'

*# 然后创建一个目录:*

>>> os.mkdir('/Users/michael/testdir')

*# 删掉一个目录:*

>>> os.rmdir('/Users/michael/testdir')

*# 对文件重命名:*

>>> os.rename('test.txt', 'test.py')

*# 删掉文件:*

>>> os.remove('test.py')

1. **序列化：**

**序列化：**变量从内存中变成可存储或传输的过程，Python提供了pickle模块来实现序列化。

序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。

反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。

代码：

>>> **import** pickle

>>> d = dict(name='Bob', age=20, score=88)

#序列化

>>> pickle.dumps(d)

b'\x80\x03}q\x00(X\x03\x00\x00\x00ageq\x01K\x14X\x05\x00\x00\x00scoreq\x02KXX\x04\x00\x00\x00nameq\x03X\x03\x00\x00\x00Bobq\x04u.'

#保存到文件

>>> f = open('dump.txt', 'wb')

>>> pickle.dump(d, f)

>>> f.close()

#读取文件

>>> f = open('dump.txt', 'rb')

>>> d = pickle.load(f)

>>> f.close()

>>> d

{'age': 20, 'score': 88, 'name': 'Bob'}

1. **JSON：**

将要保存的数据序列化为JSON，**JSON表示的是一个字符串**，可以被所有语言读取，可直接再Web中读取，速度快。**JSON是标准的格式。**

JSON标准规定JSON编码是UTF-8。

![](data:image/png;base64,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)

代码：

>>> **import** json

#序列化为JSON

>>> d = dict(name='Bob', age=20, score=88)

>>> json.dumps(d)

'{"age": 20, "score": 88, "name": "Bob"}'

#反序列化

>>> json\_str = '{"age": 20, "score": 88, "name": "Bob"}'

>>> json.loads(json\_str)

{'age': 20, 'score': 88, 'name': 'Bob'}

1. JSON进阶，将类、对象序列化

**import** json

**def** **student2dict**(std):

**return** {

'name': std.name,

'age': std.age,

'score': std.score

}

**def** **dict2student**(d):

**return** Student(d['name'], d['age'], d['score'])

**class Student(object):**

**def** **\_\_init\_\_**(self, name, age, score):

self.name = name

self.age = age

self.score = score

s = Student('Bob', 20, 88)

#序列化

>>> **print**(json.dumps(s, **default**=student2dict))

{"age": 20, "name": "Bob", "score": 88}

#反序列化

>>> json\_str = '{"age": 20, "score": 88, "name": "Bob"}'

>>> print(json.loads(json\_str, object\_hook=dict2student))

<\_\_main\_\_.Student object at 0x10cd3c190>

1. **进程、线程：**

**进程：**对于操作系统而言，一个任务就等同于一个进程（比如打开一个word）

**线程**：在一个进程内部的子任务，一个进程至少包含一个线程。

**python实现多任务的方式：**

1）多进程模式；

2）多线程模式；

3）多进程+多线程模式。

=====================================================

**eg：（由于windows上没有fork()，所以无法运行该代码）**

import os

print('Process (%s) start...' % os.getpid())

# Only works on Unix/Linux/Mac:

pid = os.fork()

if pid == 0:

print('I am child process (%s) and my parent is %s.' % (os.getpid(), os.getppid()))

else:

print('I (%s) just created a child process (%s).' % (os.getpid(), pid))

**结果：**

Process (876) start...

I (876) just created a child process (877).

I am child process (877) and my parent is 876.

=============================================================

**join（）：**等待子进程结束后再继续往下运行，通常用于进程间的同步。

**multiprocessing：**模块封装了fork()调用，提供一个Process类来代表一个进程对象。

**eg:在windows中使用多线程：**

from **multiprocessing** import Process  
import os  
# 子进程要执行的代码  
def run\_proc(name):  
 print('Run child process %s (%s)...' % (name, os.getpid()))  
if \_\_name\_\_=='\_\_main\_\_':  
 print('Parent process %s.' % os.getpid())  
 p = Process(target=run\_proc, args=('test',))  
 print('Child process will start.')  
 p.start()  
 p.join()  
 print('Child process end.')

**结果：**

Parent process 28300.

Child process will start.

Run child process test (20708)...

Child process end.