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1. 选择题

1. （不定项选择题）大型项目开发中，约定合理的编码规范有助于减少编码错误，提高协作效率。以下关于C++的编码习惯描述中，不推荐的有（ABDE）

A. 使用宏#define SQUARE(X) X\*X替换简单平方函数，从而减少过多的函数调用开销。

B. 对于namespace，应尽量多使用using指示语句如using namespace std;来避免单行代码长度过长。

C. 合理的注释可大幅增加代码的可读性，常见的注释场景包含：接口函数注释、临时/需优化逻辑To-do注释、复杂逻辑说明注释等。

D. 项目开发场景中，文件过多会导致编译复杂耗时，因此应该尽量将业务逻辑集中在少量文件、少数大函数中。

E. 全局变量具有多文件可见、读写效率高等优点，应当尽可能多使用无命名空间限定的全局变量进行数据共享。

2. （不定项选择题）C++社区中有一条经典的编码建议：“尽可能使用const”。下述关于const关键字的说法或使用方式正确的有（ADE）

A. 令函数返回常量值，可以减少因使用错误造成的意外，如const int func()函数在判断条件if (func() == val)误输入为if (func() = val)时会在编译阶段报错，避免发生预期外的效果。

B. 对于语句const char\* p1 = str;和char const\* p2 = str;(str为已定义的char数组类型变量)，两者表示的含义相同，均表示指向C风格字符串的常指针（指针const，所指内容无限定）。

C. 类的const成员函数不能修改类对象的任何成员变量（包含普通成员变量及静态成员变量），除非成员变量是mutable变量。

D. 对于自定义类型，在函数传参中，可以使用引用避免参数拷贝，此时增加const限定，则可进一步避免函数内部修改此引用参数值。

E. 使用const变量替换C语言风格的宏常量，可以让编译器支持该常量的静态类型检查。

3. （不定项选择题）static关键字在C++语法中有许多使用场景，下述关于static和全局变量说法错误的有（AB）

A. 类内由static修饰的成员变量称为静态成员变量，静态成员变量只可通过类访问，不能通过对象访问。

B. 全局变量无论是否添加static修饰符，生命周期都和程序的生命周期相同，且所有文件均可见。

C. 内置类型全局变量无显示初始化情况下，会被程序自动初始化为0。

D. 类内由static修饰的成员函数称为静态成员函数，静态成员函数与普通成员函数的主要区别是静态成员函数不包含指向对象本身的this指针，所以无法在静态成员函数中访问非静态成员变量。

E. 若一般函数中包含static修饰的静态变量，则此函数不应作为内联函数使用。

4. （不定项选择题）下列关于C++函数重载的说法正确的有（AC）

A. C++支持函数重载，而C语言不支持，所以在C++中使用C语言函数时，需要添加extern “C”声明。

B. 对于普通函数，函数名相同，参数列表（参数个数、顺序）及返回值任意一处存在区别均可形成函数重载

C. 函数名与参数列表相同的成员函数，可通过const限定符进行重载

D. 类的析构函数可以支持函数重载，所以一个类内可定义多种同函数名的析构函数

E. void func(int)与void func(const int)无法重载，类似的，void func(int\*)与void func(const int\*)也无法重载

5. （不定项选择题）初始化与赋值是一对容易混淆的概念，关于它们，下述说法正确的有（ABCD）

A. 初始化不是赋值，初始化的含义是创建变量时赋予其一个初始值，而赋值的含义是把对象的当前值擦除，以一个新值来替代。

B. 在类的构造函数大括号内部使用=运算符修改成员变量，均为赋值操作。

C. const常量和引用必须进行显式初始化，且之后不能再进行赋值。

D. 应确定对象被使用前已先被初始化，以避免预期外行为，例如内置类型局部变量在不显示初始化情况下，不被初始化，直接使用可能导致结果异常。

E. C++11支持类内初始化，在类内部定义成员变量const int val\_ = 3;（类内初始值），则此类生成的所有对象包含的val\_值均为3。

二、实践题

6. C++11新增了auto关键字的用法，使用auto关键字可自动推断变量的类型。运行参考程序，回答如下问题：

（1）定义变量val1 ~ val10的语句部分存在错误，列出这些存在问题的语句；

auto val1;

auto val6 = new auto{1, 2};

auto val9 = 0, val10 = 3.14;

（2）注释（1）中有问题的语句后，尝试分析得出其他正常初始化变量的类型（提示：可使用typeid(val4).name()命令输出类型参考信息）；

auto val2 = 1; (int)

auto val3 = 2L; (long)

auto val4 = 0.0 + val2; (double)

auto val5 = new auto(1.0f); (float\*)

auto val7 = 0, \*val8 = &val7; (int, int\*)

（3）运行程序，回答在三种范围for循环中，哪些发生了额外的拷贝操作。

for (auto val : vec) {}

参考程序：

#include <iostream>

#include <vector>

class A {

public:

A() { std::cout << "construct" << std::endl; }

~A() { std::cout << "deconstruct" << std::endl; }

};

int main() {

auto val1;

auto val2 = 1;

auto val3 = 2L;

auto val4 = 0.0 + val2;

auto val5 = new auto(1.0f);

auto val6 = new auto{1, 2};

auto val7 = 0, \*val8 = &val7;

auto val9 = 0, val10 = 3.14;

std::vector<A> vec(3);

for (auto val : vec) {}

for (auto& val : vec) {}

for (const auto& val : vec) {}

return 0;

}

7. 在C++中，一般配合使用new([])/delete([])进行堆上自由内存的申请及释放。实际上，还存在一种名为placement new的特殊内存分配方式，运行参考程序，回答以下问题：

（1）buffer数组、p1所指对象、p2所指对象使用的是哪里的内存？（堆/栈/静态区/…）

buffer数组——栈、p1所指对象——堆、p2所指对象——栈

（2）能否像释放p1一样释放p2？尝试解释原因。

不能，p2使用定位new未开辟新内存，使用了buffer已分配的栈内存，若像p1一样释放，函数退出时会再次释放栈内存buffer，双重释放导致错误。

（3）为何要循环调用p2各元素的析构函数？尝试解释原因。

释放p2内结构体A内部b\_分配的内存，防止内存泄漏。

参考程序

#include <iostream>

#include <string>

struct A {

A() : a\_(3), b\_("b") {}

int a\_;

std::string b\_;

};

int main() {

const int size = 3;

const int bufferSize = 128;

char buffer[bufferSize] = {0};

A\* p1 = new A[size];

A\* p2 = new (buffer) A[size];

std::cout << "p1 is " << p1 << std::endl;

std::cout << "p2 is " << p2 << std::endl;

std::cout << "buffer is " << &buffer << std::endl;

delete[] p1;

for (size\_t i = 0; i < size; ++i) {

p2[i].~A();

}

return 0;

}

三、编程题

8. 利用类的封装特性，实现一个最多只能产生2个对象的类型。

(提示：除直接构造类型对象外，拷贝行为也可能产生新的对象。可使用C++11语法= delete禁止拷贝构造和拷贝赋值函数)

思路：

（1）构造函数、拷贝构造函数、赋值函数、移动构造函数、移动赋值函数均设为私有或=delete。（2）使用静态成员函数调用私有构造函数生成对象实例

（3）使用静态成员变量记录已生成对象个数

（4）已有对象个数超过2个时抛出异常或返回null

（5）析构函数内部析构对象结束时需减少静态成员变量记录的数量