Implementing Common Components of Video Games

After completing this chapter, you will be able to:

* Control the position, size, and rotation of Renderable objects to construct complex movements and animations
* Receive keyboard input from the player to control and animate Renderable objects
* Work with asynchronous loading and unloading of external assets
* Define, load, and execute a simple game level from a scene file
* Change game levels by loading a new scene
* Work with sound clips for background music and audio cues

# Introduction

In the previous chapters, a skeletal game engine was constructed to support basic drawing operations. Drawing is the first step to constructing your game engine because it allows you to observe the output while continuing to expand the game engine functionality. In this chapter, the two important mechanisms, interactivity and resource support, will be examined and added to the game engine. Interactivity allows the engine to receive and interpret player input, while resource support refers to the functionality of working with external files like the GLSL shader source code files, audio clips, and images.

This chapter begins by introducing you to the game loop, a critical component that creates the sensation of real-time interaction and immediacy in nearly all video games. Based on the game loop foundation, player keyboard input will be supported via integrating the corresponding HTML5 functionality. A resource management infrastructure will be constructed from the ground up to support the efficient loading, storing, retrieving, and utilization of external files. Functionality for working with external text files (for example, the GLSL shader source code files) and audio clips will be integrated with corresponding example projects. Additionally, game scene architecture will be derived to support the ability to work with multiple scenes and scene transitions, including scenes that are defined in external scene files. By the end of this chapter, your game engine will support player interaction via the keyboard, have the ability to provide audio feedback, and be able to transition between distinct game levels including loading a level from an external file.

# The Game Loop

One of the most basic operations of any video game is the support of seemingly instantaneous interactions between the players’ input and the graphical gaming elements. In reality, these interactions are implemented as a continuous running loop that receives and processes player input, updates the game state, and renders the game. This constantly running loop is referred to as the game loop.

To convey the proper sense of instantaneity, each cycle of the game loop must be completed within an average person’s reaction time. This is often referred to as real time, which is the amount of time that is too short for humans to detect visually. Typically, real-time can be achieved when the game loop is running at a rate of higher than 40 to 60 cycles in a second. Since there is usually one drawing operation in each game loop cycle, the rate of this cycle is also referred to as frames per second (FPS), or the frame rate. An FPS of 60 is a good target for performance. This is to say, your game engine must receive player input, update the game world, and then draw the game world all within 1/60th of a second!

The game loop itself, including the implementation details, is the most fundamental control structure for a game. With the main goal of maintaining real-time performance, the details of a game loop’s operation are of no concern to the rest of the game engine. For this reason, the implementation of a game loop should be tightly encapsulated in the core of the game engine with its detailed operations hidden from other gaming elements.

## Typical Game Loop Implementations

A game loop is the mechanism through which logic and drawing are continuously executed. A simple game loop consists of drawing all objects, processing the player input, and updating the state of those objects, as illustrated in the following pseudocode:

initialize();

while(game running) {

draw();

input();

update();

}

As discussed, an FPS of 60 is required to maintain the sense of real-time interactivity. When the game complexity increases, one problem that may arise is when sometimes a single loop can take longer than 1/60th of a second to complete, causing the game to run at a reduced frame rate. When this happens, the entire game will appear to slow down. A common solution is to prioritize some operations over others. That is, the engine can be designed in such a way as to fixate the game loop on completing operations that the engine deems more vital while skipping others. Since correct input and updates are required for a game to function as designed, it is often the draw operation that is skipped when necessary. This is referred to as frame skipping, and the following pseudocode illustrates one such implementation:

elapsedTime = now;

previousLoop = now;

while(game running) {

elapsedTime += now - previousLoop;

previousLoop = now;

draw();

input();

while( elapsedTime >= UPDATE\_TIME\_RATE ) {

update();

elapsedTime -= UPDATE\_TIME\_RATE;

}

}

In the previous pseudocode listing, UPDATE\_TIME\_RATE is the required real-time update rate. When the elapsed time between the game loop cycle is greater than the UPDATE\_TIME\_RATE, update() will be called until it has caught up. This means that the draw() operation is essentially skipped when the game loop is running too slowly. When this happens, the entire game will appear to run slowly, with lagging gameplay input responses and skipped frames. However, the game logic will continue to function correctly.

Notice that the while loop that encompasses the update() function call simulates a fixed update time step of UPDATE\_TIME\_RATE. This fixed time step update allows for a straightforward implementation in maintaining a deterministic game state. This is an important component to make sure your game engine functions as expected whether running optimally or slowly.

To ensure the focus is solely on the understanding of the core game loop’s draw and update operations, input will be ignored until the next project.

## The Game Loop Project

This project demonstrates how to incorporate a game loop into your game engine and to support real-time animation by drawing and updating Renderable objects. You can see an example of this project running in Figure 4-1. The source code to this project is defined in the chapter4/4.1.game\_loop folder.
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Figure 4-1. Running the Game Loop project

The goals of the project are as follows:

* To understand the internal operations of a game loop
* To implement and encapsulate the operations of a game loop
* To gain experience with continuous draw and update to create animation

### Implement the Game Loop Component

The game loop component is core to the game engine’s functionality and thus should be located similarly to that of vertex\_buffer, as a file defined in the src/engine/core folder.

1. Create a new file for the loop module in the src/engine/core folder and name the file loop.js.
2. Define the following instance variables to keep track of frame rate, processing time in milliseconds per frame, the game loop’s current run state, and a reference to the current scene as follows:

"use strict"

const kUPS = 60; // Updates per second

const kMPF = 1000 / kUPS; // Milliseconds per update.

// Variables for timing gameloop.

let mPrevTime;

let mLagTime;

// The current loop state (running or should stop)

let mLoopRunning = false;

let mCurrentScene = null;

let mFrameID = -1;

Notice that kUPS is the updates per second similar to the FPS discussed and it is set to 60, or 60 updates per second. The time available for each update is simply 1/60 of a second. Since there are 1000 milliseconds in a second, the available time for each update in milliseconds is 1000 \* (1/60), or kMPF.

**Note** When the game is running optimally, frame drawing and updates are both maintained at the same rate, FPS and kUPS can be thought of interchangeably. However, when lag occurs the loop skips frame drawing and prioritizes updates. In this case, FPS will decrease while kUPS will be maintained.

1. Add a function to run the core loop as follows:

function loopOnce() {

if (mLoopRunning) {

// Step A: set up for next call to LoopOnce

mFrameID = requestAnimationFrame(loopOnce);

// Step B: now let's draw

// draw() MUST be called before update()

// as update() may stop the loop!

mCurrentScene.draw();

// Step C: compute how much time has elapsed since last loopOnce was executed

let currentTime = performance.now();

let elapsedTime = currentTime - mPrevTime;

mPrevTime = currentTime;

mLagTime += elapsedTime;

// Step D: Make sure we update the game the appropriate number of times.

// Update only every Milliseconds per frame.

// If lag larger then update frames, update until caught up.

while ((mLagTime >= kMPF) && mLoopRunning) {

mCurrentScene.update();

mLagTime -= kMPF;

}

}

}

**Note** The performance.now() is a JavaScript function that returns a timestamp in milliseconds.

Notice the similarity between the pseudocode examined previously and the steps B, C, and D of the loopOnce() function. That is, the drawing of the scene or game in step B, the calculation of the elapsed time since last update in step C, and the prioritization of update if the engine is lagging behind.

The main difference is that the outermost while loop is implemented based on the HTML5 requestAnimationFrame() function call at step A. The requestAnimationFrame() function will, at an approximated rate of 60 times per second, invoke the function pointer that is passed in as its parameter. In this case, the loopOnce() function will be called continuously at approximately 60 times per second. Notice that each call to the requestAnimationFrame() function will result in exactly one execution of the corresponding loopOnce() function and thus draw only once. However, if the system is lagging, multiple updates can occur during this single frame.

**Note** The requestAnimationFrame() function is an HTML5 utility provided by the browser that hosts your game. The precise behavior of this function is browser implementation dependent.

**Note** The mLoopRunning condition of the while loop in step D is a redundant check for now. This condition will become important in later sections when update() can call stop() to stop the loop (for example, for level transitions or the end of the game).

1. Declare a function to start the game loop. This function initializes the game or scene, the frame time variables, and the loop running flag before calling the first requestAnimationFrame() with the loopOnce function as its parameter to begin the game loop.

function start(scene) {

if (mLoopRunning) {

throw new Error("loop already running")

}

mCurrentScene = scene;

mCurrentScene.init();

mPrevTime = performance.now();

mLagTime = 0.0;

mLoopRunning = true;

mFrameID = requestAnimationFrame(loopOnce);

}

1. Declare a function to stop the game loop. This function simply stops the loop by setting mLoopRunning to false and cancels the last requested animation frame.

function stop() {

mLoopRunning = false;

// make sure no more animation frames

cancelAnimationFrame(mFrameID);

}

1. Lastly, remember to export the desired functionality to the rest of the game engine, in this case just the start and stop functions.

export {start, stop}

### Working with the Game Loop

To test the game loop implementation, your game class must now implement draw(), update(), and init() functions. This is because to coordinate the beginning and the continual operation of your game, these functions are being called from the core of the game loop—the init() function is called from loop.start(), while the draw() and update() functions are called from loop.loopOnce().

1. Edit your my\_game.js file to provide access to the loop by importing from the module. Allowing game developer access to the game loop module is a temporary measure and will be corrected in later sections.

// Accessing engine internal is not ideal,

// this must be resolved! (later)

import \* as loop from "../engine/core/loop.js";

1. Replace the MyGame constructor with the following:

constructor() {

// variables for the squares

this.mWhiteSq = null; // these are the Renderable objects

this.mRedSq = null;

// The camera to view the scene

this.mCamera = null;

}

1. Add an initialization function to set up a camera and two Renderable objects.

init() {

// Step A: set up the cameras

this.mCamera = new engine.Camera(

vec2.fromValues(20, 60), // position of the camera

20, // width of camera

[20, 40, 600, 300] // viewport (orgX, orgY, width, height)

);

this.mCamera.setBackgroundColor([0.8, 0.8, 0.8, 1]);

// sets the background to gray

// Step B: Create the Renderable objects:

this.mWhiteSq = new engine.Renderable();

this.mWhiteSq.setColor([1, 1, 1, 1]);

this.mRedSq = new engine.Renderable();

this.mRedSq.setColor([1, 0, 0, 1]);

// Step C: Initialize the white Renderable object: centered, 5x5, rotated

this.mWhiteSq.getXform().setPosition(20, 60);

this.mWhiteSq.getXform().setRotationInRad(0.2); // In Radians

this.mWhiteSq.getXform().setSize(5, 5);

// Step D: Initialize the red Renderable object: centered 2x2

this.mRedSq.getXform().setPosition(20, 60);

this.mRedSq.getXform().setSize(2, 2);

}

1. Draw the scene as before by clearing the canvas, setting up the camera, and drawing each square.

draw() {

// Step A: clear the canvas

engine.clearCanvas([0.9, 0.9, 0.9, 1.0]); // clear to light gray

// Step B: Activate the drawing Camera

this.mCamera.setViewAndCameraMatrix();

// Step C: Activate the white shader to draw

this.mWhiteSq.draw(this.mCamera);

// Step D: Activate the red shader to draw

this.mRedSq.draw(this.mCamera);

}

1. Add an update() function to animate a moving white square and a pulsing red square.

update() {

// For this very simple game, let's move the white square and pulse the red

let whiteXform = this.mWhiteSq.getXform();

let deltaX = 0.05;

// Step A: Rorate the white square

if (whiteXform.getXPos() > 30) // this is the right-bound of the window

whiteXform.setPosition(10, 60);

whiteXform.incXPosBy(deltaX);

whiteXform.incRotationByDegree(1);

// Step B: pulse the red square

let redXform = this.mRedSq.getXform();

if (redXform.getWidth() > 5)

redXform.setSize(2, 2);

redXform.incSizeBy(0.05);

}

Recall that the update() function is called at about 60 times per second, and each time the following happens:

* Step A for the white square: Increase the rotation by 1 degree; increase the x-position by 0.05 and reset to 10 if the resulting x-position is greater than 30.
* Step B for the red square: Increase the size by 0.05 and reset it to 2 if the resulting size is greater than 5.
* Since the previous operations are performed continuously at about 60 times a second, you can expect to see the following:

1. A white square rotating while moving toward the right and upon reaching the right boundary wrapping around to the left boundary
2. A red square increasing in size and reducing to a size of 2 when the size reaches 5, thus appearing to be pulsing
3. Start the game loop from the window.onload function. Notice that a reference to an instance of MyGame is passed to the loop.

window.onload = function () {

engine.init("GLCanvas");

let myGame = new MyGame();

// new begins the game

loop.start(myGame);

}

You can now run the project to observe the rightward-moving, rotating white square and the pulsing red square. You can control the rate of the movement, rotation, and pulsing by changing the corresponding values of the incXPosBy(), incRotationByDegree(), and incSizeBy() functions. In these cases, the positional, rotational, and size values are changed by a constant amount in a fixed time interval. In effect, the parameters to these functions are the rate of change; or, the speed, incXPosBy(0.05), is the rightward speed of 0.05 units per 1/60th of a second, or 3 units per second. In this project, the width of the world is 20 units and with the white square traveling at 3 units per second, you can verify that it takes slightly more than 6 seconds for the white square to travel from the left to the right boundary.

Notice that in the core of the loop module, it is entirely possible for the requestAnimationFrame() function to invoke the loopOnce() function multiple times within a single kMPF interval. When this happens, the draw() function will be called multiples times without any update() function calls. In this way, the game loop can end up drawing the same game state multiple times. Please refer to the following references for discussions of supporting extrapolations in the draw() function to take advantage of efficient game loops:

* **http://gameprogrammingpatterns.com/game-loop.html#play-catch-up**
* **http://gafferongames.com/game-physics/fix-your-timestep/**

To clearly describe each component of the game engine and illustrate how these components interact, this book does not support extrapolation of the draw() function.

# Keyboard Input

It is obvious that proper support to receive player input is important to interactive video games. For a typical personal computing device such as a PC or a Mac, the two common input devices are the keyboard and the mouse. While keyboard input is received in the form of a stream of characters, mouse input is packaged with positional information and is related to camera views. For this reason, keyboard input is more straightforward to support at this point in the development of the engine. This section will introduce and integrate keyboard support into your game engine. Mouse input will be examined in the “Mouse Input project” of Chapter 7, after the coverage of supporting multiple cameras in the same game.

## The Keyboard Support Project

This project examines keyboard input support and integrates the functionality into the game engine. The position, rotation, and size of the game objects in this project are under your input control. You can see an example of this project running in Figure 4-2. The source code to this project is defined in the chapter4/4.2.keyboard\_support folder.
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Figure 4-2. Running the Keyboard Support project

The controls of the project are as follows:

* Right-arrow key: Moves the white square towards the right and wraps it to the left of the game window
* Up-arrow key: Rotates the white square
* Down-arrow key: Increases the size of the red square and then resets the size at a threshold

The goals of the project are as follows:

* To implement an engine component to receive keyboard input
* To understand the difference between key state (if a key is released or pressed) and key event (when the key state changes)
* To understand how to integrate the input component in the game loop

### Add an Input Component to the Engine

Recall that the loop component is part of the core of the game engine and should not be accessed by the client game developer. In contrast, a well-defined input module should support the client game developer to query keyboard states without being distracted by any details. For this reason, the input module will be defined in the src/engine folder.

1. Create a new file in the src/engine folder and name it input.js.
2. Define a JavaScript dictionary to capture the key code mapping.

"use strict"

// Key code constants

const keys = {

// arrows

Left: 37,

Up: 38,

Right: 39,

Down: 40,

// space bar

Space: 32,

// numbers

Zero: 48,

One: 49,

Two: 50,

Three: 51,

Four: 52,

Five : 53,

Six : 54,

Seven : 55,

Eight : 56,

Nine : 57,

// Alphabets

A : 65,

D : 68,

E : 69,

F : 70,

G : 71,

I : 73,

J : 74,

K : 75,

L : 76,

Q : 81,

R : 82,

S : 83,

W : 87,

LastKeyCode: 222

}

Key codes are unique numbers representing each keyboard character. Note that there are up to 222 unique keys. In the listing, only a small subset of the keys, those that are relevant to this project, are defined in the dictionary.

**Note** Key codes for the alphabets are continuous, starting from 65 for A and ending with 90 for Z. You should feel free to add any characters for your own game engine. For a complete list of key codes, see http://www.cambiaresearch.com/articles/15/javascript-char-codes-key-codes.

1. Create array instance variables for tracking the states of every key.

// Previous key state

let mKeyPreviousState = []; // a new array

// The pressed keys.

let mIsKeyPressed = [];

// Click events: once an event is set, it will remain there until polled

let mIsKeyClicked = [];

All three arrays define the state of every key as a boolean. The mKeyPreviousState records the key states from the previous update cycle, and the mIsKeyPressed records the current state of the keys. The key code entries of these two arrays are true when the corresponding keyboard keys are pressed, and false otherwise. The mIsKeyClicked array captures key click events. The key code entries of this array are true only when the corresponding keyboard key goes from being released to being pressed in two consecutive update cycles.

It is important to note that KeyPress is the state of a key, while KeyClicked is an event. For example, if a player presses the A key for one second before releasing it, then for the duration of that entire second KeyPress for A is true, while KeyClick for A is true only once--the update cycle right after the key is pressed.

1. Define functions to capture the actual keyboard state changes.

// Event handler functions

function onKeyDown(event) {

mIsKeyPressed[event.keyCode] = true;

}

function onKeyUp(event) {

mIsKeyPressed[event.keyCode] = false;

}

When these functions are called, the key code from the parameter is used to record the corresponding keyboard state changes. It is expected that the caller of these functions will pass the appropriate key code in the argument.

1. Add a function to initialize all the key states and register the key event handlers with the browser. The window.addEventListener() function registers the onKeyUp/Down() event handlers with the browser such that the corresponding functions will be called when the player presses or releases keys on the keyboard.

function init() {

let i;

for (i = 0; i < keys.LastKeyCode; i++) {

mIsKeyPressed[i] = false;

mKeyPreviousState[i] = false;

mIsKeyClicked[i] = false;

}

// register handlers

window.addEventListener('keyup', onKeyUp);

window.addEventListener('keydown', onKeyDown);

}

1. Add an update() function to derive the key click events. The update() function uses mIsKeyPressed and mKeyPreviousState to determine whether a key clicked event has occurred.

function update() {

let i;

for (i = 0; i < keys.LastKeyCode; i++) {

mIsKeyClicked[i] = (!mKeyPreviousState[i]) && mIsKeyPressed[i];

mKeyPreviousState[i] = mIsKeyPressed[i];

}

}

1. Add public functions for inquires to current keyboard states to support the client game developer.

// Function for GameEngine programmer to test if a key is pressed down

function isKeyPressed(keyCode) {

return mIsKeyPressed[keyCode];

}

function isKeyClicked(keyCode) {

return mIsKeyClicked[keyCode];

}

1. Finally, export the public functions and key constants.

export {keys, init,

update,

isKeyClicked,

isKeyPressed

}

### Modify the Engine to Support Keyboard Input

To properly support input, before the game loop begins the engine must initialize the mIsKeyPressed, mIsKeyClicked, and mKeyPreviousState arrays. To properly capture the player actions, during game play from within the core of the game loop, these arrays must be updated accordingly.

1. Input state initialization: modify index.js by importing the input.js module, adding the initialization of the input to the engine init() function, and adding the input module to the exported list to allow access from the client game developer.

import \* as input from "./input.js";

function init(htmlCanvasID) {

glSys.init(htmlCanvasID);

vertexBuffer.init();

shaderResources.init();

input.init();

}

export default {

// input support

input,

// Util classes

Camera, Transform, Renderable,

// functions

init, clearCanvas

}

1. To accurately capture keyboard state changes, the input component must be integrated with the core of the game loop. Include the input’s update() function in the core game loop by adding the following lines to loop.js. Notice the rest of the code is identical.

import \* as input from "../input.js";

function loopOnce() {

if (mLoopRunning) {

… identical to previous code …

// Step D: Make sure we update the game the appropriate number of times.

// Update only every Milliseconds per frame.

// If lag larger then update frames, update until caught up.

while ((mLagTime >= kMPF) && mLoopRunning) {

input.update();

mCurrentScene.update();

mLagTime -= kMPF;

}

}

}

### Test Keyboard Input

You can test the input functionality by modifying the Renderable objects in your MyGame class. Replace the code in the MyGame update() function with the following:

update() {

// For this very simple game, let's move the white square and pulse the red

let whiteXform = this.mWhiteSq.getXform();

let deltaX = 0.05;

// Step A: test for white square movement

if (engine.input.isKeyPressed(engine.input.keys.Right)) {

if (whiteXform.getXPos() > 30) { // this is the right-bound of the window

whiteXform.setPosition(10, 60);

}

whiteXform.incXPosBy(deltaX);

}

// Step B: test for white square rotation

if (engine.input.isKeyClicked(engine.input.keys.Up)) {

whiteXform.incRotationByDegree(1);

}

let redXform = this.mRedSq.getXform();

// Step C: test for pulsing the red square

if (engine.input.isKeyPressed(engine.input.keys.Down)) {

if (redXform.getWidth() > 5) {

redXform.setSize(2, 2);

}

redXform.incSizeBy(0.05);

}

}

In the previous code, step A ensures that pressing and holding the right-arrow key will move the white square towards the right. Step B checks for the pressing and then the releasing of the up-arrow key event. The white square is rotated when such an event is detected. Notice that pressing and holding the up-arrow key will not generate continuously key press events and thus will not cause the white square to continuously rotate. Step C tests for the pressing and holding of the down-arrow key to pulse the red square.

You can run the project and include additional controls for manipulating the squares. For example, include support for the **WASD** keys to control the location of the red square. Notice once again that by increasing/decreasing the position change amount, you are effectively controlling the speed of the object’s movement.

**Note** The term "**WASD** keys" is used to refer to the key binding of the popular game controls: key W to move upwards, A leftwards, S downwards, and D rightwards.

# Resource Management and Asynchronous Loading

Video games typically utilize a multitude of artistic assets, or resources, including audio clips and images. The required resources to support a game can be large. Additionally, it is important to maintain the independence between the resources and the actual game such that they can be updated independently, e.g., changing the background audio without changing the game itself. For these reasons, game resources are typically stored externally on a system hard drive or a server across the network. Being stored external to the game, the resources are sometimes referred to as external resources or assets.

After a game begins, external resources must be explicitly loaded. For efficient memory utilization, a game should load and unload resources dynamically based on necessity. However, loading external resources may involve input/output device operations or network packet latencies and thus can be time intensive and potentially affect real-time interactivity. For these reasons, at any instance in a game only a portion of resources are kept in memory, where the loading operations are strategically executed to avoid interrupting the game. In most cases, resources required in each level are kept in memory during the game play of that level. With this approach, external resource loading can occur during level transitions where players are expecting a new game environment and are more likely to tolerate slight delays for loading.

Once loaded, a resource must be readily accessible to support interactivity. The efficient and effective management of resources is essential to any game engine. Take note of the clear differentiation between resource management, which is the responsibility of a game engine, and the actual ownerships of the resources. For example, a game engine must support the efficient loading and playing of the background music for a game, and it is the game (or client of the game engine) that actually owns and supplies the audio file for the background music. When implementing support for external resource management, it is important to remember that the actual resources are not part of the game engine.

At this point, the game engine you have been building handles only one type of resource—the GLSL shader files. Recall that the SimpleShader object loads and compiles the simple\_vs.glsl and simple\_fs.glsl files in its constructor. So far, the shader file loading has been accomplished via synchronous XMLHttpRequest.open(). This synchronous loading is an example of inefficient resource management because no operations can occur while the browser attempts to open and load a shader file. An efficient alternative would be to issue an asynchronous load command and allow additional operations to continue while the file is being opened and loaded.

This section builds an infrastructure to support asynchronous loading and efficient accessing of the loaded resources. Based on this infrastructure, over the next few projects, the game engine will be expanded to support batch resource loading during scene transitions.

## The Resource Map and Shader Loader Project

This project guides you to develop the resource\_map component, an infrastructural module for resource management, and demonstrates how to work with this module to load shader files asynchronously. You can see an example of this project running in Figure 4-3. This project appears to be identical to the previous project, with the only difference being how the GLSL shaders are loaded. The source code to this project is defined in the chapter4/4.3.resource\_map\_and\_shader\_loader folder.
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Figure 4-3. Running the Resource Map and Shader Loader project

The controls of the project are identical to the previous project as follows:

* Right-arrow key: Moves the white square towards the right and wraps it to the left of the game window
* Up-arrow key: Rotates the white square
* Down-arrow key: Increases the size of the red square and then resets the size at a threshold

The goals of the project are as follows:

* To understand the handling of asynchronous loading
* To build an infrastructure that supports future resource loading and accessing
* To experience asynchronous resource loading via loading of the GLSL shader files

**Note** For more information about asynchronous JavaScript operations, you can refer to many excellent resources online, e.g., https://developer.mozilla.org/en-US/docs/Learn/JavaScript/Asynchronous.

### Add a Resource Map Component to the Engine

The resource\_map engine component manages resource loading, storage, and retrieval after the resources are loaded. These operations are internal to the game engine and should not be accessed by the game engine client. As in the case of all core engine components, e.g., the game loop, the source code file is created in the src/engine/core folder. The details are as follows.

1. Create a new file in the src/engine/core folder and name it resource\_map.js.
2. Define the MapEntry class to support reference counting of loaded resources. Reference counting is essential to avoid multiple loading or premature unloading of a resource.

class MapEntry {

constructor(data) {

this.mData = data;

this.mRefCount = 1;

}

decRef() { this.mRefCount--; }

incRef() { this. mRefCount++; }

set(data) { this.mData = data;}

data() { return this.mData; }

canRemove() { return (this.mRefCount == 0); }

}

1. Define a key-value pair map, mMap, for storing and retrieving of resources; and, an array, mOutstandingPromises, to capture all outstanding asynchronous loading operations.

let mMap = new Map();

let mOutstandingPromises = [];

**Note** A JavaScript Map object holds a collection of key-values pairs.

1. Define functions for querying the existence of, retrieving, and setting a resource. Notice that as suggested by the variable name of the parameter, path, it is expected that the full path to the external resource file will be used as the key for accessing the corresponding resource. For example, using the path to the src/glsl\_shaders/simple\_vs.glsl file as the key for accessing the content of the file.

function has(path) { return mMap.has(path) }

function get(path) {

if (!has(path)) {

throw new Error("Error [" + path + "]: not loaded");

}

return mMap.get(path).data();

}

function set(key, value) { mMap.get(key).set(value); }

1. Define functions to indicate that loading has been requested, increase the reference count of a loaded resource, and to properly unload a resource. Due to the asynchronous nature of the loading operation, a load request will result in an empty MapEntry which will be updated when the load operation is completed sometime in the future. Note that each unload request will decrease the reference count and may or may not result in the resource being unloaded.

function loadRequested(path) {

mMap.set(path, new MapEntry(null));

}

function incRef(path) {

mMap.get(path).incRef();

}

function unload(path) {

let entry = mMap.get(path);

entry.decRef();

if (entry.canRemove())

mMap.delete(path)

return entry.canRemove();

}

1. Define a function to append an on-going asynchronous loading operation to the mOutstandingPromises array.

function pushPromise(p) { mOutstandingPromises.push(p); }

1. Define a loading function, loadDecodeParse(). If the resource is already loaded, the corresponding reference count is incremented. Otherwise, the function first issues a loadRequest() to create an empty MapEntry in mMap. The function then creates a HTML5 fetch promise, using the path to the resource as key, to asynchronously fetch the external resource, decode the network packaging, parse the results into a proper format, and, update the results into the created MapEntry. This created promise is then pushed into the mOutstandingPromises array.

// generic loading function,

// Step 1: fetch from server

// Step 2: decodeResource on the loaded package

// Step 3: parseResource on the decodedResource

// Step 4: store result into the map

// Push the promised operation into an array

function loadDecodeParse(path, decodeResource, parseResource) {

let fetchPromise = null;

if (!has(path)) {

loadRequested(path);

fetchPromise = fetch(path)

.then(res => decodeResource(res) )

.then(data => parseResource(data) )

.then(data => { return set(path, data) } )

.catch(err => { throw err });

pushPromise(fetchPromise);

} else {

incRef(path); // increase reference count

}

return fetchPromise;

}

Notice that the decoding and parsing functions are passed in as parameters and thus are dependent upon the actual resource type that is being fetched. For example, the decoding and parsing of simple text, XML formatted text, audio clips, and images all have distinct requirements. It is the responsibility of the actual resource loader to define these functions.

The HTML5 fetch() function returns a JavaScript promise object. A typical JavaScript promise object contains operations that will be completed in the future. A promise is fulfilled when the operations are completed. In this case, the fetchPromise is fulfilled when the path is properly fetched, decoded, parsed, and updated into the corresponding MapEntry. This promise is being kept in the mOutstandingPromises array. Note that by the end of the loadDecodeParse() function, the asynchronous fetch() loading operation is issued and on-going but not guaranteed to be completed. In this way, the mOutstandingPromises is an array of on-going and unfulfilled, or outstanding, promises.

1. Define a JavaScript async function to block the execution and wait for all outstanding promises to be fulfilled, or wait for all on-going asynchronous loading operations to be completed.

// will block, wait for all oustanding promises complete

// before continue

async function waitOnPromises() {

await Promise.all(mOutstandingPromises);

mOutstandingPromises = []; // remove all

}

**Note** The JavaScript async/await keywords are paired where only async functions can await for a promise. The await statement blocks and returns the execution back to the caller of the async function. When the promise being waited on is fulfilled, execution will continue to the end of the async function.

1. Finally export functionality to the rest of the game engine.

export {has, get, set,

loadRequested, incRef, loadDecodeParse,

unload,

pushPromise, waitOnPromises}

Notice that although the storage specific functionalities—query, get, and set—are well-defined, resource\_map is actually not capable of loading any specific resources. This module is designed to be utilized by resource type specific modules where the decoding and parsing functions can be properly defined. In the next sub-section, a text-resource loader is defined to demonstrate this idea.

### Define a Text Resource Module

This section will define a text module that utilize the resource\_map module to load your text files asynchronously. This module serves as an excellent example of how to take advantage of the resource\_map facility and allows you to replace the synchronous loading of GLSL shader files. Replacing synchronous with asynchronous loading support is a significant upgrade to the game engine.

1. Create a new folder in src/engine/ and name it resources. This new folder is created in anticipation of the necessary support for many resource types and to maintain a clean source code organization.
2. Create a new file in the src/engine/resources folder and name it text.js.
3. Import the core resource management and reuse the relevant functionality from resource\_map.

"use strict"

import \* as map from "../core/resource\_map.js";

// functions from resource\_map

let unload = map.unload;

let has = map.has;

let get = map.get;

1. Define the text decoding and parsing functions for loadDecodeParse(). Notice that there are no requirements for parsing the loaded text and thus the text parsing function does not perform any useful operation.

function decodeText(data) {

return data.text();

}

function parseText(text) {

return text;

}

1. Define the load() function to call the resource\_map loadDecodeParse() function to trigger the asynchronous fetch() operation.

function load(path) {

return map.loadDecodeParse(path, decodeText, parseText);

}

1. Export the functionality to provide access to the rest of the game engine.

export {has, get, load, unload}

1. Lastly, remember to update the defined functionality for the client in the index.js.

import \* as text from "./resources/text.js";

… identical to previous code …

export default {

// resource support

text,

… identical to previous code …

}

### Load Shaders Asynchronously

The text resource module can now be used to assist the loading of the shader files asynchronously as plain-text files. Since it is impossible to predict when an asynchronous loading operation will be completed, it is important to issue the load commands before the resources are needed and to ensure that the loading operations are completed before proceeding to retrieve the resources.

#### Modify Shader Resources for Asynchronous Support

To avoid loading the GLSL shader files synchronously, the files must be loaded before the creation of a SimpleShader object. Recall that a single instance of SimpleShader object is created in the shader\_resources module and shared among all Renderables. You can now asynchronously load the GLSL shader files before the creation of the SimpleShader object.

1. Edit shader\_resources.js and import functionality from the text and resource\_map modules.

import \* as text from "../resources/text.js";

import \* as map from "./resource\_map.js";

1. Replace the content of the init() function. Define a JavaScript promise, loadPromise, to load the two GLSL shader files asynchronously, and when the loading is completed, trigger the calling of the createShaders() function. Store the loadPromise in the mOutstandingPromises array of the resource\_map by calling the map.pushPromise() function.

function init() {

let loadPromise = new Promise(

async function(resolve) {

await Promise.all([

text.load(kSimpleFS),

text.load(kSimpleVS)

]);

resolve();

}).then(

function resolve() { createShaders(); }

);

map.pushPromise(loadPromise);

}

Notice that after the shader\_resources init() function, the loading of the two GLSL shader files would have begun. At that point, it is not guaranteed that the loading operations are completed and the SimpleShader object may not have been created. However, the promise that is based on the completion of these operations is stored in the resource\_map mOutstandingPromises array. For this reason, it is guaranteed that these operations must have completed by the end of the resource\_map waitOnPromises() function.

#### Modify SimpleShader to Retrieve the Shader Files

With the understanding that the GLSL shader files are already loaded, the changes to the SimpleShader object are straightforward. Instead of synchronously loading the shader files in the loadAndCompileShader() function, the contents to these files can simply be retrieved via the text resource.

1. Edit the simple\_shader.js file and add an import from the text module for retrieving the content of the GLSL shaders.

import \* as text from "./resources/text.js";

1. Since no loading operations are required, you should change the loadAndCompileShader() function name to simply compileShader() and replace the file-loading commands by text resource retrievals. Notice that the synchronous loading operations are replaced by a single call to text.get() to retrieve the file content based on the filePath or the unique resource name for the shader file.

function compileShader(filePath, shaderType) {

let shaderSource = null, compiledShader = null;

let gl = glSys.get();

// Step A: Access the shader textfile

shaderSource = text.get(filePath);

if (shaderSource === null) {

throw new Error("WARNING:" + filePath + " not loaded!");

return null;

}

… identical to previous code …

}

1. Remember that in the SimpleShader constructor, the calls to loadAndCompileShader() functions should be replaced by the newly modified compileShader() functions, as follows:

constructor(vertexShaderPath, fragmentShaderPath) {

… identical to previous code …

// Step A: load and compile vertex and fragment shaders

this.mVertexShader = compileShader(vertexShaderPath, gl.VERTEX\_SHADER);

this.mFragmentShader = compileShader(fragmentShaderPath, gl.FRAGMENT\_SHADER);

… identical to previous code …

}

#### Wait for Asynchronous Loading to Complete

With outstanding loading operations and incomplete shader creation, a client’s game cannot be initialized because without SimpleShader, Renderable objects cannot be properly created. For this reason, the game engine must wait for all outstanding promises to be fulfilled before proceeding to initialize the client’s game. Recall that client’s game initialization is performed in the game loop start() function, right before the beginning of the first loop iteration.

1. Edit the loop.js file and import from the resource\_map module.

import \* as map from "./resource\_map.js";

1. Modify the start() function to be an async function such that it is now possible to issue await and hold the execution by calling map.waitOnPromises() to wait for the fulfilment of all outstanding promises.

async function start(scene) {

if (mLoopRunning) {

throw new Error("loop already running")

}

// Wait for any async requests before game-load

await map.waitOnPromises();

mCurrentScene = scene;

mCurrentScene.init();

mPrevTime = performance.now();

mLagTime = 0.0;

mLoopRunning = true;

mFrameID = requestAnimationFrame(loopOnce);

}

### Test the Asynchronous Shader Loading

You can now run the project with shaders being loaded asynchronously. Though the output and interaction experience are identical to the previous project, you now have a game engine that is much better equipped to manage the loading and accessing of external resources.

The rest of this chapter further develops and formalizes the interface between the client, MyGame, and the rest of the game engine. The goal is to define the interface to the client such that multiple game level instances can be created and interchanged during runtime. With this new interface, you will be able to define what a game level is and allow the game engine to load any level in any order.

# Game Level from a Scene File

The operations involved in initiating a game level from a scene file can assist in the derivation and refinement of the formal interface between the game engine and its client. With a game level defined in a scene file, the game engine must first initiate asynchronous loading, wait for the load completion, and then initialize the client for the game loop. These steps present a complete functional interface between the game engine and the client. By examining and deriving the proper support for these steps, the interface between the game engine and its client can be refined.

## The Scene File Project

This project uses the loading of a scene file as the vehicle to examine the necessary public methods for a typical game level. You can see an example of this project running in Figure 4-4. This project appears and interacts identically to the previous project with the only difference being that the scene definition is asynchronously loaded from a file. The source code to this project is defined in the chapter4/4.4.scene\_file folder.
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Figure 4-4. Running the Scene File project

The controls of the project are identical to the previous project, as follows:

* Right-arrow key: Moves the white square towards the right and wraps it to the left of the game window
* Up-arrow key: Rotates the white square
* Down-arrow key: Increases the size of the red square and then resets the size at a threshold

The goals of the project are as follows:

* To introduce the protocol for supporting asynchronous loading of the resources of a game
* To develop the proper game engine support for the protocol
* To identify and define the public interface methods for a general game level

While the parsing and loading process of a scene file is interesting to a game engine designer, the client should never need to concern themselves with these details. This project aims at developing a well-defined interface between the engine and the client. This interface will hide the complexity of the engine internal core from the client and thus avoid situations such as requiring access to the loop module from MyGame in the first project of this chapter.

### The Scene File

Instead of hard-coding the creation of all objects to a game in the init() function, the information can be encoded in a file, and the file can be loaded and parsed during runtime. The advantage of such encoding in an external file is the flexibility to modify a scene without the need to change the game source code, while the disadvantages are the complexity and time required for loading and parsing. In general, the importance of flexibility dictates that most game engines support the loading of game scenes from a file.

Objects in a game scene can be defined in many ways. The key decision factors are that the format can properly describe the game objects and be easily parsed. Extensible Markup Language (XML) is well-suited to serve as the encoding scheme for scene files.

### Define an XML Resource Module

In order to support an XML-encoded scene file, you first need to expand the engine to support the asynchronous loading of an XML file resource. Similar to the text resource module, an XML resource module should also be based on the resource\_map: store the loaded XML content in mMap of the resource\_map, and define the specifics for decoding and parsing for the calling of the loadDecodeParse() function of the resource\_map.

1. Define a new file in the src/engine/resources folder and name it xml.js. Edit this file and import the core resource management functionality from the resource\_map.

"use strict"

import \* as map from "../core/resource\_map.js";

// functions from resource\_map

let unload = map.unload;

let has = map.has;

let get = map.get;

1. Instantiate an XML DOMParser, define the decode and parsing functions, and call the loadDecodeParse() function of the resource\_map with the corresponding parameters to initiate the loading of the XML file.

let mParser = new DOMParser();

function decodeXML(data) {

return data.text();

}

function parseXML(text) {

return mParser.parseFromString(text, "text/xml");

}

function load(path) {

return map.loadDecodeParse(path, decodeXML, parseXML);

}

1. Remember to export the defined functionality.

export {has, get, load, unload}

1. Lastly, remember to export the defined functionality for the client in the index.js.

import \* as xml from "./resources/xml.js";

… identical to previous code …

export default {

// resource support

text, xml,

… identical to previous code …

}

The newly defined xml module can be conveniently accessed by the client and used in a similar fashion as the text module in loading external XML-encoded text files.

**Note** The JavaScript DOMParser provides the ability to parse XML or HTML text strings.

### Modify the Engine to Integrate Client Resource Loading

The scene file is an external resource that is being loaded by the client. With asynchronous operations, the game engine must stop and wait for the completion of the load process before it can initialize the game. This is because the game initialization will likely require the loaded resources.

#### Coordinate Client Load and Engine Wait in the Loop Module

Since all resource loading and storage are based on the same resource\_map, the client issuing of the load requests and the engine waiting for the load completions can be coordinated in the loop.start() function as follows.

async function start(scene) {

if (mLoopRunning) {

throw new Error("loop already running")

}

mCurrentScene = scene;

mCurrentScene.load();

// Wait for any async requests before game-load

await map.waitOnPromises();

mCurrentScene.init();

mPrevTime = performance.now();

mLagTime = 0.0;

mLoopRunning = true;

mFrameID = requestAnimationFrame(loopOnce);

}

Note that this function is exactly two lines different from the previous project—mCurrentScene is assigned a reference to the parameter, and, the client’s load() function is called before the engine waits for the completion of all asynchronous loading operations.

Derive a Public Interface for the Client

Though slightly involved, the details of XML-parsing specifics are less important than the fact that XML files can now be loaded. It is now possible to use the asynchronous loading of an external resource to examine the required public methods for interfacing a game level to the game engine.

#### Public Methods of MyGame

While the game engine is designed to facilitate the building of games, the actual state of a game is specific to each individual client. In general, there is no way for the engine to anticipate the required operations to initialize, update, or draw any particular game. For this reason, such operations are defined to be part of the public interface between the game engine and the client. At this point, it is established that MyGame should define the following:

* constructor(): For declaring variables and defining constants
* init(): For instantiating the variables and setting up the game scene, This is called from the loop.start() function before the first iteration of the game loop.
* draw()/update(): For interfacing to the game loop with these two functions being called continuously from within the core of the game loop, in the loop.loopOnce() function.

With the requirement of loading a scene file, or any external resources, two additional public methods should be defined.

* load(): For initiating the asynchronous loading of external resources, in this case, the scene file. This is called from the loop.start() function before the engine waits for the completion of all asynchronous loading operations.
* unload(): For unloading of external resources when the game has ended. Currently the engine does not attempt to free up resources. This will be rectified in the next project.

### Implement the Client

You are now ready to create an XML-encoded scene file to test external resource loading by the client, and, to interface to the client with game engine based on the described public methods.

#### Define a Scene File

Define a simple scene file to capture the game state from the previous project.

1. Create a new folder at the same level as the src folder and name it assets. This is the folder where all external resources, or assets, of a game will be stored including the scene files, audio clips, texture images, and fonts.

**Tip** It is important to differentiate between the src/engine/resources folder that is created for organizing game engine source code files and the assets folder that you just created for storing client resources. Although GLSL shaders are also loaded at runtime, they are considered as source code and will continue to be stored in the src/glsl\_shaders folder.

1. Create a new file in the assets folder and name it scene.xml. This file will store the client’s game scene. Add the following content. The listed XML content describes the same scene as defined in the init() functions from the previous MyGame class.

<MyGameLevel>

<!-- \*\*\* be careful!! comma (,) is not a supported syntax!! -->

<!-- make sure there are no comma in between attributes -->

<!-- e.g., do NOT do: PosX="20", PosY="30" -->

<!-- notice the "comma" between PosX and PosY: Syntax error! -->

<!-- cameras -->

<!-- Viewport: x, y, w, h -->

<Camera CenterX="20" CenterY="60" Width="20"

Viewport="20 40 600 300"

BgColor="0.8 0.8 0.8 1.0"

/>

<!-- Squares Rotation is in degree -->

<Square PosX="20" PosY="60" Width="5" Height="5" Rotation="30" Color="1 1 1 1" />

<Square PosX="20" PosY="60" Width="2" Height="2" Rotation="0" Color="1 0 0 1" />

</MyGameLevel>

**Tip** The JavaScript XML parser does not support delimiting attributes with commas.

#### Parse the Scene File

A specific parser for the listed XML scene file must be defined to extract the scene information. Since the scene file is specific to a game, the parser should also be specific to the game and be created within the my\_game folder.

1. Create a new folder in the src/my\_game folder and name it util. Add a new file in the util folder and name it scene\_file\_parser.js. This file will contain the specific parsing logic to decode the listed scene file.
2. Define a new class, name it SceneFileParser, and add a constructor with code as follows:

import engine from "../../engine/index.js";

class SceneFileParser {

constructor (xml) {

this.xml = xml

}

… implementation to follow …

}

Note that the xml parameter is the actual content of the loaded XLM file.

**Note** The following XML parsing is based on JavaScript XML API. Please refer to http://www.w3schools.com/dom for more details.

1. Add a function to the SceneFileParser to parse the details of the Camera from the xml file you created.

parseCamera() {

let camElm = getElm(this.xml, "Camera");

let cx = Number(camElm[0].getAttribute("CenterX"));

let cy = Number(camElm[0].getAttribute("CenterY"));

let w = Number(camElm[0].getAttribute("Width"));

let viewport = camElm[0].getAttribute("Viewport").split(" ");

let bgColor = camElm[0].getAttribute("BgColor").split(" ");

// make sure viewport and color are number

let j;

for (j = 0; j < 4; j++) {

bgColor[j] = Number(bgColor[j]);

viewport[j] = Number(viewport[j]);

}

let cam = new engine.Camera(

vec2.fromValues(cx, cy), // position of the camera

w, // width of camera

viewport // viewport (orgX, orgY, width, height)

);

cam.setBackgroundColor(bgColor);

return cam;

}

The camera parser finds a camera element and constructs a Camera object with the retrieved information. Notice that the viewport and background color are arrays of four numbers. These are input as strings of four numbers delimited by spaces. Strings can be split into arrays, which is the case here with the space delimiter. The JavaScript Number() function ensures that all strings are converted into numbers.

1. Add a function to the SceneFileParser to parse the details of the squares from the xml file you created.

parseSquares(sqSet) {

let elm = getElm(this.xml, "Square");

let i, j, x, y, w, h, r, c, sq;

for (i = 0; i < elm.length; i++) {

x = Number(elm.item(i).attributes.getNamedItem("PosX").value);

y = Number(elm.item(i).attributes.getNamedItem("PosY").value);

w = Number(elm.item(i).attributes.getNamedItem("Width").value);

h = Number(elm.item(i).attributes.getNamedItem("Height").value);

r = Number(elm.item(i).attributes.getNamedItem("Rotation").value);

c = elm.item(i).attributes.getNamedItem("Color").value.split(" ");

sq = new engine.Renderable();

// make sure color array contains numbers

for (j = 0; j < 4; j++) {

c[j] = Number(c[j]);

}

sq.setColor(c);

sq.getXform().setPosition(x, y);

sq.getXform().setRotationInDegree(r); // In Degree

sq.getXform().setSize(w, h);

sqSet.push(sq);

}

}

This function parses the XML file to create Renderable objects to be placed in the array that is passed in as a parameter.

1. Add a function outside the SceneFileParser to parse for contents of an XML element.

function getElm(xmlContent, tagElm) {

let theElm = xmlContent.getElementsByTagName(tagElm);

if (theElm.length === 0) {

console.error("Warning: Level element:[" + tagElm + "]: is not found!");

}

return theElm;

}

1. Finally, export the SceneFileParser.

export default SceneFileParser;

#### Implement MyGame

The implementations of the described public functions for this project are as follows:

1. Edit my\_game.js file and import the SceneFileParser.

import SceneFileParser from "./util/scene\_file\_parser.js";

1. Modify the MyGame constructor to define the scene file path, the array mSqSet for storing the Renderable objects, and the camera.

constructor() {

// scene file name

this.mSceneFile = "assets/scene.xml";

// all squares

this.mSqSet = []; // these are the Renderable objects

// The camera to view the scene

this.mCamera = null;

}

1. Change the init() function to create objects based on the scene parser. Note the retrieval of the XML file content via the engine.xml.get() function where the file path to the scene file is used as the key.

init() {

let sceneParser = new SceneFileParser(engine.xml.get(this.mSceneFile));

// Step A: Read in the camera

this.mCamera = sceneParser.parseCamera();

// Step B: Read all the squares

sceneParser.parseSquares(this.mSqSet);

}

1. The draw and update functions are similar to the previous examples with the exception of referencing the corresponding array elements.

draw() {

// Step A: clear the canvas

engine.clearCanvas([0.9, 0.9, 0.9, 1.0]);

this.mCamera.setViewAndCameraMatrix();

// Step B: draw all the squares

let i;

for (i = 0; i < this.mSqSet.length; i++)

this.mSqSet[i].draw(this.mCamera);

}

update() {

// For this very simple game, let's move the white square and pulse the red

let xform = this.mSqSet[0].getXform();

let deltaX = 0.05;

// Step A: test for white square movement

… identical to previous code …

xform = this.mSqSet[1].getXform();

// Step C: test for pulsing the red square

… identical to previous code …

}

1. Lastly, define the functions to load and unload the scene file.

load() {

engine.xml.load(this.mSceneFile);

}

unload() {

// unload the scene flie and loaded resources

engine.xml.unload(this.mSceneFile);

}

You can now run the project and see that it behaves the same as the previous two projects. While this may not seem interesting, through this project a simple and well-defined interface between the engine and the client has been derived where the complexities and details of each are hidden. Based on this interface, additional engine functionality can be introduced without the requirements of modifying any existing clients, and at the same time, complex games can be created and maintained independently from engine internals. The details of this interface will be introduced in the next project.

Before continuing, you may notice that the MyGame.unload() function is never called. This is because in this example the game loop never stopped cycling and MyGame is never unloaded. This issue will be addressed in the next project.

# Scene Object: Client Interface to the Game Engine

At this point, in your game engine, the following is happening:

* The window.onload function initializes the game engine and calls the loop.start() function, passing in MyGame as a parameter.
* The loop.start() function, through the resource\_map, waits for the completion of all asynchronous loading operations before it calls to initialize MyGame and starts the actual game loop cycle.

From this discussion, it is interesting to recognize that any object with the appropriately defined public methods can replace the MyGame object. Effectively, at any point, it is possible to call the loop.start() function to initiate the loading of a new scene. This section expands on this idea by introducing the Scene object for interfacing the game engine with its clients.

## The Scene Objects Project

This project defines the Scene object as an abstract superclass for interfacing with your game engine. From this project on, all client code must be encapsulated in subclasses of the abstract Scene class, and the game engine will be able to interact with these classes in a coherent and well-defined manner. You can see an example of this project running in Figure 4-5. The source code to this project is defined in the chapter4/4.5.scene\_objects folder.

![](data:image/png;base64,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)

Figure 4-5. Running the Scene Objects project with both scenes

There are two distinct levels in this project: the MyGame level with a blue rectangle drawn above a red square over a gray background; and the BlueLevel level with a red rectangle drawn above a rotated white square over a dark blue background. For simplicity, the controls for both levels are the same.

* *Left/right-arrow key*: Move the front rectangle left and right
* *Q key:* Quits the game

Notice that on each level, moving the front rectangle towards the left to touch the left boundary will cause the loading of the other level. The MyGame level will cause BlueLevel to be loaded, and BlueLevel will cause the MyGame level to be loaded.

The goals of the project are as follows:

* To define the abstract Scene class to interface to the game engine
* To experience game engine support for scene transitions
* To create scene-specific loading and unloading support

### The Abstract Scene Class

Based on the experience from the previous project, an abstract Scene class for encapsulating the interface to the game engine must at the very least define these functions: init(), draw(), update(), load(), and unload(). Missing from this list are the support for level transitions to start, advance to the next level and, if desired, to stop the game.

1. Create a new JavaScript file in the src/engine folder and name it scene.js, import from the loop module and the engine access file index.js. These two modules are required because the Scene object must start and end the game loop when the game level begins and ends, and, the engine must be cleaned up if a level should decide to terminate the game.­

import \* as loop from "./core/loop.js";

import engine from "./index.js";

**Note** The game loop must not be running before a Scene has begun. This is because the required resources must be properly loaded before the update() function of the Scene can be called from the running game loop. Similarly, unloading of a level can only be performed after a game loop has stopped running.

1. Define JavaScript Error objects for warning the client in case of misuse.

const kAbstractClassError = new Error("Abstract Class")

const kAbstractMethodError = new Error("Abstract Method")

1. Create a new class named Scene and export it.

class Scene { … implementation to follow … }

export default Scene;

1. Implement the constructor to ensure only subclasses of the Scene class are instantiated.

constructor() {

if (this.constructor === Scene) {

throw kAbstractClassError

}

}

1. Define scene transition functions: start(), next(), and stop(). The start() function is an async function because it is responsible for starting the game loop, which in turn is waiting for all the asynchronous loading to complete. Both the next() and the stop() functions stop the game loop and calls the unload() function to unload the loaded resources. The difference is that the next() function is expected to be overwritten and called from a subclass where after unloading the current scene, the subclass can proceed to advance to the next level. After unloading, the stop() function assumes the game has terminated and proceeds to clean up the game engine.

async start() {

await loop.start(this);

}

next() {

loop.stop();

this.unload();

}

stop() {

loop.stop();

this.unload();

engine.cleanUp();

}

1. Define the rest of the derived interface functions. Notice that the Scene class is an abstract class because all of the interface functions are empty. While a subclass can choose to only implement a selective subset of the interface functions, the draw() and update() functions are not optional because together they form the central core of a level.

init() { /\* to initialize the level (called from loop.start()) \*/ }

load() { /\* to load necessary resources \*/ }

unload() { /\* unload all resources \*/ }

// draw/update must be over-written by subclass

draw() { throw kAbstractMethodError; }

update() { throw kAbstractMethodError; }

Together these functions present a protocol to interface with the game engine. It is expected that subclasses will override these functions to implement the actual game behaviors.

**Note** JavaScript does not support abstract classes. The language does not prevent a game programmer from instantiating a Scene object, however, the created instance will be completely useless and the error message will provide them with a proper warning.

Modify Game Engine to Support the Scene Object

The game engine must be modified in two important ways. First, the game engine access file, index.js, must be modified to export the newly introduced symbols to the client as is done with all new functionality. Second, the Scene.stop() function introduces the possibility of stopping the game and handles the cleanup and resource deallocation required.

#### Export the Scene Class to the Client

Edit the index.js file to import from scene.js and export Scene for the client.

… identical to previous code …

import Scene from "./scene.js";

… identical to previous code …

export default {

… identical to previous code …

Camera, Scene, Transform, Renderable,

… identical to previous code …

}

#### Implement Engine Cleanup Support

It is important to release the allocated resources when the game engine shuts down. The cleanup process is rather involved and occurs in the reverse order of system component initialization.

1. Edit **index.js** once again, this time to implement support for game engine cleanup. Import from the loop module, then define and export the cleanup() function.

… identical to previous code …

import \* as loop from "./core/loop.js";

… identical to previous code …

function cleanUp() {

loop.cleanUp();

input.cleanUp();

shaderResources.cleanUp();

vertexBuffer.cleanUp();

glSys.cleanUp();

}

… identical to previous code …

export default {

… identical to previous code …

init, cleanUp, clearCanvas

… identical to previous code …

}

**Note** Similar to other core engine internal components, such as gl, or vertex\_buffer, loop should not be accessed by the client. For this reason, loop module is imported but not exported by index.js. Imported such that game loop cleanup can be invoked, not exported, such that the client can be shielded from irrelevant complexity within the engine.

Notice that none of the components have defined their corresponding cleanup functions. You will now remedy this. In each of the following cases, make sure to remember to export the newly defined cleanup() function when appropriate.

1. Edit loop.js to define, and export a cleanUp(), function to stop the game loop and unload the currently active scene.

… identical to previous code …

function cleanUp() {

if (mLoopRunning) {

stop();

// unload all resources

mCurrentScene.unload();

mCurrentScene = null;

}

}

export {start, stop, cleanUp}

1. Edit input.js to define and export a cleanUp() function. For now, no specific resources need to be released.

… identical to previous code …

function cleanUp() {} // nothing to do for now

export {keys, init, cleanUp,

… identical to previous code …

1. Edit shader\_resources.js to define and export a cleanUp() function to clean up the created shader and unload its source code.

… identical to previous code …

function cleanUp() {

mConstColorShader.cleanUp();

text.unload(kSimpleVS);

text.unload(kSimpleFS);

}

export {init, cleanUp, getConstColorShader}

1. Edit simple\_shader.js to define the cleanUp() function for the SimpleShader class to release the allocated WebGL resources.

cleanUp() {

let gl = glSys.get();

gl.detachShader(this.mCompiledShader, this.mVertexShader);

gl.detachShader(this.mCompiledShader, this.mFragmentShader);

gl.deleteShader(this.mVertexShader);

gl.deleteShader(this.mFragmentShader);

gl.deleteProgram(this.mCompiledShader);

}

1. Edit vertex\_buffer.js to define and export a cleanUp() function to delete the allocated buffer memory.

… identical to previous code …

function cleanUp() {

if (mGLVertexBuffer !== null) {

glSys.get().deleteBuffer(mGLVertexBuffer);

mGLVertexBuffer = null;

}

}

export {init, get, cleanUp}

1. Lastly, edit gl.js to define and export a cleanUp() function to inform the player that the engine is now shut down.

… identical to previous code …

function cleanUp() {

if ((mGL == null) || (mCanvas == null))

throw new Error("Engine cleanup: system is not initialized.");

mGL = null;

// let the user know

mCanvas.style.position = "fixed";

mCanvas.style.backgroundColor = "rgba(200, 200, 200, 0.5)";

mCanvas = null;

document.body.innerHTML += "<br><br><h1>End of Game</h1><h1>GL System Shut Down</h1>";

}

export {init, get, cleanUp}

### Test the Scene Class Interface to the Game Engine

With the abstract Scene object definition and the resource management modifications to the game engine core components, it is now possible to stop an existing scene and load a new scene at will. This section cycles between two subclasses of the Scene object, MyGame and BlueLevel to illustrate the loading and unloading of scenes.

For simplicity, the two test scenes are almost identical to the MyGame scene from the previous project. In this project, MyGame explicitly defines the scene in the init() function, while the BlueScene, in a manner identical to the case in the previous project, loads the scene content from the blue\_level.xml file located in the assets folder. The content and the parsing of the XML scene file are identical to those from the previous project and thus will not be repeated.

#### The MyGame Scene

As mentioned, this scene defines in the init() function the identical content found in the scene file from the previous project. In the following section, take note of the definition and calls to next() and stop() functions.

1. Edit my\_game.js to import from index.js and the newly defined blue\_level.js. Note that with Scene class support, you no longer need to import from the loop module.

import engine from "../engine/index.js";

import BlueLevel from "./blue\_level.js";

1. Define MyGame to be a subclass of the engine Scene class, and remember to export MyGame.

class MyGame extends engine.Scene {

… implementation to follow …

}

export default MyGame;

**Note** The JavaScript extends keyword defines the parent/child relationship.

1. Define the constructor(), init(), and draw() functions. Note that the scene content defined in the init() function, with the exception of the camera background color, is identical to that of the previous project.

constructor() {

super();

// The camera to view the scene

this.mCamera = null;

// the hero and the support objects

this.mHero = null;

this.mSupport = null;

}

init() {

// Step A: set up the cameras

this.mCamera = new engine.Camera(

vec2.fromValues(20, 60), // position of the camera

20, // width of camera

[20, 40, 600, 300] // viewport (orgX, orgY, width, height)

);

this.mCamera.setBackgroundColor([0.8, 0.8, 0.8, 1]);

// Step B: Create the support object in red

this.mSupport = new engine.Renderable();

this.mSupport.setColor([0.8, 0.2, 0.2, 1]);

this.mSupport.getXform().setPosition(20, 60);

this.mSupport.getXform().setSize(5, 5);

// Setp C: Create the hero object in blue

this.mHero = new engine.Renderable();

this.mHero.setColor([0, 0, 1, 1]);

this.mHero.getXform().setPosition(20, 60);

this.mHero.getXform().setSize(2, 3);

}

draw() {

// Step A: clear the canvas

engine.clearCanvas([0.9, 0.9, 0.9, 1.0]);

// Step B: Activate the drawing Camera

this.mCamera.setViewAndCameraMatrix();

// Step C: draw everything

this.mSupport.draw(this.mCamera);

this.mHero.draw(this.mCamera);

}

1. Define the update() function, take note of the this.next() call when the mHero object crosses the x=11 boundary from the right, and the this.stop() call when the Q key is pressed.

update() {

// let's only allow the movement of hero,

// and if hero moves too far off, this level ends, we will

// load the next level

let deltaX = 0.05;

let xform = this.mHero.getXform();

// Support hero movements

if (engine.input.isKeyPressed(engine.input.keys.Right)) {

xform.incXPosBy(deltaX);

if (xform.getXPos() > 30) { // this is the right-bound of the window

xform.setPosition(12, 60);

}

}

if (engine.input.isKeyPressed(engine.input.keys.Left)) {

xform.incXPosBy(-deltaX);

if (xform.getXPos() < 11) { // this is the left-bound of the window

this.next();

}

}

if (engine.input.isKeyPressed(engine.input.keys.Q))

this.stop(); // Quit the game

}

1. Define the next() function to transition to the BlueLevel scene.

next() {

super.next(); // this must be called!

// next scene to run

let nextLevel = new BlueLevel(); // next level to be loaded

nextLevel.start();

}

**Note** The super.next() call, where the super class can stop the game loop and cause the unloading of this scene, is necessary and absolutely critical in causing the scene transition.

1. Lastly, modify the window.onload() function to replace access to the loop module with a client-friendly myGame.start() function.

window.onload = function () {

engine.init("GLCanvas");

let myGame = new MyGame();

myGame.start();

}

#### The BlueLevel Scene

The BlueLevel scene is almost identical to the MyGame object from the previous project with the exception of supporting the new Scene class and scene transition.

1. Create and edit blue\_level.js file in the my\_game folder to import from the engine index.js, MyGame, and SceneFileParser. Define and export BlueLevel to be a subclass of the engine.Scene class.

// Engine Core stuff

import engine from "../engine/index.js";

// Local stuff

import MyGame from "./my\_game.js";

import SceneFileParser from "./util/scene\_file\_parser.js";

class BlueLevel extends engine.Scene {

… implementation to follow …

}

export default BlueLevel

1. Define the init(), draw(), load(), and unload() functions to be identical to those in the MyGame class from the previous project.
2. Define the update() function similar to that of the MyGame scene. Once again, note the this.next() call when the object crosses the x=11 boundary from the right, and the this.stop() call when the Q key is pressed

update() {

// For this very simple game, let's move the first square

let xform = this.mSQSet[1].getXform();

let deltaX = 0.05;

/// Move right and swap ovre

if (engine.input.isKeyPressed(engine.input.keys.Right)) {

xform.incXPosBy(deltaX);

if (xform.getXPos() > 30) { // this is the right-bound of the window

xform.setPosition(12, 60);

}

}

// test for white square movement

if (engine.input.isKeyPressed(engine.input.keys.Left)) {

xform.incXPosBy(-deltaX);

if (xform.getXPos() < 11) { // this is the left-boundary

this.next(); // go back to my game

}

}

if (engine.input.isKeyPressed(engine.input.keys.Q))

this.stop(); // Quit the game

}

1. Lastly, define the next() function to transition to the MyGame scene. It is worth reiterating that the call to super.next() is necessary because it is critical to stop the game loop and unload the current scene before proceeding to the next scene.

next() {

super.next();

let nextLevel = new MyGame(); // load the next level

nextLevel.start();

}

You can now run the project and view the scenes unloading and loading and quit the game at any point during the interaction. Your game engine now has a well-defined interface for working with its client. This interface follows the well-defined protocol of the Scene object.

* constructor(): For declaring variables and defining constants.
* start()/stop(): For starting a scene, and stopping the game. These two methods are not meant to be overwritten by a subclass.

The following interface methods are meant to be overwritten by subclasses.

* init(): For instantiating the variables and setting up the game scene.
* load()/unload(): For initiating the asynchronous loading and unloading of external resources.
* draw()/update(): For continuously displaying the game state and receiving player input, and implementing the game logic.
* next(): For instantiating and transitioning to the next scene. Lastly, as a final reminder, it is absolutely critical for the subclass to call the super.next() to stop the game loop and unload the scene.

Any objects that define these methods can be loaded and interacted with by your game engine. You can experiment with creating other levels.

# Audio

Audio is an essential element of all video games. In general, audio effects in games fall into two categories. The first category is background audio. This includes background music or ambient effects and is often used to bring atmosphere or emotion to different portions of the game. The second category is sound effects. Sound effects are useful for all sorts of purposes, from notifying users of game actions to hearing the footfalls of your hero character. Usually, sound effects represent a specific action, triggered either by the user or by the game itself. Such sound effects are often thought of as an audio cue.

One important difference between these two types of audio is how you control them. Sound effects or cues cannot be stopped or have their volume adjusted once they have started; therefore, cues are generally short. On the other hand, background audio can be started and stopped at will. These capabilities are useful for stopping the background track completely and starting another one.

## The Audio Support Project

This project has identical MyGame and the BlueLevel scenes to the previous project. You can move the front rectangle left or right with the arrow keys, the intersection with the left boundary triggers the loading of the other scene, and the Q key quits the game. However, in this version, each scene plays background music and triggers a brief audio cue when the left/right-arrow key is pressed. Notice that the volume varies for each type of audio clip. The implementation of this project also reinforces the concept of loading and unloading of external resources and the audio clips themselves. You can see an example of this project running in Figure 4-6. The source code to this project is defined in the chapter4/4.6.audio\_support folder.
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Figure 4-6. Running the Audio Support project with both scenes

The controls of the project are as follows:

* Left/right-arrow key: Moves the front rectangle left and right to increase and decrease the volume of the background music
* Q key: Quits the game

The goals of the project are as follows:

* To add audio support to the resource management system
* To provide an interface to play audio for games

You can find the following audio files in the assets/sounds folder:

* bg\_clip.mp3
* blue\_level\_cue.wav
* my\_game\_cue.wav

Notice that the audio files are in two formats, mp3 and wav. While both are supported, audio files of these formats should be used with care. Files in .mp3 format are compressed and are suitable for storing longer durations of audio content, for example, for background music. Files in .wav format are uncompressed and should contain only very short audio snippet, for example, for storing cue effects.

### Define an Audio Resource Module

While audio and text files are completely different, from the perspective of your game engine implementation, there are two important similarities. First, both are external resources and thus will be implemented similarly as engine components in the src/engine/resources folder. Second, both involve standardized file formats with well-defined API utilities. The Web Audio API will be used for the actual retrieving and playing of sound files. Even though this API offers vast capabilities, in the interests of focusing on the rest of the game engine development, only basic supports for background audio and effect cues are discussed.

**Note** Interested readers can learn more about the Web Audio API from https://www.w3.org/TR/webaudio/.

**Note** The latest policy for some browsers, including Chrome, is that audio will not be allowed to play until first interaction from the user. This means that the context creation will result in an initial warning from Chrome that is output to the runtime browser console. The audio will only be played after user input (e.g., mouse click, or keyboard events).

1. In the src/engine/resources folder, create a new file and name it audio.js. This file will implement the module for the audio component. This component must support two types of functionality: loading and unloading of audio files, and, playing and controlling of the content of audio file for the game developer.
2. The loading and unloading are similar to the implementations of text and xml modules where the core resource management functionality is imported from resource\_map.

"use strict";

import \* as map from "../core/resource\_map.js";

// functions from resource\_map

let unload = map.unload;

let has = map.has;

1. Define the decode and parsing functions, and call the resource\_map loadDecodeParse() function to load an audio file. Notice that with the support from resource\_map and the rest of the engine infrastructure, loading and unloading of external resources has become straightforward.

function decodeResource(data) { return data.arrayBuffer(); }

function parseResource(data) { return mAudioContext.decodeAudioData(data); }

function load(path) {

return map.loadDecodeParse(path, decodeResource, parseResource);

}

1. With the loading functionality completed, you can now define the audio control and manipulation functions. Declare variables to maintain references to the Web Audio context, background music, and to control volumes.

let mAudioContext = null;

let mBackgroundAudio = null;

// volume control support

let mBackgroundGain = null; // background volume

let mCueGain = null; // cue/special effects volume

let mMasterGain = null; // overall/master volume

let kDefaultInitGain = 0.1;

1. Define the init() function to create and store a reference to the Web Audio context in mAudioContext, and initialize the audio volume gain controls for the background, cue, and a master that affects both. In all cases, volume gain of a 0 corresponds to no audio and 1 means maximum loudness.

function init() {

try {

let AudioContext = window.AudioContext || window.webkitAudioContext;

mAudioContext = new AudioContext();

// connect Master volume control

mMasterGain = mAudioContext.createGain();

mMasterGain.connect(mAudioContext.destination);

// set default Master volume

mMasterGain.gain.value = kDefaultInitGain;

// connect Background volume control

mBackgroundGain = mAudioContext.createGain();

mBackgroundGain.connect(mMasterGain);

// set default Background volume

mBackgroundGain.gain.value = 1.0;

// connect Cuevolume control

mCueGain = mAudioContext.createGain();

mCueGain.connect(mMasterGain);

// set default Cue volume

mCueGain.gain.value = 1.0;

} catch (e) {

throw new Error("Web Audio is not supported. Engine initialization failed.");

}

}

1. Define the playCue() function to play the entire duration of an audio clip with proper volume control. This function uses the audio file path as a resource name to find the loaded asset from the resource\_map and then invokes the Web Audio API to play the audio clip. Notice that no reference to the source variable is kept, and thus once started, there is no way to stop the corresponding audio clip. A game should call this function to play short snippets of audio clips as cues.

function playCue(path, volume) {

let source = mAudioContext.createBufferSource();

source.buffer = map.get(path);

source.start(0);

// volume support for cue

source.connect(mCueGain);

mCueGain.gain.value = volume;

}

1. Define the functionality to play, stop, query, and control the volume of the background music. In this case, the mBackgroundAudio variable keeps a reference to the currently playing audio, and thus it is possible to stop the clip or change its volume.

function playBackground(path, volume) {

if (has(path)) {

stopBackground();

mBackgroundAudio = mAudioContext.createBufferSource();

mBackgroundAudio.buffer = map.get(path);

mBackgroundAudio.loop = true;

mBackgroundAudio.start(0);

// connect volume accordingly

mBackgroundAudio.connect(mBackgroundGain);

setBackgroundVolume(volume);

}

}

function stopBackground() {

if (mBackgroundAudio !== null) {

mBackgroundAudio.stop(0);

mBackgroundAudio = null;

}

}

function isBackgroundPlaying() {

return (mBackgroundAudio !== null);

}

function setBackgroundVolume(volume) {

if (mBackgroundGain !== null) {

mBackgroundGain.gain.value = volume;

}

}

function incBackgroundVolume(increment) {

if (mBackgroundGain !== null) {

mBackgroundGain.gain.value += increment;

// need this since volume increases when negative

if (mBackgroundGain.gain.value < 0) {

setBackgroundVolume(0);

}

}

}

1. Define functions for controlling the master volume, which adjusts the volume of both the cue and the background music.

function setMasterVolume(volume) {

if (mMasterGain !== null) {

mMasterGain.gain.value = volume;

}

}

function incMasterVolume(increment) {

if (mMasterGain !== null) {

mMasterGain.gain.value += increment;

// need this since volume increases when negative

if (mMasterGain.gain.value < 0) {

mMasterGain.gain.value = 0;

}

}

}

1. Define a cleanUp() function to release the allocated HTML5 resources.

function cleanUp() {

mAudioContext.close();

mAudioContext = null;

}

1. Remember to export the functions from this module.

export {init, cleanUp,

has, load, unload,

playCue,

playBackground, stopBackground, isBackgroundPlaying,

setBackgroundVolume, incBackgroundVolume,

setMasterVolume, incMasterVolume

}

### Export the Audio Module to the Client

Edit the index.js file to import from audio.js, initialize and cleanup the module accordingly, and to export to the client.

… identical to previous code …

import \* as aduio from "./resources/audio.js";

… identical to previous code …

function init(htmlCanvasID) {

glSys.init(htmlCanvasID);

vertexBuffer.init();

shaderResources.init();

input.init();

audio.init();

}

function cleanUp() {

loop.cleanUp();

audio.cleanUp();

input.cleanUp();

shaderResources.cleanUp();

vertexBuffer.cleanUp();

glSys.cleanUp();

}

… identical to previous code …

export default {

// resource support

audio, text, xml

… identical to previous code …

}

### Testing the Audio Component

To test the audio component, you must copy the necessary audio files into your game project. Create a new folder in the assets folder and name it sounds. Copy the bg\_clip.mp3, blue\_level\_cue.wav, and my\_game\_cue.wav files into the sounds folder. You will now need to update the MyGame and BlueLevel implementations to load and use these audio resources.

#### Change MyGame.js

Update MyGame scene to load the audio clips, play background audio, and cue the player when the arrow keys are pressed.

1. Declare constant file paths to the audio files in the constructor. Recall that these file paths are used as resource names for loading, storage, and retrieval. Declaring these as constants for later reference is a good software engineering practice.

constructor() {

super();

// audio clips: supports both mp3 and wav formats

this.mBackgroundAudio = "assets/sounds/bg\_clip.mp3";

this.mCue = "assets/sounds/my\_game\_cue.wav";

… identical to previous code …

}

1. Request the loading of audio clips in the load() function, and make sure to define the corresponding unload() function. Notice that the unloading of background music is preceded by stopping the music. In general, a resource’s operations must be halted prior to its unloading.

load() {

// loads the audios

engine.audio.load(this.mBackgroundAudio);

engine.audio.load(this.mCue);

}

unload() {

// Step A: Game loop not running, unload all assets

// stop the background audio

engine.audio.stopBackground();

// unload the scene resources

engine.audio.unload(this.mBackgroundAudio);

engine.audio.unload(this.mCue);

}

1. Start the background audio at the end of the init() function.

init() {

… identical to previous code …

// now start the Background music ...

engine.audio.playBackground(this.mBackgroundAudio, 1.0);

}

1. In the update() function, cue the players when the right and left-arrow keys are pressed, and increases and decreases the volume of the background music.

update() {

… identical to previous code …

// Support hero movements

if (engine.input.isKeyPressed(engine.input.keys.Right)) {

engine.audio.playCue(this.mCue, 0.5);

engine.audio.incBackgroundVolume(0.05);

xform.incXPosBy(deltaX);

if (xform.getXPos() > 30) { // this is the right-bound of the window

xform.setPosition(12, 60);

}

}

if (engine.input.isKeyPressed(engine.input.keys.Left)) {

engine.audio.playCue(this.mCue, 1.5);

engine.audio.incBackgroundVolume(-0.05);

xform.incXPosBy(-deltaX);

if (xform.getXPos() < 11) { // this is the left-bound of the window

this.next();

}

}

… identical to previous code …

}

#### Change BlueLevel.js

The changes to the BlueLevel scene are similar to those of the MyGame scene but with a different audio cue.

1. In the BlueLevel constructor, add the following path names to the audio resources.

constructor() {

super();

// audio clips: supports both mp3 and wav formats

this.mBackgroundAudio = "assets/sounds/bg\_clip.mp3";

this.mCue = "assets/sounds/blue\_level\_cue.wav";

… identical to previous code …

}

1. Modify the load() and unload() functions for the audio clips.

load() {

engine.xml.load(this.mSceneFile);

engine.audio.load(this.mBackgroundAudio);

engine.audio.load(this.mCue);

}

unload() {

// stop the background audio

engine.audio.stopBackground();

// unload the scene flie and loaded resources

engine.xml.unload(this.mSceneFile);

engine.audio.unload(this.mBackgroundAudio);

engine.audio.unload(this.mCue);

}

1. In the same manner as MyGame, start the background audio in the init() function and cue the player when the left and right keys are pressed in the update() function. Notice that in this case, the audio cues are played with different volume settings.

init() {

… identical to previous code …

// now start the Background music ...

engine.audio.playBackground(this.mBackgroundAudio, 0.5);

}

update() {

… identical to previous code …

// Move right and swap over

if (engine.input.isKeyPressed(engine.input.keys.Right)) {

engine.audio.playCue(this.mCue, 0.5);

xform.incXPosBy(deltaX);

if (xform.getXPos() > 30) { // this is the right-bound of the window

xform.setPosition(12, 60);

}

}

// Step A: test for white square movement

if (engine.input.isKeyPressed(engine.input.keys.Left)) {

engine.audio.playCue(this.mCue, 1.0);

xform.incXPosBy(-deltaX);

if (xform.getXPos() < 11) { // this is the left-boundary

this.next(); // go back to my game

}

}

… identical to previous code …

}

You can now run the project and listen to the wonderful audio feedback. If you press and hold the arrow keys, there will be many cues repeatedly played. In fact, there are so many cues echoed that the sound effects are blurred into an annoying blast. This serves as an excellent example illustrating the importance of using audio cues with care and ensuring each individual cue is nice and short. You can try tapping the arrow keys to listen to more distinct and pleasant-sounding cues, or you can simply replace the isKeyPressed() function with the isKeyClicked() function and listen to each individual cue.

# Summary

In this chapter, you learned how several common components of a game engine come together. Starting with the ever-important game loop, you learned how it implements an input, update, and draw pattern in order to surpass human perception or trick our senses into believing that the system is continuous and running in real-time. This pattern is at the heart of any game engine. You learned how full keyboard support can be implemented with flexibility and reusability to provide the engine with a reliable input component. Furthermore, you saw how a resource manager can be implemented to load files asynchronously and how scenes can be abstracted to support scenes being loaded from a file, which can drastically reduce duplication in the code. Lastly, you learned how audio support supplies the client with an interface to load and play both ambient background audio as well as audio cues.

These components separately have little in common but together make up the core fundamentals of nearly every game. As you implement these core components into the game engine, the games that are created with the engine will not need to worry about the specifics of each component. Instead, the games programmer can focus on utilizing the functionality to hasten and streamline the development process. In the next chapter, you will learn how to create the illusion of an animation with external images.

## Game Design Considerations

In this chapter, we discussed the game loop and the technical foundation contributing to the connection between what the player does and how the game responds. If a player selects a square that’s drawn on the screen and moves it from location A to location B by using the arrow keys (for example), you’d typically want that action to appear as a smooth motion beginning as soon as the arrow key is pressed, without stutters, delays, or noticeable lag. The game loop contributes significantly to what’s known as presence in game design; presence is the player’s ability to feel as if they’re connected to the game world and responsiveness plays a key role in making players feel connected. Presence is reinforced when actions in the real world (such as pressing arrow keys) seamlessly translate to responses in the game world (such as moving objects, flipping switches, jumping, and so on); presence is compromised when actions in the real world suffer translation errors such as delays and lag.

As mentioned in Chapter 1, effective game mechanic design can begin with just a few simple elements. By the time you’ve completed the *Keyboard Support* project in this chapter, for example, many of the pieces will already be in place to begin constructing game levels: you’ve provided players with the ability to manipulate two individual elements on the screen (the red and white squares), and all that remains in order to create a basic game loop is to design a causal chain using those elements that results in a new event when completed. Imagine the *Keyboard Support* project is your game: how might you use what’s available to create a causal chain? You might choose to play with the relationship between the squares, perhaps requiring that the red square be moved completely within the white square in order to unlock the next challenge; once the player successfully placed the red square in the white square the level would complete. This basic mechanic may not be quite enough on its own to create an engaging experience, but by including just a few of the other eight elements of game design (systems design, setting, visual design, music and audio, and the like) it’s possible to turn this one basic interaction into an almost infinite number of engaging experiences and create that sense of presence for players. You’ll add more game design elements to these exercises as you continue through subsequent chapters.

The *Resource Map* and *Shader Loader* project, the *Scene File* project, and the *Scene Objects* project are designed to help you begin thinking about architecting game designs from the ground-up for maximum efficiency so that problems such as asset loading delays that detract from the player’s sense of presence are minimized. As you begin designing games with multiple stages and levels and many assets, a resource management plan becomes essential. Understanding the limits of available memory and how to smartly load and unload assets can mean the difference between a great experience and a frustrating experience.

We experience the world through our senses, and our feeling of presence in games tends to be magnified as we include additional sensory inputs. The *Audio Support* project adds basic audio to our simple state-changing exercise from the *Scene Objects* project in the form of a constant background score to provide ambient mood and includes a distinct movement sound for each of the two areas. Compare the two experiences and consider how different they feel because of the presence of sound cues; although the visual and interaction experience is identical between the two, the *Audio Support* project begins to add some emotional cues because of the beat of the background score and the individual tones the rectangle makes as it moves. Audio is a powerful enhancement to interactive experiences and can dramatically increase a player’s sense of presence in game environments, and as you continue through the chapters you’ll explore how audio contributes to game design in more detail.