Chuyên đề này trình bày các chiến lược thiết kế thuật giải như: Đệ quy, Quay lui (Backtracking), Nhánh và cận (Branch and Bound), Tham ăn (Greedy Method), Chia để trị (Divide and Conquer) vả Quy hoạch động (Dynamic Programming). Đây là các chiến lược tổng quát, nhưng mỗi phương pháp chỉ áp dụng được cho một số lớp bài toán nhất định, chứ không tồn tại một phương pháp vạn năng để thiết kế thuật toán giải quyết mọi bài toán. Các phương pháp thiết kế thuật toán trên chỉ là chiến lược, có tính định hướng tìm thuật toán. Việc áp dụng chiến lược để tìm ra thuật toán cho một bài toán cụ thể còn đòi hỏi nhiều sáng tạo. Trong chuyên đề này, ngoài phần trình bày về các phương pháp, chuyên đề còn có những ví dụ cụ thể, cùng với thuật giải và cài đặt, để có cái nhìn chi tiết từ việc thiết kế giải thuật đến xây dựng chương trình.

**Chương 1: ĐỆ QUY**

----------------------

**1. Khái niệm về đệ quy**

**1.1. Khái niệm về hình thức đệ quy**

Trong toán học và khoa học máy tính, các tính chất (hoặc cấu trúc) được gọi là đệ quy nếu trong đó một lớp các đối tượng hoặc phương pháp được xác định bằng việc xác định một số rất ít các trường hợp hoặc phương pháp đơn giản (thông thường chỉ một) và sau đó xác định quy tắc đưa các trường hợp phức tạp về các trường hợp đơn giản.

* Chẳng hạn, định nghĩa sau là định nghĩa đệ quy của tổ tiên:

Bố mẹ của một người là tổ tiên của người ấy (trường hợp cơ bản).

Bố mẹ của tổ tiên một người bất kỳ là tổ tiên của người ấy (bước đệ quy).

Các định nghĩa kiểu như vậy cũng thường thấy trong toán học (chính là quy nạp toán học)

**1.2. Khái niệm về đệ quy**

Từ những định nghĩa trên, ta có thể rút ra khái niệm cơ bản theo 2 cách:

1. Đệ quy (trong tiếng Anh là *recursion*) là phương pháp dùng trong các chương trình máy tính trong đó có một hàm tự gọi chính nó.
2. Một khái niệm X được định nghĩa theo đệ quy nếu trong định nghĩa X có sử dụng chính khái niệm X.

 ***Ví dụ:*** Sau đây là một số ví dụ điển hình về đệ quy:

1. Định nghĩa về số tự nhiên:

0 là một số tự nhiên

n là một số tự mhiên khi n-1 là 1 số tự nhiên

2. Định nghĩa về giai thừa n!:

0! = 1

Nếu n>0 thì n!=n\*(n-1)!

**1.3. Các bước để giải bài toán đệ quy**

* Thông số hóa bài toán (hiểu bài toán)
* Tìm các điều kiện biên (chặn), tìm giải thuật cho các tình huống này
* Tìm giải thuật tổng quát theo hướng đệ quy lui dần về tình huống bị chặn.

 ***Ví dụ:*** Bài toán tính giai thừa của một số tự nhiên n (tính *n*!):

* Thông số hóa bài toán: Cách tính giai thừa n!:

0! = 1

Nếu n>0 thì n!=n\*(n-1)!

* Tìm các điều kiện biên (chặn), tìm giải thuật cho các tình huống này:

if (n == 0) gt =1

* Tìm giải thuật tổng quát theo hướng đệ quy lui dần về tình huống bị chặn.

if (n > 0) gt = n\*gt(n - 1);

**2. Giải thuật đệ quy**

**2.1. Khái niệm giải thuật đệ quy**

Nếu lời giải của một bài toán T’ được thực hiện bằng lời giải của một bài toán T có dạng giống như T’, thì đó là một lời giải đệ quy Giải thuật tương ứng với lời giải như vậy gọi là giải thuật đệ quy.

Thoạt nghe thì các bạn thấy có vẻ hơi lạ nhưng điểm mấu chốt cần lưu ý là: T’ tuy có dạng giống như T, nhưng theo một nghĩa nào đó, nó phải "nhỏ" hơn T.

Trong khoa học máy tính có một phương pháp chung để giải các bài toán trong Tin học là chia bài toán thành các bài toán con đơn giản hơn cùng loại. Phương pháp này được gọi là kỹ thuật lập trình chia để trị. Chính nó là chìa khóa để thiết kế nhiều giải thuật quan trọng, là cơ sở của quy hoạch động.

**2.2. Ví dụ**

Tính giai thừa của một số tự nhiên n (tính *n*!):

if (n == 0) gt=1;

else gt = n\*gt(n - 1);

Bài toán tính n! được chia nhỏ như sau:

Ta nhận thấy rằng, để tính n! ta cần phải tính được (n-1)!, để tính được (n-1)! Thì ta phải tính được (n-2)!, … cho đến khi chúng ta sẽ gặp côngviệc tính 1!, mà 1!=1, vì thế cứ thực hiện tính ngược trở lên chúng ta sẽ tính được n!.

**3. Chương trình con đệ quy**

**3.1. Khái niệm chương trình con đệ quy**

Là một chương trình con (hàm, thủ tục) mà trong thân của nó có lời gọi đến chính nó (hay còn gọi là lời gọi đệ quy) với kích thước nhỏ hơn của tham số.

 ***Ví dụ****:* Hàm tính giai thừa của một số tự nhiên n (tính *n*!):

long gt(int n);

{

if (n == 0) gt=1;

else gt = n\*gt(n - 1);

}

**3.2. Cấu trúc chính của chương trình con đệ quy**

Một chương trình con đệ qui căn bản gồm hai phần.

* *Phần neo (phần suy biến, cơ sở):* chứa các tác động của hàm hoặc thủ tục với một số giá trị cụ thể ban đầu của tham số.
  + *Ví dụ:* if (n==0) gt = 1;
* Phần đệ quy (phần tổng quát, hạ bậc) : định nghĩa tác động cần được thực hiện cho giá trị hiện thời của các tham số bằng các tác động đã được định nghĩa trước đây với kích thước tham số nhỏ hơn.
  + *Ví dụ:* gt=n\*gt(n-1);
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**4.1. Khái niệm stack:**

Stack là một cấu trúc lưu trữ, hoạt động theo nguyên tắc sau:

* Mỗi lần nộp vào hoặc lấy ra chỉ thực hiện với một phần tử.
* Phần tử nộp vào sau sẽ được lấy ra trước.

**Stack**

**4.2. Nguyên tắc hoạt động:**

* Khi thực hiện một giải thuật đệ quy thì các bước của giải thuật đệ quy sẽ lần lượt được thực hiện tuần tự.
* Khi gặp lời gọi đệ quy thì trước khi thực hiện lời gọi đệ quy, đoạn mã lệnh chưa được thực hiện xong cùng với các đối tượng dữ liệu liên quan tại thời điểm này sẽ được lưu vào stack.
* Đến lúc nào đó không thể thực hiện lời gọi đệ quy nữa thì các đối tượng được lưu trong stack sẽ lần lượt được lấy ra để xử lý.

 ***Ví dụ:*** Trong ví dụ trên, qui trình thực hiện như sau:

* Khi có lệnh gọi hàm, chẳng hạn: x = gt(3); thì máy sẽ ghi nhớ là:

gt(3) = 3 \* gt(2); và đi tính gt(2)

* Kế tiếp máy lại ghi nhớ: gt(2)= 2\*gt(1); và đi tính gt(1)
* Theo định nghĩa của hàm thì khi gt(1)= 1; máy sẽ quay ngược lại:

gt(2)= 2 \* 1; và cho kết quả là 2

* Tiếp tục: gt(3) = 3 \* 2; cho kết quả là 6
* Như vậy kết quả cuối cùng trả về là 6. Ta có: 3! = 6.

**5. Ưu điểm và hạn chế của đệ quy**

**5.1. Ưu điểm:**

* Mô tả được một số thao tác tính toán thông qua một đoạn lệnh ngắn, làm cho chương trình ngắn gọn, dễ hiểu, lộ rõ bản chất đệ quy.
* Rất thuận tiện để giải quyết các bài toán có bản chất đệ quy.
* Hiện nay vẫn có nhiều thuật toán chưa có lời giải đệ quy.
* Nhiều giải thuật rất dễ mô tả dạng đệ quy nhưng lại rất khó mô tả với giải thuật không-đệ-quy.
* Một chương trình viết theo giải thuật có tính đệ qui sẽ mang tính "người" hơn, do đó sẽ sáng sủa, dễ hiểu, nêu bật được bản chất của vấn đề.

**5.2. Hạn chế:**

* Vừa tốn bộ nhớ, chương trình chạy chậm
* Do đệ quy lưu trữ các dữ liệu trung gian vào Stack nên nếu Lưu nhiều bộ dữ liệu lớn trên stack nên có thể gây ra hiện tượng tràn Stack

**6. Một số bài toán về đệ quy**

**Bài 1: Tính lũy thừa: an** (với n là số nguyên dương)

#include <bits/stdc++.h>

using namespace std;

long long Power(int a, int b){

if (b == 0) return 1;

return a \* Power(a, b-1);

}

int main(){

int a, b;

cin >> a >> b;

cout << Power(a, b);

return 0;

}

**Bài 2**: **Tìm số fibonaxi thứ n**

Dãy số fibonacci là dãy số được tạo bằng cách như sau:

* Hai số đầu tiên là số 1.
* Các số tiếp theo lần lượt được tạo thành từ tổng của 2 số trước nó.
* Dãy fibonacci: 1, 1, 2, 3, 5, 8, 13, 21, ...

Nhập vào một số nguyên dương n, hãy đưa ra số fibonacci thứ n. Hãy thực hiện điều đó bằng giải thuật đệ quy.

**Ví dụ:**

* Test mẫu 1:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 | 3 |

#include <bits/stdc++.h>

using namespace std;

long long fibonacci(int n)

{

if (n == 1 || n == 2) return 1;

return fibonacci(n-1) + fibonacci(n-2);

}

int main(){

int n;

cin >> n;

cout << fibonacci(n);

return 0;

}

**Bài 3**: **Tìm số đảo ngược**

Tìm số đảo ngược trong C là bài toán nhập vào một số nguyên dương n từ bàn phím. In ra số đảo ngược của số n vừa nhập. Ví dụ chúng ta nhập số 1234 thì sẽ thu về số 4321 chẳng hạn.

#include <bits/stdc++.h>

using namespace std;

/\*Hàm tìm số đảo ngược trong C\*/

void InDaoNguoc(int n)

{

if(n!=0)

{

cout<<n%10;

InDaoNguoc(n/10);

}

}

int main(){

int n;

cout << "Nhap mot so nguyen duong: ");

cin >> n;

if (n==0) {cout << "So dao nguoc: " << 0; return 0;}

else {cout << "So dao nguoc: " << InDaoNguoc(n); return 0;}

}

**Bài 4:** **Tìm ước chung lớn nhất của 2 số nguyên dương.**

Nhập vào hai số nguyên a và b. Hãy tìm ước chung lớn nhất của chúng.

(Ước chung lớn nhất của hai số nguyên là một số lớn nhất mà cả hai số đó đều chia hết).

**Ví dụ:**

* Test mẫu 1:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 10 15 | 5 |

* Với a = 10, b = 15 thì kết quả mong muốn là 5.
* Test mẫu 2:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 7 | 1 |

* Với a = 3, b = 7 thì kết quả mong muốn là 1.

#include <bits/stdc++.h>

using namespace std;

int ucln(int a, int b)

{

if (b == 0) return a;

if (a % b == 0) return b;

return ucln(b, a%b);

}

int main()

{

int a, b;

cin >> a >> b;

cout << ucln(a, b);

return 0;

}

**Bài 5: Bài toán Tháp Hà Nội:**

* ***Đề bài:*** Có 3 cái cọc, đánh dấu A, B, C, và N cái đĩa. Mỗi đĩa đều có một lỗ chính giữa để đặt xuyên qua cọc, các đĩa đều có kích thước khác nhau. Ban đầu tất cả đĩa đều được đặt ở cọc thứ nhất theo thứ tự đĩa nhỏ hơn ở trên.

Yêu cầu của bài là chuyển tất cả các đĩa từ cọc A qua cọc C với ba ràng buộc như sau:

* + 1. Mỗi lần chỉ chuyển được một đĩa.
    2. Trong quá trình chuyển đĩa có thể dùng cọc còn lại (B) để làm cọc trung gian.
    3. Chỉ cho phép đặt đĩa có bán kính nhỏ hơn lên đĩa có bán kính lớn hơn.
* ***Phân tích bài toán:***

Trong bài toán trên hình dung một lời giải tổng quát cho trường hợp tổng quát N đĩa là không dễ dàng.

Hãy bắt đầu với các trường hợp đơn giản:

* + Với N = 1: Chỉ cần chuyển đĩa này từ cọc A qua cọc C là xong.
  + Với N = 2: Để đảm bảo ràng buộc thứ hai ta bắt buộc chuyển đĩa trên cùng từ cọc A qua cọc B. Chuyển tiếp đĩa còn lại từ cọc A qua cọc C. Chuyển tiếp đĩa đang ở cọc B sang cọc C.
  + Với N = 3: Ta phải thực hiện 7 bước như sau:

|  |  |  |
| --- | --- | --- |
|  |  | **A B C** |
| **Trạng thái ban đầu**    **Bước 1: Chuyển một đĩa từ A qua C.**  **Bước 2: Chuyển một đĩa từ A qua B.**  **Bước 3: Chuyển một đĩa từ C qua B.**  **Bước 4: Chuyển một đĩa từ A qua C.**  **Bước 5: Chuyển một đĩa từ B qua A.**  **Bước 6: Chuyển một đĩa từ B qua C.**  **Bước 7: Chuyển một đĩa từ A qua C.** |  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

*\* Nhận xét:*

Ở kết quả của bước thứ ba. Đây là một kết quả quan trọng vì nó cho ta thấy từ trường hợp N=3 bài toán đã được phân chia thành hai bài toán với kích thước nhỏ hơn: đó là bài toán chuyển 1 đĩa từ cọc A qua cọc C lấy cọc B làm trung gian và bài toán chuyển 2 đĩa (dời) từ cọc B sang cọc C lấy cọc A làm trung gian. Hai bài toán con này đã biết cách giải (trường hợp N=1 và trường hợp N=2).

Nhận xét đó cho ta gợi ý trong trường hợp tổng quát:

* Bước 1: Dời (N-1) đĩa trên cùng từ cọc A sang cọc B lấy cọc C làm trung gian.
* Bước 2: Chuyển 1 đĩa dưới cùng từ cọc A sang cọc C.
* Bước 3: Dời (N-1) đĩa đang ở cọc B sang cọc C lấy cọc A làm trung gian.

Như vây, bài toán đối với N đĩa ở trên được “đệ qui” về hai bài toán (N-1) đĩa và bài toán 1 đĩa. Quá trình đệ qui sẽ dừng lại khi N=0 (không còn đĩa để dời hoặc chuyển).

 ***Cài đặt chương trình:***

#include <bits/stdc++.h>

using namespace std;

void Tower(int n , char a, char b, char c )

{

if(n==1)

{

cout<<"\t"<<a<<"------->"<<c<<endl;

return;

}

Tower(n-1,a,c,b);

Tower(1,a,b,c);

Tower(n-1,b,a,c);

}

int main()

{

char a='A', b='B', c='C';

int n;

cout<<"Nhap n: ";

cin>>n;

Tower(n,a,b,c);

return 0;

}

**Chương 2. Quay lui (Backtracking)**

Quay lui, vét cạn, thử sai, duyệt … là một số tên gọi tuy không đồng nghĩa nhưng cùng chỉ một phương pháp trong tin học: *tìm nghiệm của một bài toán bằng cách xem xét tất cả các phương án có thể*. Đối với con người phương pháp này thường là không khả thi vì số phương án cần kiểm tra lớn. Tuy nhiên đối với máy tính, nhờ tốc độ xử lí nhanh, máy tính có thể giải rất nhiều bài toán bằng phương pháp quay, lui vét cạn.

Ưu điểm của phương pháp quay lui, vét cạn là *luôn đảm bảo tìm ra nghiệm đúng, chính xác*. Tuy nhiên, hạn chế của phương pháp này là *thời gian thực thi lâu, độ phức tạp lớn*. Do đó vét cạn thường chỉ phù hợp với các bài toán có kích thước nhỏ.

**1. Phương pháp**

Trong nhiều bài toán, việc tìm nghiệm có thể quy về việc tìm vector hữu hạn (x1, x2, …, xn, … ), độ dài vector có thể xác định trước hoặc không. Vector này cần phải thoả mãn một số điều kiện tùy thuộc vào yêu cầu của bài toán. Các thành phần xi được chọn ra từ tập hữu hạn Ai.

![](data:image/png;base64,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)Tuỳ từng trường hợp mà bài toán có thể yêu cầu: tìm một nghiệm, tìm tất cả nghiệm hoặc đếm số nghiệm.

**Ví dụ:** *Bài toán 8 quân hậu.*

Cần đặt 8 quân hậu vào bàn cờ vua 8 x 8, sao cho chúng không tấn công nhau, tức là không có hai quân hậu nào cùng hàng, cùng cột hoặc cùng đường chéo.

Ví dụ: hình bên là một cách đặt hậu thoả mãn yêu cầu bài toán, các ô được tô màu là vị trí đặt hậu.

Do các quân hậu phải nằm trên các hàng khác nhau, ta đánh số các quân hậu từ 1 đến 8, quân hậu i là quân hậu nằm trên hàng thứ i (i=1,2,…,8). Gọi xi là cột mà quân hậu i đứng. Như vậy nghiệm của bài toán là vector (x1,x2,…,x8) trong đó 1 ≤ xi ≤ 8, tức là xi được chọn từ tập Ai = {1,2,…,8}. Vector (x1,x2,…,x8) là nghiệm nếu xi ≠ xj và hai ô (i, xi), (j, xj) không nằm trên cùng một đường chéo.

Ví dụ: (1,5,8,6,3,7,2,4) là một nghiệm.

Tư tưởng của phương pháp quay lui vét cạn như sau: Ta xây dựng vector nghiệm dần từng bước, bắt đầu từ vector không ( ). Thành phần đầu tiên xi được chọn ra từ tập S1 = A1. Giả sử đã chọn được các thành phần x1,x2,…,xi-1 thì từ các điều kiện của bài toán ta xác định được tập Si (các ứng cử viên có thể chọn làm thành phần xi, Si là tập con của Ai). Chọn một phần tử xi từ Si ta mở rộng nghiệm được x1,x2,…,xi. Lặp lại quá trình trên để tiếp tục mở rộng nghiệm. Nếu không thể chọn được thành phần xi+1 (Si+1 rỗng) thì ta quay lại chọn một phần tử khác của Si cho xi. Nếu không còn một phần tử nào khác của Si ta quay lại chọn một phần tử khác của Si-1 làm xi-1 và cứ thế tiếp tục. Trong quá trình mở rộng nghiệm, ta phải kiểm tra nghiệm đang xây dựng đã là nghiệm của bài toán chưa. Nếu chỉ cần tìm một nghiệm thì khi gặp nghiệm ta dừng lại. Còn nếu cần tìm tất cả các nghiệm thì quá trình chỉ dừng lại khi tất cả các khả năng lựa chọn của các thành phần của vector nghiệm đã bị vét cạn.

***Lược đồ tổng quát của thuật toán quay lui vét cạn có thể biểu diễn bởi thủ tục Backtrack sau:***

void Backtrack()

{

S1=A1; k=1;

while (k>0)

{

while (Sk <> ∅) { *Sk khác rỗng* }

{

<chọn xk thuộc Sk>;

Sk=Sk – {xk};

if ((x1,x2,…,xk)là nghiệm ) <Đưa ra nghiệm>;

k=k+1;

<Xác định Sk>;

}

k=k-1; {*quay lui* }

};

};

Trên thực tế, thuật toán quay lui vét cạn thường được dùng bằng mô hình đệ quy như sau:

void Backtrack(i); {*xây dựng thành phần thứ i* }

{

<Xác định Si>;

for (xi thuộc Si )

{

<ghi nhận thành phần thứ i>;

if (tìm thấy nghiệm) <Đưa ra nghiệm>;

else Backtrack(i+1);

<loại thành phần i>;

};

};

Khi áp dụng lược đồ tổng quát của thuật toán quay lui cho các bài toán cụ thể, có ba vấn đề quan trọng cần làm:

- Tìm cách biểu diễn nghiệm của bài toán dưới dạng một dãy các đối tượng được chọn dần từng bước (x1,x2,…,xi).

- Xác định tập Si các ứng cử viên được chọn làm thành phần thứ i của nghiệm. Chọn cách thích hợp để biểu diễn Si.

- Tìm các điều kiện để một vector đã chọn là nghiệm của bài toán.

**2. Một số ví dụ áp dụng**

**2.1. Tổ hợp**

Một tổ hợp chập k của n là một tập con k phần tử của tập n phần tử. Chẳng hạn tập {1,2,3,4} có các tổ hợp chập 2 là:

{1,2}, {1,3, {1,4, {2,3}, {2,4}, {3,4}

Vì trong tập hợp các phần tử không phân biệt thứ tự nên tập {1,2} cũng là tập {2,1}, do đó, ta coi chúng chỉ là một tổ hợp.

***Bài toán:*** Hãy xác định tất cả các tổ hợp chập k của tập n phần tử. Để đơn giản ta chỉ xét bài toán tìm các tổ hợp của tập các số nguyên từ 1 đến n. Đối với một tập hữu hạn bất kì, bằng cách đánh số thứ tự của các phần tử, ta cũng đưa được về bài toán đối với tập các số nguyên từ 1 đến n.

Nghiệm của bài toán tìm các tổ hợp chập k của n phần tử phải thoả mãn các điều kiện sau:

- Là một vector X = (x1, x2, …, xk);

- xi lấy giá trị trong tập {1,2,…,n};

- Ràng buộc: xi < xi+1 với mọi giá trị i từ 1 đến k-1(vì tập hợp không phân biệt thứ tự phần tử nên ta sắp xếp các phần tử theo thứ tự tăng dần).

Ta có: 1 ≤ x1 <x2 < …< xk ≤ n, do đó tập Si (tập các ứng cử viên được chọn làm thành phần thứ i) là từ xi-1 + 1 đến (n-k+i). Để điều này đúng cho cả trường hợp i=1, ta thêm vào x0= 0.

Sau đây là chương trình hoàn chỉnh, chương trình sử dụng mô hình đệ quy để sinh tất cả các tổ hợp k chập n.

#include <bits/stdc++.h>

#define maxN 21

using namespace std;

long x[maxN];

long n, k;

void GhiNghiem(long x[])

{

for (long i=1; i<=k; i++) {cout << x[i] << ' ';}

cout << endl;

}

void ToHop(long i)

{

for (long j=x[i-1]+1; j<=n-k+i; j++)

{

x[i] = j;

if (i==k) GhiNghiem(x);

else ToHop(i+1);

}

}

int main()

{

cout << "Nhap n, k:";

cin >> n >> k;

x[0]=0;

ToHop(1);

return 0;

}

Ví dụ về Input / Output của chương trình:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 4 2 | 1. 1 2 2. 1 3 3. 1 4 4. 2 3 5. 2 4 6. 3 4 |

Theo công thức, số lượng tổ hợp chập k=2 của n=4 là:

![](data:image/x-wmf;base64,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)

**2.2. Chỉnh hợp lặp**

Chỉnh hợp lặp chập k của n là một dãy k thành phần, mỗi thành phần là một phần tử của tập n phần tử, có xét đến thứ tự và không yêu cầu các thành phần khác nhau.

Một ví dụ dễ thấy nhất của chỉnh hợp lặp là các dãy nhị phân. Một dãy nhị phân độ dài m là một chỉnh hợp lặp chập m của tập 2 phần tử {0,1}. Các dãy nhị phân độ dài 3:

000, 001, 010, 011, 100, 101, 110, 111.

Vì có xét thứ tự nên dãy 101 và dãy 011 là 2 dãy khác nhau.

Như vậy, bài toán xác định tất cả các chỉnh hợp lặp chập k của tập n phần tử yêu cầu tìm các nghiệm như sau:

- Là một vector X=(x1,x2,…,xk)

- xi lấy giá trị trong tập {1,2,…,n}

- Không có ràng buộc nào giữa các thành phần.

Chú ý là cũng như bài toán tìm tổ hợp, ta chỉ xét đối với tập n số nguyên từ 1 đến n. Nếu phải tìm chỉnh hợp không phải là tập các số nguyên từ 1 đến n thì ta có thể đánh số các phần tử của tập đó để đưa về tập các số nguyên từ 1 đến n.

*{sử dụng một mảng x[1..n] để biểu diễn chỉnh hợp lặp.*

#include <bits/stdc++.h>

#define maxN 21

using namespace std;

long long x[maxN];

long n, k;

void GhiNghiem(long long x[])

{

for (long i=1; i<=k; i++) {cout << x[i] << ' ';}

cout << endl;

}

void ChinhHopLap(long i)

{

for (long j=1; j<=n; j++)

{

x[i] = j;

if (i==k) GhiNghiem(x);

else ChinhHopLap(i+1);

}

}

int main()

{

cout << "Nhap n, k:";

cin >> n >> k;

ChinhHopLap(1);

}

Ví dụ về Input/Output của chương trình:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 3 | 1. 1 1 1 2. 1 1 2 3. 1 2 1 4. 1 2 2 5. 2 1 1 6. 2 1 2 7. 2 2 1 8. 2 2 2 |

Theo công thức, số lượng chỉnh hợp lặp chập k=3 của n=2 là:

![](data:image/x-wmf;base64,183GmgAAAAAAACAKYAIBCQAAAABQVgEACQAAA6YCAAAEALAAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAiAKCwAAACYGDwAMAE1hdGhUeXBlAAAwABIAAAAmBg8AGgD/////AAAQAAAAwP///7X////gCQAAFQIAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAqAAQAAFAAAAEwKgACYBBQAAAAkCAAAAAgUAAAAUAlQBHQccAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///2UTCqUAAAoAyJQjAAQAAAAtAQEACQAAADIKAAAAAAEAAAAzErwBBQAAABQCAAJVBhwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////AhMKRQAACgColSMABAAAAC0BAgAEAAAA8AEBAAoAAAAyCgAAAAACAAAAMjjKAgADBQAAABQC9AA/ARwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////ZRMKpgAACgBoliMABAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAaxO8AQUAAAAUAlQBNAQcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///wITCkYAAAoAKJQjAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAGs4vAEFAAAAFAIRAj8BHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9lEwqnAAAKAIiVIwAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABuErwBBQAAABQCAAJYABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////AhMKRwAACgAIliMABAAAAC0BAgAEAAAA8AEBAAoAAAAyCgAAAAACAAAAQW4IAwADBQAAABQCAAIyAhwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAAA5eGKdQuyIbv+////ZRMKqAAACgDolCMABAAAAC0BAQAEAAAA8AECAAwAAAAyCgAAAAADAAAAPT09p/UC2AIAA7AAAAAmBg8AVgFBcHBzTUZDQwEALwEAAC8BAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAMADQAAAQACAINBAAAAAwAdAAALAQACAINuAAABAAIAg2sAAAAKAgSGPQA9AgCDbgADABwAAAsBAQEAAgCDawAAAAoCBIY9AD0CAIgyAAMAHAAACwEBAQACAIgzAAAACgIEhj0APQIAiDgAAAAKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQAA3wWKJwAACgAGAAAA3wWKJ//////U3RgABAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)

**2.3. Chỉnh hợp không lặp**

Khác với chỉnh hợp lặp là các thành phần được phép lặp lại (tức là có thể giống nhau), chỉnh hợp không lặp chập k của tập n (k≤n) phần tử cũng là một dãy k thành phần lấy từ tập n phần tử có xét thứ tự nhưng các thành phần không được phép giống nhau.

*Ví dụ:* Có n người, một cách chọn ra k người để xếp thành một hàng là một chỉnh hợp không lặp chập k của n.

Một trường hợp đặc biệt của chỉnh hợp không lặp là hoán vị. Hoán vị của một tập n phần tử là một chỉnh hợp không lặp chập n của n. Nói một cách trực quan thì hoán vị của tập n phần tử là phép thay đổi vị trí của các phần tử (do đó mới gọi là hoán vị).

\_

Nghiệm của bài toán tìm các chỉnh hợp không lặp chập k của tập n số nguyên từ 1 đến n là các vector X thoả mãn các điều kiện:

- X có k thành phần: X=(x1,x2,…,xk)

- xi lấy giá trị trong tập {1,2,…,n}

- Ràng buộc: các giá trị xi đôi một khác nhau, tức là xi ≠ xj với mọi i≠j

Sau đây là chương trình hoàn chỉnh, chương trình sử dụng mô hình đệ quy để sinh tất cả các chỉnh hợp không lặp chập k của n phần tử.

#include <bits/stdc++.h>

#define maxN 21

using namespace std;

long x[maxN], d[maxN]={};//Khởi tạo mảng d gồm toàn số 0

long n, k;

void GhiNghiem(long x[])

{

for (long i=1; i<=k; i++) {cout << x[i] << ' ';}

cout << endl;

}

void ChinhHopKoLap(long i)

{

for (long j=1; j<=n; j++)

if (d[j] == 0)

{

x[i] = j;

d[j] = 1;

if (i==k) GhiNghiem(x);

else ChinhHopKoLap(i+1);

d[j] = 0; //quay lui

}

}

int main()

{

cout << "Nhap n, k:";

cin >> n >> k;

ChinhHopKoLap(1);

}

Ví dụ về Input / Output của chương trình:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 3 | 1. 1 2 3 2. 1 3 2 3. 2 1 3 4. 2 3 1 5. 3 1 2 6. 3 2 1 |

Theo công thức, số lượng chỉnh hợp không lặp chập k=3 của n=3 là:

\_

![](data:image/x-wmf;base64,183GmgAAAAAAAEAXIAQACQAAAABxTQEACQAAA1oDAAAEANkAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIgBEAXCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///7X///8AFwAA1QMAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAgACDhAFAAAAEwIAAqUUBQAAAAkCAAAAAgUAAAAUAnABlBIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///4ESCtoAAAoAyJIjAAQAAAAtAQEACQAAADIKAAAAAAEAAAAheQADBQAAABQCYAIrBBwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////uQoKlQAACgDIkyMABAAAAC0BAgAEAAAA8AEBABkAAAAyCgAAAAAMAAAAKDEpLi4uKG5rMSk2lQKpAIIAYABgAGAAggDzAdEBqQA+CAADBQAAABQCigMeEBwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////gRIK2wAACgAIlSMABAAAAC0BAQAEAAAA8AECAAwAAAAyCgAAAAADAAAAKCkhiIUDjgAAAwUAAAAUArQBPwEcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///7kKCpYAAAoAyJIjAAQAAAAtAQIABAAAAPABAQAJAAAAMgoAAAAAAQAAAGsTvAEFAAAAFALDAiABHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+BEgrcAAAKAOiSIwAEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAABuE7wBBQAAABQCcAG+ERwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////uQoKlwAACgBokyMABAAAAC0BAgAEAAAA8AEBAAkAAAAyCgAAAAABAAAAbhMAAwUAAAAUAmACWAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///4ESCt0AAAoAaJQjAAQAAAAtAQEABAAAAPABAgAMAAAAMgoAAAAAAwAAAEFubogIA1cBAAMFAAAAFAKKA6oQHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///+5CgqYAAAKAAiVIwAEAAAALQECAAQAAADwAQEACgAAADIKAAAAAAIAAABuayoCAAMFAAAAFAJgAjICHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAADl4Yp1C7Ihu/7///+BEgreAAAKAKiVIwAEAAAALQEBAAQAAADwAQIAEAAAADIKAAAAAAYAAAA9LS0rPT2VA5oE8wGCAjgGAAMFAAAAFAKKA7oRCQAAADIKAAAAAAEAAAAtawAD2QAAACYGDwCnAUFwcHNNRkNDAQCAAQAAgAEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDQQADAB0AAAsBAAIAg24AAAEAAgCDawAAAAoCBIY9AD0CAINuAAIAgigAAgCDbgACBIYSIi0CAIgxAAIAgikAAgCCLgACAIIuAAIAgi4AAgCCKAACAIJuAAIEhhIiLQIAgmsAAgSGKwArAgCIMQACAIIpAAIEhj0APQMACwAAAQACAINuAAIAgiEAAAEAAgCCKAACAINuAAIEhhIiLQIAg2sAAgCCKQACAIIhAAAAAgSGPQA9AgCINgAAAGEKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQAA3wWKJwAACgAGAAAA3wWKJ//////U3RgABAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)

**2.4. Bài toán xếp 8 quân hậu**

Trong bài toán 8 quân hậu, nghiệm của bài toán có thể biểu diễn dưới dạng vector (x1,x2,…,x8) thoả mãn:

1. xi là tọa độ cột của quân hậu đang đứng ở dòng thứ i, ![](data:image/x-wmf;base64,183GmgAAAAAAAMAIgAIBCQAAAABQVAEACQAAA1ICAAACAKkAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAsAICwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6P///+ACAAAIwIAAAUAAAAJAgAAAAIFAAAAFAK4AbICHAAAAPsCEP7lAAAAAACQAQAAAAEAAgAQU3ltYm9sAADl4Yp1C7Ihu/7///9XDAqvAAAKAKiTIwAEAAAALQEAAAkAAAAyCgAAAAABAAAAewAAAAUAAAAUArgB3AccAAAA+wIQ/uUAAAAAAJABAAAAAQACABBTeW1ib2wAAOXhinULsiG7/v///88QCrYAAAoA6JMjAAQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAH0SAAAFAAAAFAKgAT0DHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAP7///9XDAqwAAAKAIiUIwAEAAAALQEAAAQAAADwAQEAFQAAADIKAAAAAAkAAAAxLDIsLi4uLDgAoACJAL0AdgBgAGAAYAB7AAADBQAAABQCAwL0ABwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgD+////zxAKtwAACgCIkyMABAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAaRK8AQUAAAAUAqABTgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4A/v///1cMCrEAAAoACJUjAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAHh5AAMFAAAAFAKgAY0BHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAADl4Yp1C7Ihu/7////PEAq4AAAKAAiTIwAEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAADOeQADqQAAACYGDwBIAUFwcHNNRkNDAQAhAQAAIQEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDeAADABsAAAsBAAIAg2kAAAEBAAoCBIYIIs4DAAIDAAEAAgCIMQACAIIsAAIAiDIAAgCCLAACAIIuAAIAgi4AAgCCLgACAIIsAAIAiDgAAAIAlnsAAgCWfQAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAAAAAQICIlN5c3RlbQB33wWKJwAACgAGAAAA3wWKJwAAAADU3RgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)
2. Các quân hậu không đứng cùng cột tức là xi ≠ xj với i ≠ j.
3. Có thể dễ dàng nhận ra rằng hai ô ![](data:image/png;base64,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)(x1,y1) và (x2,y2) nằm trên cùng đường chéo chính (trên xuống dưới) nếu: x1−y1 =x2−y2 , hai ô (x1,y1) và (x2,y2) nằm trên cùng đường chéo phụ (từ dưới lên trên) nếu: x1y1 =x2y2 , nên điều kiện để hai quân hậu xếp ở hai ô (i, xi), (j, xj) không nằm trên cùng một đường chéo là:

\_

\_
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Do đó, khi đã chọn được (x1,x2,…,xk-1) thì xk được chọn phải thoả mãn các điều kiện: xk ≠ xi

k – xk ≠ i – xi với mọi 1 ≤ i ≤ k

k + xk ≠ i + xi

Việc xác định tập Sk có thể thực hiện đơn giản và hiệu quả hơn bằng cách sử dụng các mảng đánh dấu. Cụ thể, khi ta đặt hậu i ở ô (i,x[i]), ta sẽ đánh dấu cột x[i] (dùng một mảng đánh dấu như ở bài toán chỉnh hợp không lặp), đánh dấu đường chéo chính (i-x[i]) và đánh dấu đường chéo phụ (i+x[i]).

Sau đây là chương trình đầy đủ, để liệt kê tất cả các cách xếp 8 quân hậu lên bàn cờ vua 8x8.

#include <bits/stdc++.h>

#define n 8

using namespace std;

int dem=0;

int x[n+1];

int cot[n+1]={}; // chỉ số cột từ 1 đến n

int cheochinh[2\*n]={}; // chỉ số của chéo chính được cộng thêm n: 1 đến 2\*n-1

int cheophu[2\*n+1]={}; // chỉ số của chéo phụ từ 2 đến 2\*n

void write\_out()

{

for (int i=1; i<=n; i++) cout << x[i] << ' ';

cout << endl;

dem++;

}

void xephau(int k)

{ // chọn hàng i cho hậu ở cột k

for (int i=1; i<=n; i++)

if ((!cot[i]) && (!cheochinh[k-i+n]) && (!cheophu[k+i]) )

{

x[k]=i;

cot[i]=1;

cheochinh[k-i+n] = 1;

cheophu[k+i] = 1;

if (k==n) write\_out();

else xephau(k+1);

cot[i]=0;

cheochinh[k-i+n]=0;

cheophu[k+i]=0;

}

}

int main()

{

xephau(1);

cout << "So cach xep: " << dem;

return 0;

}

Bài toán xếp hậu có tất cả 92 nghiệm, mười nghiệm đầu tiên mà chương trình tìm được là:

|  |
| --- |
| 1. 1 5 8 6 3 7 2 4  2. 1 6 8 3 7 4 2 5  3. 1 7 4 6 8 2 5 3  4. 1 7 5 8 2 4 6 3  5. 2 4 6 8 3 1 7 5  6. 2 5 7 1 3 8 6 4  7. 2 5 7 4 1 8 6 3  8. 2 6 1 7 4 8 3 5  9. 2 6 8 3 1 4 7 5  10.2 7 3 6 8 5 1 4 |
|
|
|
|
|
|
|
|
|

**2.5. Bài toán máy rút tiền tự động ATM**

Một máy ATM hiện có n (n≤20) tờ tiền có giá t1,t2, … ,tn. Hãy đưa ra một cách trả với số tiền đúng bằng S.

**Input:** Tệp “ATM.INP” có dạng:

- Dòng đầu là 2 số n và S

- Dòng thứ 2 gồm n số t1,t2, … ,tn

**Output :** Tệp “ATM.OUT” có dạng: Nếu có thể trả đúng S thì đưa ra cách trả lời, nếu không ghi -1.

|  |  |
| --- | --- |
| ATM.INP | ATM.OUT |
| 10 390  200 10 20 20 50 50 50 50 100 100 | 20 20 50 50 50 100 100 |

Nghiệm của bài toán là một dãy nhị phân độ dài n, trong đó thành phần thứ i bằng 1 nếu tờ tiền thứ i được sử dụng để trả, bằng 0 trong trường hợp ngược lại.

X=(x1,x2, … ,xn) là nghiệm nếu: x1.t1 + x2.t2 + … + xn.tn =S

Trong chương trình dưới đây có sử dụng một biến ok để kiểm soát việc tìm nghiệm. Ban đầu chưa có nghiệm, do đó khởi trị ok=FALSE. Khi tìm được nghiệm, ok sẽ được nhận giá trị bằng TRUE. Nếu ok=TRUE (đã tìm thấy nghiệm) ta sẽ không cần tìm kiếm nữa.

#include <bits/stdc++.h>

#define maxN 21

using namespace std;

int N;

bool ok;

long t[maxN], x[maxN], lx[maxN];

long S, sum;

void read\_input() {

freopen("ATM.INP","r", stdin);

cin >> N >> S;

for (int i=1; i<=N; i++) cin >> t[i];

}

void write\_output() {

for (int i=1; i<=N; i++)

if (x[i]==1) cout << t[i] << ' ';

}

void find(int i) {

if (ok) return;

for (int j=0; j<=1; j++) {

x[i] = j;

sum += j\*t[i];

if (i==N) {

if (sum==S) {

ok=true;

write\_output();

}

}

else find(i+1);

sum = sum - j\*t[i];

}

}

int main() {

read\_input();

freopen("ATM1.OUT","w", stdout);

ok=false;

find(1);

if (!ok) cout << -1;

return 0;

}

**Chương 3. Nhánh và cận**

**1. Phương pháp**

Trong thực tế, có nhiều bài toán yêu cầu tìm ra một phương án thoả mãn một số điều kiện nào đó, và phương án đó là tốt nhất theo một tiêu chí cụ thể. Các bài toán như vậy được gọi là bài toán tối ưu. Có nhiều bài toán tối ưu không có thuật toán nào thực sự hữu hiệu để giải quyết, mà cho đến nay vẫn phải dựa trên mô hình xem xét toàn bộ các phương án, rồi đánh giá để chọn ra phương án tốt nhất.

Phương pháp nhánh và cận là một dạng cải tiến của phương pháp quay lui, được áp dụng để tìm nghiệm của bài toán tối ưu.

Giả sử nghiệm của bài toán có thể biểu diễn dưới dạng một vector (x1,x2,…, xn), mỗi thành phần xi (i = 1,2,…,n) được chọn ra từ tập Si. Mỗi nghiệm của bài toán X = (x1,x2,…, xn), được xác định “độ tốt” bằng một hàm *f(X)* và mục tiêu cần tìm nghiệm có giá trị *f(X)* đạt giá trị nhỏ nhất (hoặc đạt giá trị lớn nhất).

Tư tưởng của phương pháp nhánh và cận như sau: Giả sử, đã xây dựng được k thành phần (x1,x2,…, xk) của nghiệm và khi mở rộng nghiệm (x1,x2,…, xk-1), nếu biết rằng tất cả các nghiệm mở rộng của nó (x1,x2,…,xk+1,…) đều không tốt bằng nghiệm tốt nhất đã biết ở thời điểm đó, thì ta không cần mở rộng từ (x1,x2,…,xk) nữa. Như vậy, với phương pháp nhánh và cận, ta không phải duyệt toàn bộ các phương án để tìm ra nghiệm tốt nhất mà bằng cách đánh giá các nghiệm mở rộng, ta có thể cắt bỏ đi những phương án (nhánh) không cần thiết, do đó việc tìm nghiệm tối ưu sẽ nhanh hơn. Cái khó nhất trong việc áp dụng phương pháp nhánh và cận là đánh giá được các nghiệm mở rộng, nếu đánh giá được tốt sẽ giúp bỏ qua được nhiều phương án không cần thiết, khi đó thuật toán nhánh cận sẽ chạy nhanh hơn nhiều so với thuật toán vét cạn.

Thuật toán nhánh cận có thể mô tả bằng mô hình đệ quy sau:

void branch\_and\_bound(i)

{

// Đánh giá các nghiệm mở rộng

if ({Các\_nghiệm\_mở\_rộng\_đều\_không\_tốt\_hơn\_best\_solution})

return;

for (value in S[i])

{

x[i] = value; // Ghi nhận thành phần thứ i.

if ({Tìm\_thấy\_nghiệm})

<Cập nhật best\_solution>; //Cập nhật lại best\_solution bằng nghiệm vừa tìm được nếu no tốt hơn nghiệm đang có.

else

branch\_and\_bound(i + 1); // Chưa tìm thấy nghiệm thì xây dựng tiếp.

{Loại\_bỏ\_thành\_phần\_thứ\_i}

}

}

Trong thủ tục trên, best\_solution là nghiệm tốt nhất đã biết ở thời điểm đó. Thủ tục <Cập nhật best\_solution> sẽ xác định “độ tốt” của nghiệm mới tìm thấy, nếu nghiệm mới tìm thấy tốt hơn best\_solution nthì best\_solution sẽ được cập nhật lại là nghiệm mới tìm được.

**2. Giải bài toán người du lịch bằng phương pháp nhánh cận.**

***Bài toán.*** Cho n thành phố đánh số từ 1 đến n và các tuyến đường giao thông hai chiều giữa chúng, mạng lưới giao thông này được cho bởi mảng C[1..n,1..n], ở đây Cij = Cji là chi phí đi đoạn đường trực tiếp từ thành phố i đến thành phố j.

Một người du lịch xuất phát từ thành phố 1, muốn đi thăm tất cả các thành phố còn lại mỗi thành phố đúng 1 lần và cuối cùng quay lại thành phố 1. Hãy chỉ ra cho người đó hành trình với chi phí ít nhất. Bài toán được gọi là bài toán người du lịch hay bài toán người chào hàng (Travelling Salesman Problem - TSP).

**Input:** Tệp “TSP.INP” có dạng:

- Dòng đầu chứa số n(1<n≤20), là số thành phố.

- n dòng tiếp theo, mỗi dòng n số mô tả mảng C

**Output:** Tệp “TSP.OUT” có dạng: - Dòng đầu là chi phí ít nhất

- Dòng thứ hai mô tả hành trình

**Ví dụ 1:**

|  |  |  |
| --- | --- | --- |
| TSP.INP | TSP.OUT | Hình minh họa |
| 4  0 20 35 42  20 0 34 30  35 34 0 12  42 30 12 0 | 97  1->2->4->3->1 |  |

**Ví dụ 2:**

|  |  |  |  |
| --- | --- | --- | --- |
| TSP.INP | TSP.OUT | Hình minh họa | |
| 4  0 20 35 10  20 0 90 50  35 90 0 12  10 50 12 0 | 117  1->2->4->3->1 |  |  |
|  |  |  | |

***Giải***

1) Hành trình cần tìm có dạng (x1 = 1, x2, ..., xn, xn+1 = 1), ở đây giữa xi và xi+1: hai thành phố liên tiếp trong hành trình phải có đường đi trực tiếp; trừ thành phố 1, không thành phố nào được lặp lại hai lần, có nghĩa là dãy (x1, x2, ..., xn) lập thành một hoán vị của (1, 2, ..., n).

2) **Duyệt quay lui:** x2 có thể chọn một trong các thành phố mà x1 có đường đi trực tiếp tới, với mỗi cách thử chọn x2 như vậy thì x3 có thể chọn một trong các thành phố mà x2 có đường đi tới (ngoài x1). Tổng quát: xi có thể chọn 1 trong các thành phố chưa đi qua mà từ xi-1 có đường đi trực tiếp tới (2in).

3) **Nhánh cận:** Khởi tạo cấu hình BestSolution có chi phí bằng +. Với mỗi bước thử chọn xi xem chi phí đường đi cho tới lúc đó có nhỏ hơn chi phí của cấu hình BestSolution không? nếu không nhỏ hơn thì thử giá trị khác ngay bởi có đi tiếp cũng chỉ tốn thêm. Khi thử được một giá trị xn ta kiểm tra xem xn có đường đi trực tiếp về 1 không ? Nếu có đánh giá chi phí đi từ thành phố 1 đến thành phố xn cộng với chi phí từ xn đi trực tiếp về 1, nếu nhỏ hơn chi phí của đường đi BestSolution thì cập nhật lại BestSolution bằng cách đi mới.

Trong cài đặt dưới đây, giả thiết rằng giữa mọi cặp thành phố đều tồn tại đường đi, và chi phí *cu*,*v*​ luôn bằng 0 nếu như *u*=*v*.

Mảng ***visited***dùng để đánh dấu một thành phố đã được thăm hay chưa trong một cấu hình *X*. Mảng ***x*** sử dụng để lưu cấu hình hiện tại, còn mảng ***x\_best*** sử dụng để lưu cấu hình tốt nhất với ***best\_cost*** là chi phí tốt nhất tìm được.

#include <bits/stdc++.h>

#define inf 1e9 + 7

using namespace std;

const int maxn = 21;

int n, current\_cost, best\_cost;

int visited[maxn], x\_best[maxn], x[maxn], c[maxn][maxn];

void enter()

{

cin >> n;

for (int i = 1; i <= n; ++i)

for (int j = 1; j <= n; ++j)

cin >> c[i][j];

// Khởi tạo trước thành phố đầu tiên là 1, đồng thời đánh dấu nó đã thăm.

x[1] = 1;

visited[1] = 1;

// Khởi tạo chi phí tối ưu bằng +oo, giả sử phương án hiện tại đang rất tệ.

best\_cost = inf;

}

// Cập nhật kết quả tốt nhất.

void update\_best\_solution(int current\_cost)

{

if (current\_cost + c[x[n]][1] < best\_cost)

{

best\_cost = current\_cost + c[x[n]][1];

for (int i = 1; i <= n; ++i)

x\_best[i] = x[i];

}

}

// In ra phương án tốt nhất tìm được.

void print\_best\_solution()

{

cout << best\_cost << endl;

for (int i = 1; i <= n; ++i)

cout << x\_best[i] << "->";

cout << 1;

}

// Giải thuật nhánh và cận.

void branch\_and\_bound(int i)

{

if (current\_cost >= best\_cost)

return;

for (int j = 2; j <= n; ++j)

if (!visited[j])

{

visited[j] = 1;

x[i] = j;

current\_cost += c[x[i - 1]][j];

// Đã sinh xong một cấu hình, cập nhật chi phí tốt nhất.

if (i == n)

update\_best\_solution(current\_cost);

// Chưa sinh xong, tiếp tục sinh thành phần tiếp theo với chi phí tăng thêm.

else

branch\_and\_bound(i + 1);

visited[j] = 0;

current\_cost -= c[x[i - 1]][j];

}

}

int main()

{

ios\_base::sync\_with\_stdio(false);

cin.tie(nullptr);

enter();

branch\_and\_bound(2);

print\_best\_solution();

return 0;

}

Chương trình trên là một giải pháp nhánh cận rất thô sơ giải bài toán TSP, có thể có nhiều cách đánh giá nhánh cận chặt hơn nữa làm tăng hiệu quả của chương trình.

**3. Bài toán máy rút tiền tự động ATM Bài toán**

**Bài toán:** Một máy ATM hiện có n (n≤20) tờ tiền có giá t1,t2,…,tn. Hãy tìm cách *trả ít tờ nhất* với số tiền đúng bằng S.

**Input:** Tệp “ATM.INP” có dạng:

- Dòng đầu là 2 số n và S

- Dòng thứ 2 gồm n số t1,t2,…,tn

**Output :** Tệp “ATM.OUT” có dạng: Nếu có thể trả tiền đúng bằng S thì đưa ra số tờ ít nhất cần trả và đưa ra cách trả, nếu không ghi -1.

|  |  |
| --- | --- |
| ATM.INP | ATM.OUT |
| 10 390  200 10 20 20 50 50 50 50 100 100 | 5  20 20 50 100 200 |

***Giải***

Nghiệm của bài toán có thể biểu diễn dưới dạng một vector gồm toàn các bit nhị phân 0-1 là *x*1, *x*2​,…, *xn*​ với ý nghĩa: *xi*​=0 là tờ tiền thứ *i* không được chọn, *xi*​=1 là tờ tiền thứ *i* được chọn.
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Giả sử các bạn đã xây dựng được *i* thành phần của nghiệm là (*x*1​,*x*2​,…,*xi*​), tổng số tờ tiền đã sử dụng là *cnt* và số tiền đã trả được là *sum*, thì ta nhận xét thấy:

* Số tiền còn lại cần trả là *S*−*sum*.
* Nếu gọi *tmax*​[*i*+1] là giá trị của tờ tiền lớn nhất trong các tờ tiền còn lại (*tmax*​[*i*+1]=max(*ti*+1​,*ti*+2​,…,*tn*​)), thì ít nhất ta cần sử dụng thêm  ​ tờ tiền nữa, tức là tổng số tờ tiền tối thiểu cần dùng của nhánh phương án này là *cnt*+

Gọi số tờ tiền của cách trả tốt nhất hiện tại là ***c\_best***, thì nếu như ***c +***  >= ***c\_best*** ta sẽ không cần phải mở rộng các nghiệm từ (*x*1​,*x*2​,…,*xi*​) nữa.

Để kiểm soát các tờ tiền được chọn, ta sử dụng thêm hai mảng là ***x***để đánh dấu các tờ tiền được chọn trong một phương án, và ***x\_best*** để đánh dấu các tờ tiền được chọn trong phương án tốt nhất.

#include <bits/stdc++.h>

using namespace std;

const int maxn = 22;

int n, s, c, c\_best, sum,t[maxn], t\_max[maxn], x[maxn], x\_best[maxn];

void enter()

{

freopen("ATM.INP","r", stdin);

cin >> n >> s;

for (int i = 1; i <= n; ++i)

cin >> t[i];

}

void create\_data()

{

// c\_best là số tờ tiền sử dụng trong phương án tốt nhất.

// Ban đầu chưa có phương án nào, gán c\_best = n + 1.

c\_best = n + 1;

sum=0; c=0;

// t\_max[i] lưu giá trị của tờ tiền lớn nhất từ i tới n.

t\_max[n] = t[n];

for (int i = n - 1; i >= 0; --i)

t\_max[i] = max(t\_max[i + 1], t[i]);

}

// Nếu tìm được một phương án tốt hơn thì cập nhật lại kết quả.

void update\_best\_solution()

{

if ((sum == s) && (c < c\_best))

{

c\_best = c;

for (int i = 1; i <= n; i++)

x\_best[i] = x[i];

}

}

// In kết quả.

void printf\_result()

{

freopen("ATM.OUT","w",stdout);

// Không tìm được cách trả tiền, in ra -1.

if (c\_best == n + 1)

cout << '-1';

else // Tìm được thì in ra cách trả đó.

{

cout << c\_best << endl;

for (int i = 1; i <= n; ++i)

if (x\_best[i])

cout << t[i] << ' ';

}

}

void branch\_and\_bound(int i)

{

// Nếu nghiệm mở rộng của nhánh này không tốt hơn thì return.

if (c + (s - sum)/t\_max[i] >= c\_best) return;

for (int j=0; j<=1; j++)

{

// Ghi nhận thành phần thứ i

x[i]=j;

sum += t[i]\*x[i];

c += j;

if (i==n) update\_best\_solution();

else if (sum <= s) branch\_and\_bound(i + 1);

// Loại bỏ thành phần thứ i

sum -= t[i]\*x[i];

c -= j;

}

}

int main()

{

enter();

create\_data();

branch\_and\_bound(1);

printf\_result();

return 0;

}

**Chương 4. Tham lam (Greedy Method)**

Phương pháp nhánh cận là cải tiến phương pháp quy lui, đã đánh giá được các nghiệm mở rộng để loại bỏ đi những phương án không cần thiết, giúp cho việc tìm nghiệm tối ưu nhanh hơn. Tuy nhiên, không phải lúc nào chúng ta cũng có thể đánh giá được nghiệm mở rộng, hoặc nếu có đánh giá được thì số phương án cần xét vẫn rất lớn, không thể đáp ứng được trong thời gian cho phép. Khi đó, người ta chấp nhận tìm những nghiệm gần đúng so với nghiệm tối ưu. Phương pháp tham lam được sử dụng trong các trường hợp như vậy. Ưu điểm nổi bật của phương pháp tham lam là độ phức tạp nhỏ, thường nhanh chóng tìm được lời giải.

**1. Phương pháp**

Giả sử nghiệm của bài toán có thể biểu diễn dưới dạng một vector (x1,x2,…,xn), mỗi thành phần xi (i = 1,2,…,n) được chọn ra từ tập Si. Mỗi nghiệm của bài toán X = (x1,x2,…,xn), được xác định “độ tốt” bằng một hàm *f(X)* và mục tiêu cần tìm nghiệm có giá trị *f(X)* càng lớn càng tốt (hoặc càng nhỏ càng tốt).

Tư tưởng của phương pháp tham lam như sau: Ta xây dựng vector nghiệm X dần từng bước, bắt đầu từ vector không ( ). Giả sử đã xây dựng được (k-1) thành phần (x1,x2,…,xk-1), của nghiệm và khi mở rộng nghiệm ta sẽ chọn xk *”tốt nhất”* trong các ứng cử viên trong tập Sk để được (x1,x2,…,xk). Việc lựa chọn như thế được thực hiện bởi một hàm chọn. Cứ tiếp tục xây dựng, cho đến khi xây dựng xong hết thành phần của nghiệm.

\_

Lược đồ tổng quát của phương pháp tham lam.

* Lược đồ 1:

**void Greedy1()  
{** Sort(D);  
 for (i=1; i<=n; i++)  
 {  
 - Chọn v là giá trị tốt nhất trong D và thỏa điều kiện bài toán

- xi = v;  
 - Bỏ v khỏi D  
 }  
**}**

* \* Lược đồ 2:

**void Greedy2()**  
**{**  
 X=();  
 for (i=1; i<=n; i++)  
 {  
 Xác định Di;  
 xi = SelectBest(Di); }  
**}**

Trong lược đồ tổng quát trên, SelectBest là hàm chọn, để chọn ra từ tập các ứng cử viên Si một ứng cử viên được xem là tốt nhất, nhiều hứa hẹn nhất.

Cần nhấn mạnh rằng, thuật toán tham lam trong một số bài toán, nếu xây dựng được hàm thích hợp có thể cho nghiệm tối ưu. Trong nhiều bài toán, thuật toán tham lam chỉ tìm được nghiệm gần đúng với nghiệm tối ưu.

**2. Bài toán người du lịch (Bài toán ở mục 2.2)**

Có nhiều thuật toán tham lam cho bài này, một thuật toán với ý tưởng đơn giản như sau: Xuất phát từ thành phố 1, tại mỗi bước ta sẽ chọn thành phố tiếp theo là thành phố chưa đến thăm mà chi phí từ thành phố hiện tại đến thành phố đó là nhỏ nhất, cụ thể:

+ Hành trình cần tìm có dạng (x1 = 1, x2, ..., xn, xn+1 = 1), trong đó dãy (x1, x2, ..., xn) lập thành một hoán vị của (1, 2, ..., n).

+ Ta xây dựng nghiệm từng bước, bắt đầu từ x1=1, chọn x2 là thành phố gần x1 nhất, sau đó chọn x3 là thành phố gần x2 nhất (x3 khác x1)... Tổng quát: chọn xi là thành phố chưa đi qua mà gần xi-1 nhất (2 i n).

#include <bits/stdc++.h>

#define MAX 100

#define oo 1e9+7

using namespace std;

long c[MAX+1][MAX+1];

long x[MAX+1],d[MAX+1]={};

long n, sum;

void input()

{

freopen("TSP.INP","r", stdin);

cin >> n;

for (int i = 1; i <= n; i++)

for (int j = 1; j <= n; j++)

cin >> c[i][j];

}

void output()

{

freopen("TSP.OUT","w",stdout);

cout << sum << endl;

for (int i = 1; i <= n; ++i)

cout << x[i] << "->";

cout << 1;

}

void Greedy()

{

x[1]=1;

d[1]=1;

int i=1;

while (i<n)

{

i++;

//Chọn ứng cử viên tốt nhất

long best=oo;

long xi;

for (int j=1; j<=n; j++)

if ((d[j]==0) && (c[x[i-1]][j]<best))

{

best=c[x[i-1]][j];

xi=j;

}

x[i]=xi; //ghi nhận thành phần nghiệm thứ i

d[xi]=1;

sum=sum+c[x[i-1]][x[i]];

}

sum=sum+c[x[n]][x[1]];

}

int main()

{

//ios\_base::sync\_with\_stdio(false);

//cin.tie(nullptr);

input();

Greedy();

output();

return 0;

}

**Ví dụ 1.** Xuất phát từ thành phố 1, ta xây dựng được hành trình 1🡪2🡪4🡪3🡪1 với chi phí 97, đây là phương án tối ưu.
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**Ví dụ 2.** Xuất phát từ thành phố 1, ta xây dựng được hành trình 1🡪4🡪3🡪2🡪1 với chi phí 132, nhưng kết quả tối ưu là 117.
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Thuật toán với ý tưởng tham lam đơn giản, hàm chọn như sau: Tại mỗi bước ta sẽ chọn tờ tiền lớn nhất còn lại không vượt quá lượng tiền còn phải trả, cụ thể:

- Sắp xếp các tờ tiền giảm dần theo giá trị.

- Lần lượt xét các tờ tiền từ giá trị lớn đến giá trị nhỏ, nếu vẫn còn chưa lấy đủ S và tờ tiền đang xét có giá trị nhỏ hơn hoặc bằng S thì lấy luôn tờ tiền đó.

#include <bits/stdc++.h>

#define MAX 100

using namespace std;

int x[MAX+1]={},t[MAX+1];

int c, n, s;

void input()

{

freopen("ATM.INP","r", stdin);

cin >> n >> s;

for (int i = 1; i <= n; i++)

cin >> t[i];

}

void output()

{

freopen("ATM.OUT","w",stdout);

if (s==0) {

cout << c << endl;

for (int i = 1; i <= n; ++i)

if (x[i]==1) cout << t[i] << ' ';

}

else cout << '-1';

}

bool comp(int &i, int &j){

return i > j;

}

void Greedy()

{

//sắp xếp các tờ tiền theo thứ tự giảm dần

sort(t+1,t+n+1,comp);

c=0;

for (int i=1; i <= n; i++)

if(s>=t[i])

{

c++; //Tăng số lượng tờ tiền được lấy

x[i]=1; //Tờ i được lấy

s=s-t[i];

}

}

int main()

{

//ios\_base::sync\_with\_stdio(false);

//cin.tie(nullptr);

input();

Greedy();

output();

return 0;

}

Các bộ test thử nghiệm

|  |  |  |
| --- | --- | --- |
| test | Dữ liệu vào | Kết quả tìm được |
| 1 | 10 390  200 10 20 20 50 50 50 50 100 100 | 5  200 100 50 20 20 |
| 2 | 11 100  50 20 20 20 20 20 2 2 2 2 2 | 8  50 20 20 2 2 2 2 2 |
| 3 | 6 100  50 20 20 20 20 20 | -1 |

Với bộ test (1), thuật toán tham lam cũng cho được nghiệm tối ưu. Tuy nhiên, với bộ test (2), thuật toán tham lam không cho nghiệm tối ưu và với bộ test (3), thuật toán tham lam không tìm nghiệm mặc dù có nghiệm.

**4. Bài toán lập lịch giảm thiểu trễ hạn**

***Bài toán:*** Có n công việc đánh số từ 1 đến n và có một máy để thực hiện, biết:

- pi là thời gian cần thiết để hoàn thành công việc i.

- di là thời hạn hoàn thành công việc i.

Máy bắt đầu hoạt động từ thời điểm 0. Mỗi công việc cần được thực hiện liên tục từ lúc bắt đầu cho tới khi kết thúc, không được phép ngắt quãng. Giả sử ci là thời điểm hoàn thành công việc i. Khi đó, nếu ci > di ta nói công việc i bị hoàn thành trễ hạn, còn nếu ci ≤ di thì ta nói công việc i được hoàn thành đúng hạn.

*Yêu cầu:* Tìm trình tự thực hiện các công việc sao cho số công việc hoàn thành trễ hạn là ít nhất (hay số công việc hoàn thành đúng hạn là nhiều nhất).

**Input:** Tệp “JS.INP” có dạng:

- Dòng đầu là số n (n≤100) là số công việc

- Dòng thứ hai gồm n số là thời gian thực hiện các công việc

- Dòng thứ ba gồm n số là thời hạn hoàn thành các công việc

**Output:** Tệp “JS.OUT” có dạng: gồm một dòng là trình tự thực hiện các công việc.

Ví dụ: giả sử có 5 công việc với thời gian thực hiện và thời gian hoàn thành như sau:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| i | 1 | 2 | 3 | 4 | 5 |
| pi | 6 | 3 | 5 | 7 | 2 |
| di | 8 | 4 | 15 | 20 | 3 |

Nếu thực hiện theo thứ tự 1, 2, 3, 4, 5 thì sẽ có 3 công việc bị trễ hạn là công việc 2, 4 và 5. Còn nếu thực hiện theo thứ tự 5, 1, 3, 4, 2 thì chỉ có 1 công việc bị trễ hạn là công việc 2, đây là thứ tự thực hiện mà số công việc bị trễ hạn ít nhất (nghiệm tối ưu).

**Giải**

Ta có hai nhận xét sau:

+ Nếu thứ tự thực hiện các công việc mà có công việc bị trễ hạn được xếp trước một công việc đúng hạn thì ta sẽ nhận được trình tự tốt hơn bằng cách chuyển công việc trễ hạn xuống cuối cùng (vì đằng nào công việc này cũng bị trễ hạn).

*Ví dụ:* thứ tự 1, 2, 3, 4, 5 có công việc 2 bị trễ hạn xếp trước công việc 3 đúng hạn, ta chuyển công việc 2 xuống cuối cùng để nhận được thứ tự: 1, 3, 4, 5, 2, thứ tự này chỉ có 2 công việc bị quá hạn là công việc 5 và 2.

Như vậy, ta chỉ quan tâm đến việc xếp lịch cho các công việc hoàn thành đúng hạn, còn các công việc bị trễ hạn có thể thực hiện theo trình tự bất kì.

+ Giả sử Js là tập gồm k công việc (mà cả công việc này đều có thể thực hiện đúng hạn) và σ = (i1,i2,…,ik) là một hoán vị của các công việc trong Js sao cho di1≤di2≤…≤dik thì thứ tự σ là thứ tự để hoàn thành đúng hạn được cả k công việc.

*Ví dụ:* Js gồm 4 công việc 1, 3, 4, 5 (4 công việc này đều có thể thực hiện đúng hạn), ta có thứ tự thực hiện σ = (5,1,3,4) vì

d5 = 3 ≤ d1 = 8 ≤ d3 = 15 ≤ d4 =20

để cả 4 công việc đều thực hiện đúng hạn.

Sử dụng chiến lược tham lam, ta xây dựng tập công việc Js theo từng bước, ban đầu Js = ∅ . Hàm chọn được xây dựng như sau: tại mỗi bước ta sẽ chọn công việc Jobi mà có thời gian thực hiện nhỏ nhất trong số các công việc còn lại cho vào tập Js . Nếu sau khi kết nạp Jobi, các công việc trong tập Js đều có thể thực hiện đúng hạn thì cố định việc kết nạp Jobi vào tập Js, nếu không thì không kết nạp Jobi. Để đơn giản, ta giả sử rằng các công việc được đánh số theo thứ tự thời gian thực hiện tăng dần p1 ≤ p2 ≤ …≤ pn.

Sau đây là chương trình hoàn chỉnh:

#include <bits/stdc++.h>

#define MAX 101

using namespace std;

struct TJob {

int id, p, d;

} jobs[MAX], Js[MAX];

int d[MAX]={}, m, n;

void input()

{

freopen("JS.INP","r", stdin);

cin >> n;

for (int i=1; i<=n; i++) jobs[i].id=i;

for (int i=1; i<=n; i++) cin >> jobs[i].p;

for (int i=1; i<=n; i++) cin >> jobs[i].d;

}

void hoanvi(TJob &j1, TJob &j2)

{

TJob tmp = j1;

j1 = j2;

j2 = tmp;

}

bool check(TJob Jss[], int nJob)

{

//Sắp xếp lại công việc theo thứ tự tăng dần d trong k việc đầu tiên

for (int i=1; i<nJob; i++)

for (int j=i+1; j<=nJob; j++)

if (Jss[i].d > Jss[j].d) hoanvi(Jss[i],Jss[j]);

for (int i=1; i<=n; i++) cout << Jss[i].id << ' ';

int t=0;

for (int i=1; i<=nJob; i++)

{

if (t+Jss[i].p>Jss[i].d) return false;

t=t+Jss[i].p;

}

return true;

}

void gan\_mang(TJob J1[], TJob J2[])

{

for (int i=1; i<=n; i++)

J1[i]=J2[i];

}

void Greedy()

{

//Sắp xếp lại công việc theo thứ tự tăng dần p

for (int i=1; i<n; i++)

for (int j=i+1; j<=n; j++)

if (jobs[i].p>jobs[j].p) hoanvi(jobs[i],jobs[j]);

for (int i=1; i<=n; i++) cout << jobs[i].id << ' ';

m=0;

for (int i=1; i<=n; i++)

{

TJob Js2[MAX];

gan\_mang(Js2, Js);

Js2[m+1]=jobs[i];

if (check(Js2,m+1))

{

m++;

gan\_mang(Js, Js2);

d[i]=1;

}

}

for (int i=1; i<=n; i++)

if (d[i]==0){

m++;

Js[m]=jobs[i];

}

}

void printResult()

{

freopen("JS.OUT","w",stdout);

for (int i=1; i<=n; i++)

cout << Js[i].id << ' ';

}

int main()

{

input();

Greedy();

printResult();

return 0;

}

*Chú ý:* Thuật toán tham lam trình bày trên luôn cho phương án tối ưu.

**Chương 5. Chia để trị (Divide and Conquer)**

**1. Phương pháp**

Tư tưởng của chiến lược chia để trị như sau: Người ta phân bài toán cần giải thành các bài toán con. Các bài toán con lại được tiếp tục phân thành các bài toán con nhỏ hơn, cứ thế tiếp tục cho tới khi ta nhận được các bài toán con hoặc đã có thuật giải hoặc là có thể dễ ràng đưa ra thuật giải. Sau đó ta tìm cách kết hợp các nghiệm của các bài toán con để nhận được nghiệm của bài toán con lớn hơn, để cuối cùng nhận được nghiệm của bài toán cần giải. Thông thường các bài toán con nhận được trong quá trình phân chia là cùng dạng với bài toán ban đầu, chỉ có cỡ của chúng là nhỏ hơn.

Thuật toán chia để trị có thể biểu diễn bằng mô hình đệ quy như sau:

**void** DivideConquer(A,x); // tìm nghiệm x của bài toán A

**{**

**if** (A đủ nhỏ) **then** Solve(A)

//Solve(A) là thuật giải bài toán A trong trường hợp A có cỡ đủ nhỏ

**else**

**{**

[Phân A thành các bài toán con A1, A2,…,Am];

**for** (int i=1; i<=m; i++) DivideConquer(Ai, xi);

[Kết hợp các nghiệm xi (i=1,2,..,m) của các bài toán con Ai để nhận được nghiệm của bài toán A];

**}**

**}**

Trong thủ tục trên, Solve(A) là thuật giải bài toán A trong trường hợp A có cỡ đủ nhỏ.

Trong thuật toán tìm kiếm nhị phân và thuật toán sắp xếp nhanh-QuickSort (ở chuyên đề sắp xếp) là hai thuật toán được thiết kế dựa trên chiến lược chia để trị. Sau đây, chúng ta sẽ tìm hiểu một số ví dụ minh họa cho phương pháp chia để trị.

**2. Bài toán tính an**

***Bài toán:*** Cho số a và số nguyên dương n, tính an

Áp dụng kĩ thuật chia để trị, ta tính an dựa vào ak (trong đó k=n/2) như sau:

- nếu n chẵn: an = ak . ak

- nếu n lẻ: an = ak . ak . a1

Để tính ak ta lại dựa vào ak/2, quá trình chia nhỏ cho đến khi nhận được bài toán tính a1 thì dừng.

*Ví dụ:* tính 913

- bài toán được tính dựa trên bài toán con 96, ta có 913 = 96 . 96 . 91

- bài toán 96 được tính dựa trên bài toán con 93, ta có 96 = 93 . 93

- bài toán 93 được tính dựa trên bài toán con 91, ta có 93 = 91 . 91 . 91

Thủ tục đệ quy power(int a, int n) sau thể hiện ý tưởng trên.

#include <bits/stdc++.h>

using namespace std;

int a, n, p;

int power(int a, int n)

{

if (n==1) return a;

else

{

int tmp=power(a,n/2);

if (n%2==1) return tmp\*tmp\*a;

else return tmp\*tmp;

}

}

int main()

{

cout << "Nhap a, n:";

cin >> a >> n;

cout << power(a,n);

return 0;

}

**Chương 6. Quy hoạch động (Dynamic programming)**

**1. Phương pháp**

Trong chiến lược chia để trị, người ta phân bài toán cần giải thành các bài toán con. Các bài toán con lại được tiếp tục phân thành các bài toán con nhỏ hơn, cứ thế tiếp tục cho tới khi ta nhận được các bài toán con có thể giải được dễ dàng. Tuy nhiên, trong quá trình phân chia như vậy, có thể ta sẽ gặp rất nhiều lần cùng một bài toán con. Tư tưởng cơ bản của phương pháp quy hoạch động là sử dụng một bảng để lưu giữ lời giải của các bài toán con đã được giải. Khi giải một bài toán con cần đến nghiệm của bài toán con cỡ nhỏ hơn, ta chỉ cần lấy lời giải ở trong bảng mà không cần phải giải lại. Chính vì thế mà các thuật toán được thiết kế bằng quy hoạch động sẽ rất hiệu quả.

Để giải quyết một bài toán bằng phương pháp quy hoạch động, chúng ta cần tiến hành những công việc sau:

- Tìm nghiệm của các bài toán con nhỏ nhất.

- Tìm ra công thức (hoặc quy tắc) xây dựng nghiệm của bài toán con thông qua nghiệm của các bài toán con cỡ nhỏ hơn.

- Tạo ra một bảng lưu giữ các nghiệm của các bài toán con. Sau đó tính nghiệm của các bài toán con theo công thức đã tìm ra và lưu vào bảng.

- Từ các bài toán con đã giải để tìm nghiệm của bài toán.

Sau đây, chúng ta sẽ tìm hiểu một số ví dụ minh họa cho phương pháp quy hoạch động.

**2. Số Fibonacci**

Số Fibonacci được xác định bởi công thức:

F0 = 0

F1 = 1

Fn = Fn-1 + Fn-2 với n ≥ 2

*Cách 1:* Áp dụng phương pháp chia để trị, ta tính Fn dựa vào Fn-1 và Fn-2.

#include <bits/stdc++.h>

using namespace std;

**int** F(int n)

**{**

**if** (n <=1) return n;

**else** return (F(i - 1) + F(i - 2));

**}**

int main()

{

cout << "Nhap n:"; cin >> n;

cout << F(n) << endl;

return 0;

}

Hàm đệ quy F(n) để tính số Fibonacci thứ n. Ví dụ n= 6, chương trình chính gọi F(6), nó sẽ gọi tiếp F(5) và F(4) để tính ... Quá trình tính toán có thể vẽ như cây dưới đây. Ta nhận thấy để tính F(6) nó phải tính 1 lần F(5), hai lần F(4), ba lần F(3), năm lần F(2), ba lần F(1).

F(6)

F(4)

F(5)

F(2)

F(3)

F(3)

F(4)

F(1)

F(2)

F(2)

F(1)

F(2)

F(3)

F(1)

F(2)

*Cách 2:* Phương pháp quy hoạch động.

Ta sử dụng mảng S[0..MaxN], S[i] để lưu lại lời giải cho bài toán tính số Fibonacci thứ i.

Ta nhận thấy, mỗi bài toán con chỉ được giải đúng một lần. Hãy cài đặt cả 2 chương trình trên và thử chạy với n = 40 để thấy được sự khác biệt!

Ta cũng có thể cài đặt phương pháp quy hoạch động cho bài toán như sau:

#include <bits/stdc++.h>

#define MaxN 51

using namespace std;

long long s[MaxN]={-1}; //Khởi tạo mảng s toàn các giá trị -1

long long n;

long long F(long long n)

{

if (s[n]=-1) //Bài toán chưa được giải thì tiến hành giải

{

if (n<=1) s[n]=n;

else s[n]=F(n-1) + F(n-2);

}

return s[n];

}

int main()

{

cout << "Nhap n:"; cin >> n;

cout << F(n) << endl;

//for (int i=0; i<=n; i++) cout << s[i] << ' ';

return 0;

}

Trước hết nó tính sẵn S[0] và S[1], từ đó tính tiếp S[2], lại tính tiếp được S[3], S[4],.., S[n]. Đảm bảo rằng mỗi giá trị Fibonacci chỉ phải tính 1 lần.

**3. Dãy con đơn điệu tăng dài nhất**

***Bài toán:*** Cho dãy số nguyên A = a1, a2, ..., an. (n ≤ 1000, -10000 ≤ ai ≤ 10000). Một dãy con của A là một cách chọn ra trong A một số phần tử giữ nguyên thứ tự. Như vậy A có 2n dãy con.

***Yêu cầu:*** Tìm dãy con đơn điệu tăng của A có độ dài lớn nhất.

*Ví dụ:* A = (1, 2, 3, 4, 9, 10, 5, 6, 7, 8). Dãy con đơn điệu tăng dài nhất là:

(1, 2, 3, 4, 5, 6, 7, 8).

***Giải***

Bổ sung vào A hai phần tử: a0 = -∞ và an+1 = +∞. Khi đó dãy con đơn điệu tăng dài nhất chắc chắn sẽ bắt đầu từ a0 và kết thúc ở an+1.

Với ∀i: 0 ≤ i ≤ n + 1. Ta sẽ tính L[i] = độ dài dãy con đơn điệu tăng dài nhất bắt đầu tại ai.

**a. Bài toán nhỏ nhất**

L[n + 1] = Độ dài dãy con đơn điệu tăng dài nhất bắt đầu tại an+1 = +.

Dãy con này chỉ gồm mỗi một phần tử (+) nên L[n + 1] = 1.

**b. Công thức**

Giả sử với i từ n đến 0, ta cần tính L[i]: độ dài dãy con tăng dài nhất bắt đầu tại ai. L[i] được tính trong điều kiện L[i + 1], L[i + 2], ..., L[n + 1] đã biết:

*Dãy con đơn điệu tăng dài nhất bắt đầu từ ai sẽ được thành lập bằng cách lấy ai ghép vào đầu một trong số những dãy con đơn điệu tăng dài nhất bắt đầu tại vị trí aj đứng sau ai.*

Ta sẽ chọn dãy nào để ghép ai vào đầu? Tất nhiên là chỉ được ghép ai vào đầu những dãy con bắt đầu tại aj nào đó lớn hơn ai (để đảm bảo tính tăng) và dĩ nhiên ta sẽ chọn dãy dài nhất để ghép ai vào đầu (để đảm bảo tính dài nhất). Vậy L[i] được tính như sau:

*Xét tất cả các chỉ số j trong khoảng từ i + 1 đến n + 1 mà aj > ai, chọn ra chỉ số jmax có L[jmax] lớn nhất. Đặt L[i] := L[jmax] + 1.*

**c. Truy vết**

Tại bước xây dựng dãy L, mỗi khi tính L[i] := L[jmax] + 1, ta đặt T[i] = jmax.

Để lưu lại: Dãy con dài nhất bắt đầu tại ai sẽ có phần tử thứ hai kế tiếp là ajmax. Sau khi tính xong hay dãy L và T, ta bắt đầu từ 0:

T[0] là phần tử đầu tiên được chọn,

T[T[0]] là phần tử thứ hai được chọn,

T[T[T[0]]] là phần tử thứ ba được chọn ...

Quá trình truy vết có thể diễn tả như sau:

i = T[0];

**while** (i != n + 1)

//Chừng nào chưa duyệt đến số an+1=+ở cuối

**{**

<Thông báo chọn ai>

i = T[i];

**}**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0  - | 1  5 | 2  2 | 3  3 | 4  4 | 5  9 | 6  10 | 7  5 | 8  6 | 9  7 | 10  8 | 11  + |
| ai | -∞ | 5 | 2 | 3 | 4 | 9 | 10 | 5 | 6 | 7 | 8 | +∞ |
| Length[i] | 9 | 5 | 8 | 7 | 6 | 3 | 2 | 5 | 4 | 3 | 2 | 1 |
| Trace[i] | 2 | 8 | 3 | 4 | 7 | 6 | 11 | 8 | 9 | 10 | 11 |  |

Truy vết

Ví dụ: với A = (5, 2, 3, 4, 9, 10, 5, 6, 7, 8). Hai dãy Length và Trace sau khi tính sẽ là:

#include <bits/stdc++.h>

#define MaxN 1002

#define oo 1e9+7

using namespace std;

int a[MaxN], L[MaxN], T[MaxN];

int n;

//Nhập dữ liệu

void Enter()

{

freopen("DONDIEU.INP","r", stdin);

cin >> n;

for (int i=1; i<=n; i++) cin >> a[i];

}

//Quy hoạch động

void Optimize()

{

a[0]=-oo; a[n+1]=oo; //Thêm hai phần tử canh hai đầu dãy a

L[n+1] = 1; //Điền cơ sở quy hoach động vào bảng phương án

for (int i=n; i>=0; i--) //Tính bảng phương án

{

//Chọn trong các chỉ số j đứng sau i thoả mãn a[j] > a[i] ra chỉ số jmax có L[jmax] lớn nhất

int jmax=n+1;

for (int j=i+1; j<=n+1; j++)

if ((a[j] > a[i]) && (L[j] > L[jmax]))

jmax=j;

//Lưu độ dài dãy con tăng dài nhất bắt đầu tại a[i]

L[i] = L[jmax] + 1;

//Lưu vết: phần tử đứng liền sau a[i] trong dãy con tăng dài nhất đó là a[jmax]

T[i] = jmax;

}

}

void InKQ()

{

freopen("DONDIEU.OUT","w",stdout);

//Chiều dài dãy con tăng dài nhất

cout << "Length of result : " << L[0]-2 << endl;

//Bắt đầu truy vết tìm nghiệm

int i=T[0];

while (i!=n+1)

{

cout << a[i] << ' ';

i=T[i];

}

}

int main()

{

Enter();

Optimize();

InKQ();

return 0;

}

**4. Dãy con chung dài nhất**

Cho hai số nguyên dương M, N (0 < M, N ≤ 100) và hai dãy số nguyên: A1, A2,...,AM và B1, B2,...,BN. Tìm một dãy dài nhất C là dãy con chung dài nhất của hai dãy A và B, nhận được từ A bằng cách xoá đi một số số hạng và cũng nhận được từ B bằng cách xoá đi một số số hạng.

**Input:** Tệp LCS.INP có dạng:

+ Dòng thứ nhất chứa số M, N

+ Dòng thứ hai chứa M số A1, A2,...,AM

+ Dòng thứ ba chứa N số B1, B2,...,BN.

**Output:** Tệp LCS.OUT có dạng:

+ Dòng thứ nhất ghi số k là số số hạng của dãy C.

+ Dòng thứ hai chứa k số là các số hạng của dãy C.

***Giải:***

Cần xây dựng mảng L[0..M, 0..N] với ý nghĩa: L[i, j] là độ dài của dãy chung dài nhất của hai dãy A[0.. i] và B[0..j].

Đương nhiên nếu một dãy là rỗng (số phần tử là 0) thì dãy con chung cũng là rỗng. Vì vậy, L[0, j] = 0 ∀j, j = 1.. N,

L[i, 0] = 0 ∀i, i = 1.. M.

Với M ≥ i > 0 và N ≥ j > 0 thì L[i, j] được tính theo công thức truy hồi sau:

L[i,j] = Max{L[i, j-1], L[i-1, j], L[i-1, j-1] + x}

với x = 0 nếu A[i] ≠ B[j] ,

x = 1 nếu A[i]=B[j])

Tóm lại:

![A number with numbers and symbols

Description automatically generated with medium confidence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeoAAABBCAYAAAAeweejAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABiGSURBVHhe7Z3dh5tb9Md//9NczcUQhtCLuZr4MaHMYy4apWFoDI1eTBwqh4pejLmolBGHM0qlF5VSc+hPyshcVEpJOVJKLkoooRdhWL+99suTnSf7eX/JMznrQ5jsyZM8L2uv735Ze+3/AYIgCIIgcgsJNUEQBEHkGBJqgiAIgsgxJNQEQRAEkWNIqAmCIAgix5BQEwRBEESOIaEmCIIgiBxDQk0QBEEQOYaEmiAIgiByDAk1QRAEQeQYEmqCIAiCyDEk1ARBEASRY0ioCYIgCCLHkFATBEEQRI4hod50ZmPov6xCcbcI7S+yjCAIgrgzkFBvMPOvHajsbsH2URuGv2RhZkzh6o8ylO/jqwNDWUrEZHoFDX5P2euC7iqRb6YfGtIHlKHj1lH40rE/0/gwlYU5IOh5ZVAnSag3le+XYO1swdZ+CwYzWRaWWR9aaHz3tmFri33XTtE2XP5S5ezVupHH2Eyh+6gC3Yl8SyTL5xZsPR/INwThz/RtldXVKnR/yoIMwN+svAnmBMJ8Nj6sI/GsCtUHJSgw/1V7b3CSYetYinWShHojmcDlIQroHpwlMNw9eVPhYrz9YrW1OGGVa3vLJMjuQj3/1oHa/Qq0v8xlScr8GkPvedl4/uHAyl2B8tMe+ysDvM47a6G+ncPkM3tuu9k6eiIpWH180c3GbjXcxNfkA7IVasHwHDsbrLf/ryzQ8atj8xF0Hpeh8moI/CpIqIlQsN50GXu69zswvpVlkZlD/5noNTc+GoR1dgX1rRr0VobW3YV6fFFivXPLXDkSZHjBev37JSjtF/j5x65E7FobO1tQOL2Caez76k6g847oFKbfRuHOXQ7rldj5FHGExtgoIwgzbuJr8gHZC/UEug/QppswMNUJvzr2bwdKW9tQfjUS70moiVCgwaCDf9BlphiXIZxJB335Qxbp3A6gtdUyGHqOhr7V/UipEqWG13lHcgpxngkeK+yAhPrugSKIttT6LAsyIoz4Zi7UvJPBbPqRy0hD2DoWqU4Gg4R6E1EOPgmhnnShgt+104KhEuP5AM6OOsDbkT+7UH1wCRMS6uTxOu9IToGE+j8Jq6OttyhF+AxZPRalmZBrof5yBtusfpX/GssCB2HrWKQ6GQwS6k1EOfgEhHr2oS6+67Qv5mEYkzesda69N7MqCtObNtQeWlC+Z0Hznwxny7wELwg/etB8VGXnXoLCSc/QKEkJr/OO5BRIqDeHIXQOilC4x15bTehdd6B52oTmkzIrq0L7RqtfP6fs6SnY3zzGQByPQmU/U5zmcJZ5MRtB9xmrz8fsd48taFxcQuf8cmmFiVN8vXxA1kI9/rvM61fpsArWSR3qhyWoXowWfs2ljs2+dKB2VIPqUQHK53J+GolUJ4NBQr2JKAefgFAPX8jI7t2SiPSWFbnqW6EcovDjEqz9Noxux3B5P5lzC4yX4Pnxuw/N3Tr00LnJ71mNcE8Jr/OO5BRIqDeNwXN8Jluw97wPM96AnEHvBMua0Nda0sMX4nPcfrXhb3G8/kxVTIrPc/49hNY+E7kXA/G7tyNo7+Fxy8GGS+Lr4wP8hZod90iuOAn0qsLld3noCjO4eoLnu73wZTK2p/lJ3jhTHcPVNIdtGM7E+S7dp0h1Mhgk1JuIcvCxxVBWKD0qEgOq3KIkl1gWhfHrKjRxLaKsDNbfLsNNaeAleD6MXu1B7Z1o+YsWeJBrTwiv847kFEioNw0hwMs2KcoWzwkFxRZnblOL4W/nZxFT2TIoctiAr0HP7hRLoXYEsOri6+cD/IU6QXhsDTvfR8xHqvPFaTwsU6ssVuoYXrdaSaMaNA3o/+b/jFgng0FCvYkoBx9XqKc9Ybg7WrAYBmDo710xi8Lo5R47N9bq9jix2aeWoXXs8sKehDzOFXU/YlUi2QLX5+odZHrePk7B7Vwwcruwv1rufz4k1HnEX2jVc1t+KeGOJNTYM8bvMYiccymhSXzdfECmQi0bC3svZcQ2Y/6pye+NXeZZx2TDRA9E86mTcSCh3kSUg48p1Mpwt056Cyd+O4fZL+/ZaYFBqOcDaGIEOfu+NJc3reAleEG5HUJLnruvwCaF13lHcgrmxlMwSKjziL/QMrv1SHISRahV3IoehKV8hXMJ54r4eviALIVaXMP20jQWjp5hmefQt0I2THShj1Yng5GCUGeQOjKvKefygnLwMYVaGO4WVF5H+ZZVUZhfN/n8Nlbm+c0ZVF9nNPztIXjz71fQOT+D7lefxodsgbtGiKaBx3lHcwok1JtGMKF2X5a1eryau3V/ztN3YqlX81oWMEQsCzYI2PHPFnPDTvH18gH+Qh12jroCly7TVOIatGtUc+yH2tC9Rx0zNkwi1clgmIX6jqSOzHSo5C6hHHwsoVbJAPag/VUWhWLVDoRTaEB/xr77kffwd6J4CJ7ITMT+97+sgsoyE2hrvAWe5TpUj/OO5hRIqDcNf6FW77VlWZ+7dg978tpi/7MWORImcp5WL3Mih76VSM2ZLZb4MS0YTHtQ2zuzp4ecPtrLB2Tqz/k1lKDzTbzlGRZ3a9DVr9mjji0aJrIAiVQng+HZo046deT0nyZU7ssI2gg4086RULugHHwkoZatVnuZBnv+97CBZkEnlGCv2gE+v+q9EpSPKtB8n/5zUxsClHbFdaDQFg/Ytfxxxc5OMhvD8JrZlTFpi8IQOJIigc47M6EeQgcb55o9qBUArpssEBkgnovIFifqaOPDlaFMWIwQSPnS/fnvMV9iVTyoQet5A6onHWifys+xDlrdZcRy8r4J1j0L6qdVqD7rwvBjG6zdPSgdWHB2s5gccvpoLx+QrT+fw/gdu4aDKtRPLH4NI2d2Rdc6JoNsnZkf1yPUSaeOnMHVKWuF7DehH3G0WqSdK9s9PBJqF2IJdVJEEYU1gfNNemCMEzU/7fWZrMlMqAkiOmF8dO78uVsdU4Fzzv+tR6jznzqShNoFJdR6RGLm3B1RGL0q2UuwbH5PWE97CBPsQRsiRNdOJKcwh9E71nPIYFSAIJCNEerpCAbXIk++mp9e2XFrLUJ9B1JHklCbURl3Ml2rvMIdEervHbCOnT1lOfrD7mH1zQC6xzgSxBqlmYV7ByBFp0AQSbEZQj2Gzj52Wreh9ZF1UNnf2ys+g7EOoU4udeQcxm+bUOFp46rQ+eZ99Aq3Mxhe1MA6qYK1W4azz4vjM32wtxO4+oOdw0EBisessfJjAG12To3nDT5X03w3htmPPrSeVqD+tA7WvihzXu30ug21Awvqz9hnjttw+foMzj5ogno7hcHLGlRPm1A7ZN/xdgB99r6G33nUhCu/+X0VvbhT15IRrIO706M2MXlXh+JOid3zMlim+at1Q0JN3AE2Q6jnMHxpQaHIfMFhGWovBzAxydg6hDqp1JEYjl940oMppmLE7wt5IeO/LbBeDmHGBIxHnWrzrv4PNrmUc3gdpXN2HmptMfawpPO2AzVkarlF2fIcPg/A26nakYWz9zV+3CJYjxnEedm+x/OPDf7/Pfa7I5yfZ39XeXJ9N9jxL/BzJWhpAR3rQV+mx+7LysgLEQm57SS/r69SWfxIEImhAiPx1XYLPtSW29bfr7V3sUzQ88qgTroIdVKpI2fQf17h0cJiXF9bTB4EDFhTof5zKfRajz67FpgQ0DbrzYsGjEojJxD5cpnI23P5KhBPC9//1uZLGFB0FWrUwg7Ww2Vxj7t2JKEYwhbLo6afWqynfmk3BFZgDZn+8zJs77L7/TlPY7QEQRBEHMxCnXjqSJkoPtDxLjCh23P0KLMfKpENGH3e3hSqr6KE7bI5DP5EgV/OhGNci2czhd5x0HvGPsvub/Fo0aMnCIIgNgOjUCeeOlIukNd7k2FBUXYm38hcqFUDRp+nl2VLa82/ikbFIouV2llGX4frshZPoUYQgqasVD3qHQvaX0itCYIgNgWjUCedOlJkvxHD5pO3NWh9kkLyawiX52fQ+ej3O+aEE8nPUbunnENUA0afpzelkhM9ZYvPd+P1Nv/5P7HUTY+S15PYf+tABTdF+D2Cy6d1dn+mPDABYwIWz2AC3cct6HtqsJqj3mM99yCNqrvAHCafBzBOsO2hz5ttXNKOvKTX3eQ0v/qc5IU2lfV9AMMfm1LvkiFQXcurrQQ9Lxd7SBKDUCedOhLfy57jbACtwxYMpNiqnLG+GZ+0hBP67cq6Ry0aMMvz9KJMDxpzXO8+Rl/LoW+VpvKW3WNc8oNCzM4fd5PBdbzqfpReDWDwXDSWVD5dDEQrM1H3dQP2vrCmZDR3DREbUFZ73mrglnnl+yUocPtx7gi1KDclfcl+yiR7krjGOPf4PxGV7rxGvkdzCVraypQ8gTbhPtWWDmHsMKl6yVOanl75jEROeU7y6gNhxytropGwNpyizWtCLXufKaSOxNSh1m4JrIc11qrSbsjtFEbXPWixnuzynLYDlw0RsnW4OA+8DYWTnrZ+Tqy3LTCj0HeC4de7b0FFv97ZEDrHRSg/rkPtqAbt6yF0n7B7zSq2dSLX5P1kLbMDC2pPLKi+7EP/ogrF/So0nlb4koCgO06pddTlta6jjg+OVmzzjeZlgRO1p6zJ+ciN7U0Vx9Vu5iPoPC5D5VWABlES3OJoQQdqu/GdZ2rpdSPeY3enhQ6yAuWnPfZXFOIeH47Zd+afDlxyvJuukQeN5rGRzPzyi+wTILnZodNekWRsdgKXh6XAnUyR698lSNpPeJ3+IhuhTopVofYEe8u73gFT+ACdgVhIYs5o00CDQee61sxkMZkzu9jbhuZHj3axbMC5zfPjaIcpm5ir3fzbYU52G6y0d8iSQ2Ul1kgTeZlD1BcXUkuvG/EeuzotXD3Crrn0rB9tq1N5vLNxnCwijzY+H5VvfXXzIYbxGnGabhuKrDyf/epscbNDYa+sE6gJZBI2i437ArMt5wicGTV63DTrj5/wSn9RfiXtf5OFGpco4fpkJ9NvAxh8Q5lR89OrrVQSaheUUK8113c8+BrznabnlIg9dfKnuXLgpjIm+8iP3chpkgSE2klS1xj1HqfptLJE5UgILtTMY/GtHJm/ylErGe2BX0eWu78xwthhbJu9HbPe9LL4e4IrmdC23To0YW14Y4V61ofGAetNOztNvKXCbuBOC/o3uIXatjHRSn4cbs6480It98T1yYIn1q8vL9kTwXviPTpZfc9cRX7sJv9CHfUe/5eFWq3YMM57roOfXWjx54f2pm13mQFZCjV2+rA3HXgk48sZn+Z13WOehNqH30NoHxageGCBdYDzuROYG4YmSKhdCCPUOAy7X4DCvSJsP+jA1fszaJy2oPmwCMWjJnT/nfIUsDVexj53WIfLr9q80k0baveZ4z5vQf2wBNbTDgxsny6zk9n7lxeY85ou9oBmrwIG2znnPqWjc61AHBU0p80v/R5Aa89lvkljxW6mA2g/rjBbK4L1TNtKMnViCnXq6XWj3+MVp8W3U2S978OySMEbdlz4Rw+aj6pQe1hyxImkSyShVksvXUYhkmEIHWavWG8LW03oXXegedqE5pMyK6tC+0az4p9TzabZ37y+ieNFPJK0P/QFzjIvZiO+RWb5mP3usQWNi0vonF/CUBv5dNoh9xc8nbRlN/YUsWwWg2j3xUqboKhYntIhqz8nde6/qhejhdC7PN/Zlw6PM6oeFaB8rsWz3DWhTj11pBY2n6uUc3khjFBz1FwN6zm9HotGkR09bii7fymi17Ud1nilvhWJV7aKLRjojphXIixvioh/1pIt4nanxoS5DLl0zbNHIj9j79WMc4o4nxggQcyyQ1gEn4iKG7ORGYp4Qh0vvW4AYtzjZaeFqx4KvK6q5YxG4XMD0w/vygadtO1Qx8cgmlDLEaEMRrTUiMceLu/kz0Qml2Li3deql7oOfi3a8Lc4Xrc/NdXoY5MykLCkVmTY/mI56HDJDjGfBg8OlQ0Zx/3xt1mP5bass4EdgdJSuXtKaPsZ6aO1Mh7Dzp5per7sM5ZMFY3nu3SfXO0hPikINbF2pDML7iiUYOjL5LzKFo56esNa0e9HdvCGMF6DY0MDZ+XFP9tiCYtXLvIAzlg5fH14fHTBhNZ30xhxjrZDYOdVxV60ch6HrBHiJ0KJEUOoM0ivG+ceLzktTI37kPWib6UI+MQeOMGANbUNqWhMBejRJ0Q0oVbHBWjQxET8zvL9EGULm0JbsMWZ163F8Lfzs4ipbBkUORwV0+fhVSN+OehQt0Nc7tfE9chSEJ27+0W2Wd5ICNebtlcz6HvMq4apSl618nzxulX6aENuDw97iAsJ9SbCKyMzotBCrTuWoGXMfL8PoHtxBs3HFajcx5at2bHxTUnY/0oqStINef5eQq2Gz/XYBXToplgGJ0aHILPJeR6PgrPUYvd6+SWnQWIItU5K6XXj3GOj0/rVgxr7vpUN9wMje0GsR+82UifWfpuex+oLR4r8EKKVd6H2ElplY8svJdz+xxuQmSZNIreUoZFhskPMG8F73o7vj2qz4SK9JbKxoK9YUA1Tu8xTeGXDRA9E8/x8PEioNxEpdKkL9e0EeidMmHfK0Poo4giwsnFHYHBs85sWFxTfpAvy/N2FWvZ+nUl5fs9g5tvVMzkElYs960jdZIRa3POk0+vGu8cmpyUyFC5vaBMKlfgoaFrdBBCidZeFmt0zj/rmf/wqajMhPYZEiZyeoRFZscP5AJryGTqX10Wz2XDrphXiGpaX/GIjFMs8h74VsmGytDTR6/MxIaHeRKTQpS3UdoW9WBirEA10bGO4Or9a/P7PHlQxscc1M3CsqHpr3ImsBK5z1GpZhdv6Rx9cnQcO6bK/zx6pOfi08RDqVNPrzmCI+6Bf9N2fQcx7vOq00KGy7+NDo3o63DmMP3Tg7LwLI7/hcNkL8g4yTBYhWmGFOrs56mBCzc7fZVnW6vFq7tZdqNWSPT3af7HBEDv+2WJu2GmHYumaEPT5zdnSqIa/UBvmqDFQVW3FvPJyTwktrkG7RjXHfqgN3XsIr7FhQkJNhCIjoVaVrqjWwaMD5v/HgIw+cxDy2NkILo+37bzlKPB4nOsQqpw/Krk5ZNYz59cXsWe14hDk/Wp8nMHkTTXY0G4iuAu1vX45jfS6anMZfs0u3eOY93jFacnGF4rsjH23xf4nflkFJHo8bwleE+8FZbgWOJpQy9GIIHP5MfEXavVeW5b1uWv3sMUoh7XYoncintNSmRM59K1sh6fs5Mew+s5sq6ZiJxhOOxTnwmx6hr5iefjbX6idROtNc/g1lKDzTbzl03K7Nejq1+z6fPE6VMNEFiAen48LCfUmggaDFSeIUPMsWcv5nDsfApZ9Yb2ht02o7Beg9LgBdfbqfOzxpXXYyq2/vdKWgLAXFxORipW/l9+zmvBetuodjm72qcVbyipblB3lGXJJ1YpDwFSAx0UoHVhQeZbF0h+R+UpP16t6BfbGBSmn151+HUDveXnlM0nd41Wnhak/Lfa82T1+3FnajnX2fQiDv2o+Ts48cpAOauXKwt63dor8vizZqptjzmQdtbAhkdlOpHtusDq6WibOVzU4+EufR+bL5iwoHtSg9bwB1ZMOtE/l59g11102o5i8b4J1z4L6KWvYPuvC8GMbrN09XofOtEBRpx1i6tDqPWbrRxVovl+2vbBCzeemn6wOoQeD+a537BoOqlA/sfg1jJxpX12FVzbEnNn6SKiJUIQR6pzCM5M5lpgkRfiW+5pIOb3u8EXB3FNMgpBOC8/XcyRDGzlIvyEVEJdrzGNmsnURpq6Fqpdhs5BFwc2GVeCc838k1EQoZC/L3q3rLsJzfXsMzcYglENYIzhFkFp63V9XUN9fDFEmThinxdfZG4Tt9wSG10OYYA/aEKW7dozXiM9kG/ZYedrD3neBtIQ6UqR3WPTnOx3B4HrEe+9qfnplxISEmgiHDNzZKkaPsM0BfC57z2P3rIjcCaFONb3uDPp/lFlvOsWh2RBOa/yXZbiGGd+ZDh1i9c1AbAu7b7gf68R0jbh7Fq4Tz9N5rpFUhJo37EKum46C/XzH0MGETThy9XHAE71sHxtGdkioidBgUAgOFe4x55b6nF5aiP2oS8z4k+yd3AmhduOupNdNwGlN3tWhuFMC66gMlmkOcd04rxGzdR2Ul+Zo/+ukIdSzfxqJ+wQj9vNlfuilBYUis8PDMt9y2JhUkYSaiML8awcqGBQkU97dTXDP5gGME3TS0w8NHhiEr/YdHnEwkpf0upuc5lduU8qv79ViagIT/wy/k0jrBKprebWVoOflYg9JQkK96cxG0HtRZT2TwuaJEkEQxH8AEmqCIAiCyDEk1ARBEASRY0ioCYIgCCLHkFATBEEQRI4hoSYIgiCIHENCTRAEQRA5hoSaIAiCIHIMCTVBEARB5BaA/wdpc6ctjwgpIAAAAABJRU5ErkJggg==)

![xau con chung dai nhat c](data:image/jpeg;base64,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)

#include<bits/stdc++.h>

#define fi "LCS.INP"

#define fo "LCS.OUT"

#define MaxMN 100

using namespace std;

int a[MaxMN], b[MaxMN], p[MaxMN], l[MaxMN][MaxMN];

int m, n, dem;

void Enter(){

    memset(p,0,sizeof(p));

    freopen(fi,"r",stdin);

    cin >> m >> n;

    for (int i=1; i<=m; i++)

        cin >> a[i];

    for (int i=1; i<=n; i++)

        cin >> b[i];

}

void Optimize(){

    memset(l,0,sizeof(l));

    for (int i=1; i<=m; i++)

        for (int j=1; j<=n; j++)

            if (a[i] == b[j])

                l[i][j] = l[i-1][j-1] + 1;

            else

                l[i][j] = max(l[i][j-1],l[i-1][j]);

}

void Trace(){

    freopen(fo,"w",stdout);

    cout << l[m][n] << endl;

    dem = 0;

    int i=m; int j=n;

    while ((i>0) && (j>0)){

        if (a[i]==b[j]){

            dem++;

            p[dem] = a[i];

            i--; j--;

        }

        else {

            if (l[i][j] == l[i][j-1]) j--;

            else i--;

        }

    }

    for (int i=dem; i>=1; i--)

        cout << p[i] << ' ';

}

int main(){

    ios\_base::sync\_with\_stdio(false);

    cin.tie(0); cout.tie(0);

    Enter();

    Optimize();

    Trace();

    return 0;

}

**5. Bài toán cái túi**

***Bài toán:*** Trong siêu thị có n gói hàng (n 100), gói hàng thứ i có trọng lượng là Wi (Wi 100) và trị giá Vi (Vi 100). Một tên trộm đột nhập vào siêu thị, sức của tên trộm không thể mang được trọng lượng vượt quá M (M 100). Hỏi tên trộm sẽ lấy đi những gói hàng nào để được tổng giá trị lớn nhất.

***Giải***

Nếu gọi B[i, j] là giá trị lớn nhất có thể có bằng cách chọn trong các gói {1, 2, ..., i} với giới hạn trọng lượng j. Thì giá trị lớn nhất khi được chọn trong số n gói với giới hạn trọng lượng M chính là B[n, M].

**a. Công thức tính B[i, j].**

Với giới hạn trọng lượng j, việc chọn tối ưu trong số các gói {1, 2, ...,i - 1, i} để có giá trị lớn nhất sẽ có hai khả năng:

 Nếu không chọn gói thứ i thì B[i, j] là giá trị lớn nhất có thể bằng cách chọn trong số các gói {1, 2, ..., i - 1} với giới hạn trọng lượng là j. Tức là

B[i, j] = B[i - 1, j]

 Nếu có chọn gói thứ i (tất nhiên chỉ xét tới trường hợp này khi mà Wi j) thì B[i, j] bằng giá trị gói thứ i là Vi cộng với giá trị lớn nhất có thể có được bằng cách chọn trong số các gói {1, 2, ..., i - 1} với giới hạn trọng lượng j - Wi. Tức là về mặt giá trị thu được: B[i, j] = Vi + B[i - 1, j - Wi]

Vì theo cách xây dựng B[i, j] là giá trị lớn nhất có thể nên nó sẽ là max trong hai giá trị thu được ở trên.

**b. Cơ sở quy hoạch động:**

Dễ thấy B[0, j] = giá trị lớn nhất có thể bằng cách chọn trong số 0 gói = 0.

**c. Tính bảng phương án:**

Bảng phương án B gồm n + 1 dòng, M + 1 cột, trước tiên được điền cơ sở quy hoạch động: Dòng 0 gồm toàn số 0. Sử dụng công thức truy hồi, dùng dòng 0 tính dòng 1, dùng dòng 1 tính dòng 2, v.v... đến khi tính hết dòng n.

0 1 ... M

0 0 0 0 0

1

2

... ...

n

**d. Truy vết:**

Tính xong bảng phương án thì ta quan tâm đến b[n, M] đó chính là giá trị lớn nhất

thu được khi chọn trong cả n gói với giới hạn trọng lượng M.

Nếu b[n, M] = b[n -1, M] thì tức là không chọn gói thứ n, ta truy tiếp b[n - 1, M]. Còn nếu b[n, M] b[n - 1, M] thì ta thông báo rằng phép chọn tối ưu có chọn gói thứ n và truy tiếp b[n - 1, M - Wn].

Cứ tiếp tục cho tới khi truy lên tới hàng 0 của bảng phương án.

#include <bits/stdc++.h>

using namespace std;

int k[100][100];

int n; long long m;

int a[100], b[100];

int max(int x, int y) {

   return (x > y) ? x : y;

}

int knapsack(long long m, int a[], int b[], int n) {

   int i, t;

   for (i = 0; i <= n; i++) {

      for (t = 0; t <= m; t++) {

         if (i == 0 || t == 0)

            k[i][t] = 0;

         else if (b[i - 1] <= t)

            k[i][t] = max(a[i - 1] + k[i - 1][t - b[i - 1]], k[i - 1][t]);

         else

        k[i][t] = k[i - 1][t];

      }

   }

   return k[n][m];

}

void Trace(){

   while (n != 0) {

      if (k[n][m] != k[n-1][m]){

         cout << "Pack " << n << " W= " << b[n-1] << " Value= " << a[n-1] << endl;

         m=m - a[n];

      }

      n--;

   }

}

int main() {

    //freopen("DRSEM.INP","r",stdin);

    //freopen("DRSEM.OUT","w",stdout);

    cin >> n >> m;

    for (int i = 0; i < n; i++) {

      cin >> a[i] >> b[i];

    }

   cout << knapsack(m, a, b, n) << endl;

   Trace();

   return 0;

}

**Sử dụng vecto:**

#include <bits/stdc++.h>

using namespace std;

int n, m;

struct Item {

    int weight;

    int value;

};

void knapsack(int n, int m, const vector<Item>& items) {

    vector<vector<int>> dp(n + 1, vector<int>(m + 1, 0));

    for (int i = 1; i <= n; i++) {

        for (int j = 0; j <= m; j++) {

                if (items[i-1].weight <= j) {

                    dp[i][j] = max(dp[i - 1][j], dp[i - 1][j - items[i - 1].weight] + items[i - 1].value);

                }

                else {

                    dp[i][j] = dp[i - 1][j];

                }

        }

    }

    cout << dp[n][m] << endl;

    //Truy vet

    while (n != 0) {

      if (dp[n][m] != dp[n-1][m]){

         cout << "Pack " << n << " W= " << items[n-1].weight << " Value= " << items[n-1].value << endl;

         m = m - items[n-1].weight;

      }

      n--;

   }

}

int main() {

    //freopen("DRSEM.INP","r",stdin);

    //freopen("DRSEM.OUT","w",stdout);

    cin >> n >> m;

    vector<Item> items(n);

    for (int i = 0; i < n; i++) {

        cin >> items[i].value >> items[i].weight;

    }

    knapsack(n, m, items);

    return 0;

}

**6. Ví dụ về các bài toán có thể giải bằng phương pháp quy hoạch động**

**6.1. Bài toán Tính N!**

Ta có định nghĩa như sau: *n*! = ![](data:image/x-wmf;base64,183GmgAAAAAAAAAHgAQACQAAAACRXQEACQAAAwYCAAACAJwAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKABAAHCwAAACYGDwAMAE1hdGhUeXBlAADwABIAAAAmBg8AGgD/////AAAQAAAAwP///8D////ABgAAQAQAAAUAAAAJAgAAAAIFAAAAFAKGAdgAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABBkfQD01xgAQ0CVdUASm3UEAAAALQEAAAkAAAAyCgAAAAABAAAAMQEAAwUAAAAUAsYD7AEcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AUGR9APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAPAAAAMgoAAAAABQAAACooMSkhAOQAdgKiAJAAAAMFAAAAFALGAwIBHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuAPBifQD01xgAQ0CVdUASm3UEAAAALQEAAAQAAADwAQEACgAAADIKAAAAAAIAAABublgCAAMFAAAAFAKiAToAHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHf9E2bpQBKbdTBhfQD01xgAQ0CVdUASm3UEAAAALQEBAAQAAADwAQAACQAAADIKAAAAAAEAAADsEgADBQAAABQC4gI6AAkAAAAyCgAAAAABAAAA7RgAAwUAAAAUAsYDXAQJAAAAMgoAAAAAAQAAAC0VAAMFAAAAFAIiBDoACQAAADIKAAAAAAEAAADuGgADnAAAACYGDwAuAUFwcHNNRkNDAQAHAQAABwEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS8n8l8hjyEvR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPIfIKXyCiX0jyH0EA9BAPQPSPQX9I9BAPIaX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQADAAIBAAQAAQEBAAIAiDEAAAEAAgCDbgACAIIqAAIAgigAAgCDbgACBIYSIi0CAIgxAAIAgikAAgCCIQAAAAIAlnsAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0Adf0TZukAAAoASACKAQAAAACc4RgArGGUdQQAAAAtAQAABAAAAPABAQADAAAAAAA=) nếu ![](data:image/x-wmf;base64,183GmgAAAAAAAIADAAQCCQAAAACTWQEACQAAAwcCAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIABIADCwAAACYGDwAMAE1hdGhUeXBlAADQABIAAAAmBg8AGgD/////AAAQAAAAwP///8X///9AAwAAxQMAAAUAAAAJAgAAAAIFAAAAFAJhAXoCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuALBjfQD01xgAQ0CVdUASm3UEAAAALQEAAAkAAAAyCgAAAAABAAAAMAAAAwUAAAAUAqEDegIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AUGN9APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAADAAAAMFAAAAFAJhAToAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuADBkfQD01xgAQ0CVdUASm3UEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABuigADBQAAABQCoQM6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCQYn0A9NcYAENAlXVAEpt1BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAbtMAAwUAAAAUAmEBVAEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAd9AXZjtAEpt1sGF9APTXGABDQJV1QBKbdQQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAD0AAAMFAAAAFAKhA1QBCQAAADIKAAAAAAEAAAA+AAADjgAAACYGDwASAUFwcHNNRkNDAQDrAAAA6wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS8n8l8hjyEvR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPIfIKXyCiX0jyH0EA9BAPQPSPQX9I9BAPIaX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKBAABAQEAAgCDbgACBIY9AD0CAIgwAAABAAIAg24AAgSGPgA+AgCIMAAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQB10BdmOwAACgBIAIoBAQAAAJzhGACsYZR1BAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

Cho một số nguyên dương *n* (0 ≤ *n* ≤ 13).

**Yêu cầu:** Hãy tính *n*! bằng phương pháp quy hoạch động (lập bảng phương án).

**Dữ liệu vào:** Ghi trong file văn bản GT.INP có cấu trúc như sau:

*- Dòng 1:* Ghi số nguyên dương *n*.

**Dữ liệu ra**: Ghi ra file văn bản GT.OUT theo cấu trúc như sau:

*- Dòng 1:* Ghi giá trị tính được của *n*!

**Ví dụ:**

|  |  |
| --- | --- |
| GT.INP | GT.OUT |
| 3 | 6 |

**Thuật toán:**

Gọi GT[i] là giá trị của i! (0 ≤ *i* ≤ 13)

Ta có công thức quy hoạch động như sau:

GT[i] := GT[i-1]\*i;

Như vậy, việc tính *n*! sẽ được thực hiện bằng vòng lặp:

GT[0] :=1;

For i:=1 to n do

GT[i] := GT[i-1]\*i;

Kết quả: giá trị của *n*! nằm trong phần tử GT[n].

**6.2. Bài toán Tính dãy Fibonaci**

Ta có định nghĩa như sau: *F*(*n*) = ![](data:image/x-wmf;base64,183GmgAAAAAAAGAMgAQACQAAAADxVgEACQAAAxsCAAACAKoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKABGAMCwAAACYGDwAMAE1hdGhUeXBlAADwABIAAAAmBg8AGgD/////AAAQAAAAwP///8D///8gDAAAQAQAAAUAAAAJAgAAAAIFAAAAFAKGAdgAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuADBifQD01xgAQ0CVdUASm3UEAAAALQEAAAkAAAAyCgAAAAABAAAAMUQAAwUAAAAUAsYDIgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AsGF9APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAQAAAAMgoAAAAABgAAACgxKSgyKXYCogD6AqACwAAAAwUAAAAUAsYDDgEcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AMGJ9APTXGABDQJV1QBKbdQQAAAAtAQAABAAAAPABAQANAAAAMgoAAAAABAAAAEZuRm6eAXQEngEAAwUAAAAUAqIBOgAcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAd0ISZlRAEpt1sGF9APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAOwAAAMFAAAAFALiAjoACQAAADIKAAAAAAEAAADtAAADBQAAABQCxgOuAwwAAAAyCgAAAAADAAAALSsti0wCxgMAAwUAAAAUAiIEOgAJAAAAMgoAAAAAAQAAAO4XAAOqAAAAJgYPAEkBQXBwc01GQ0MBACIBAAAiAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgVEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghLyfyXyGPIS9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA8h8gpfIKJfSPIfQQD0EA9A9I9Bf0j0EA8hpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQAAAoBAAMAAgEABAABAQEAAgCIMQAAAQACAINGAAIAgigAAgCDbgACBIYSIi0CAIgxAAIAgikAAgSGKwArAgCDRgACAIIoAAIAg24AAgSGEiItAgCIMgACAIIpAAAAAgCWewAAAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAAAECAiJTeXN0ZW0AdUISZlQAAAoASACKAQAAAACc4RgArGGUdQQAAAAtAQAABAAAAPABAQADAAAAAAA=) nếu ![](data:image/x-wmf;base64,183GmgAAAAAAAIADAAQCCQAAAACTWQEACQAAAwcCAAACAI4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIABIADCwAAACYGDwAMAE1hdGhUeXBlAADQABIAAAAmBg8AGgD/////AAAQAAAAwP///8X///9AAwAAxQMAAAUAAAAJAgAAAAIFAAAAFAJhAXoCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABBdfQD01xgAQ0CVdUASm3UEAAAALQEAAAkAAAAyCgAAAAABAAAAMAAAAwUAAAAUAqEDVgIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AEF59APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAADEdAAMFAAAAFAJhAToAHAAAAPsCgP4AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABBdfQD01xgAQ0CVdUASm3UEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABuAAADBQAAABQCoQM6ABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQXn0A9NcYAENAlXVAEpt1BAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAbhAAAwUAAAAUAmEBVAEcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAdwMQZoFAEpt1sF99APTXGABDQJV1QBKbdQQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAD0AAAMFAAAAFAKhA1QBCQAAADIKAAAAAAEAAAA+AAADjgAAACYGDwASAUFwcHNNRkNDAQDrAAAA6wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS8n8l8hjyEvR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPIfIKXyCiX0jyH0EA9BAPQPSPQX9I9BAPIaX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKBAABAQEAAgCDbgACBIY9AD0CAIgwAAABAAIAg24AAgSGPgA+AgCIMQAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQB1AxBmgQAACgBIAIoBAQAAAJzhGACsYZR1BAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==) ![](data:image/x-wmf;base64,183GmgAAAAAAAMABgAMDCQAAAABSXAEACQAAAycBAAACAIMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAA8ABCwAAACYGDwAMAE1hdGhUeXBlAACwABIAAAAmBg8AGgD/////AAAQAAAAwP///ywAAACAAQAArAMAAAUAAAAJAgAAAAIFAAAAFAL6ADQAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAPBjfQD01xgAQ0CVdUASm3UEAAAALQEAAAoAAAAyCgAAAAACAAAAb3LAAAADgwAAACYGDwD8AEFwcHNNRkNDAQDVAAAA1QAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS8n8l8hjyEvR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPIfIKXyCiX0jyH0EA9BAPQPSPQX9I9BAPIaX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKBAABAQEAAgCBbwACAIFyAAABAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAABrDmZmAAAKAEgAigH/////nOEYAKxhlHUEAAAALQEBAAQAAADwAQAAAwAAAAAA) ![](data:image/x-wmf;base64,183GmgAAAAAAAEADAAQBCQAAAABQWQEACQAAA40BAAACAIYAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIABEADCwAAACYGDwAMAE1hdGhUeXBlAADQABIAAAAmBg8AGgD/////AAAQAAAAwP///8L///8AAwAAwgMAAAUAAAAJAgAAAAIFAAAAFAJkAVYCHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABBhfQD01xgAQ0CVdUASm3UEAAAALQEAAAkAAAAyCgAAAAABAAAAMQAAAwUAAAAUAmQBOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AUGJ9APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAG4AAAMFAAAAFAJkAVQBHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHfBF2ZmQBKbdRBhfQD01xgAQ0CVdUASm3UEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAA9AAADhgAAACYGDwACAUFwcHNNRkNDAQDbAAAA2wAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYFRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS8n8l8hjyEvR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPIfIKXyCiX0jyH0EA9BAPQPSPQX9I9BAPIaX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKBAABAQEAAgCDbgACBIY9AD0CAIgxAAABAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAAABAgIiU3lzdGVtAHXBF2ZmAAAKAEgAigEBAAAAnOEYAKxhlHUEAAAALQEBAAQAAADwAQAAAwAAAAAA)

Cho một số nguyên dương *n* (0 ≤ *n* ≤ 50).

***Yêu cầu:*** Hãy tính *F*(*n*) bằng phương pháp quy hoạch động (lập bảng phương án).

***Dữ liệu vào:*** Ghi trong file văn bản FIBO.INP có cấu trúc như sau:

*- Dòng 1:* Ghi số nguyên dương *n*.

***Dữ liệu ra***: Ghi ra file văn bản FIBO.OUT theo cấu trúc như sau:

*- Dòng 1:* Ghi giá trị tính được của *F*(*n)*.

**Ví dụ:**

|  |  |
| --- | --- |
| FIBO.INP | FIBO.OUT |
| 5 | 8 |

**Thuật toán:**

Gọi F[i] là giá trị Fibonaci của *f*i (0 ≤ *i* ≤ 50).

Ta có công thức quy hoạch động như sau:

F[i] := F[i-1] + F[i-2];

Như vậy, việc tính *f*n được thực hiện bằng vòng lặp:

F[0] := 0;

F[1] := 1;

For i := 2 to n do

F[i] := F[i-1] + F[i-2];

Kết quả: giá trị *f*n nằm trong F[n].

**6.3. Bài toán Tính tổng của dãy số**

Cho dãy số nguyên gồm *n* phần tử *a*1, *a*2, …, *an* (1 ≤ *n* ≤ 105) và hai số nguyên dương *p* và *q* (1 ≤ *p* ≤ *q* ≤ *n*).

**Yêu cầu:** Hãy tính tổng của các phần tử liên tiếp từ *ap* … *aq* bằng phương pháp quy hoạch động (lập bảng phương án).

**Dữ liệu vào:** Ghi trong file văn bản SUM.INP có cấu trúc như sau:

*- Dòng 1:* Ghi số nguyên dương *n* và *k*, hai số được ghi cách nhau một dấu cách.

*- Dòng 2:* Ghi *n* số nguyên *a*1, *a*2, …, *an*, các số được ghi cách nhau ít nhất một dấu cách (-32000 ≤ *a*i ≤ 32000).

*- Dòng thứ i trong k dòng tiếp theo:* Mỗi dòng ghi hai số nguyên dương *pi* và *qi*, hai số được ghi cách nhau một dấu cách (1 ≤ *pi* ≤ *qi* ≤ *n*).

**Dữ liệu ra**: Ghi ra file văn bản SUM.OUT theo cấu trúc như sau:

*- Dữ liệu được ghi trên k dòng:* Dòng thứ *i* ghi một số nguyên là tổng giá trị của các phần tử trong đoạn ![](data:image/x-wmf;base64,183GmgAAAAAAAMAEYAIBCQAAAACwWAEACQAAA+kBAAACAKoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJgAsAECwAAACYGDwAMAE1hdGhUeXBlAABwABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+ABAAABgIAAAUAAAAJAgAAAAIFAAAAFAKAAeQBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAKAofAD01xgAQ0CVdUASm3UEAAAALQEAAAwAAAAyCgAAAAADAAAALi4uAGAAYAAAAwUAAAAUAh0CfgEcAAAA+wJg/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AwCh8APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAGlpowJAAQUAAAAUAuMBFAEcAAAA+wIg/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AoCh8APTXGABDQJV1QBKbdQQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAHBxowLAAQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AwCh8APTXGABDQJV1QBKbdQQAAAAtAQEABAAAAPABAAAKAAAAMgoAAAAAAgAAAGFhvgIAA6oAAAAmBg8ASgFBcHBzTUZDQwEAIwEAACMBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGBURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABIACCEvJ/JfIY8hL0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQDyHyCl8gol9I8h9BAPQQD0D0j0F/SPQQDyGl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAgCDYQADABsAAAsBAAIAg3AAAwAbAAAMAQACAINpAAABAQAACwEBAAoCAIIuAAIAgi4AAgCCLgACAINhAAMAGwAACwEAAgCDcQADABsAAAwBAAIAg2kAAAEBAAALAQEAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQB1lRNmXQAACgBIAIoBAAAAAJzhGACsYZR1BAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

**Ví dụ:**

|  |  |
| --- | --- |
| SUM.INP | SUM.OUT |
| 5 3  2 9 -3 5 8  1 5  2 3  4 4 | 21  6  5 |

**Thuật toán:**

Gọi A[i] là giá trị của phần tử thứ *i* trong dãy số *a*1, *a*2, …, *an*.

Gọi T[i] là tổng giá trị các phần tử *a*1, *a*2, …, *ai* (1 ≤ *i* ≤ *n*).

Ta có công thức quy hoạch động để tính T[i] như sau:

T[i] := T[i - 1] + A[i];

Như vậy, việc tính T[n] được thực hiện bằng vòng lặp:

T[0] := 0;

For i:=1 to n do

T[i] := T[i - 1] + A[i];

Kết quả: Tổng các phần tử liên tiếp từ *a*p đến *a*q được tính theo công thức:

Sum := A[q] - A[p-1];