**Bài 11: Map - Khái niệm cơ bản - Sử dụng thư viện chuẩn STL cho C/C++**

**Đăng bởi: Admin | Lượt xem: 10930 | Chuyên mục: C/C++**

**Định nghĩa về Map :**

Các lớp vector, list thuộc cấu trúc Sequence Containers (cấu trúc tuần tự), riêng với lớp map thuộc một cấu trúc khác đó là Associative Containers (cấu trúc liên kết), là kiểu dữ liệu cho phép quản lý một cặp key/value - khóa và giá trị, nghĩa là muốn xác định được nội dung value thì phải biết được vị trí key mà map đang quản lý.

Có lẽ trước khi biết đến map trong C++, bạn đã sử dụng qua rất nhiều các cấu trúc dữ liệu quen thuộc khác như cấu trúc mảng (array), danh sách liên kết (linked list), cấu trúc stack, queue, ..v.v. thì map cũng là một cấu trúc dữ liệu tương tự nằm trong thư viện chuẩn std của C++.

Map cũng chính như cái tên của nó, giúp bạn mường tượng được rằng nó là một tập hợp của nhiều phần tử như cấu trúc mảng, nhưng mỗi phần tử trong nó không đơn thuần chỉ là một số hoặc một giá trị cụ thể nào đó (như trong cấu trúc mảng), mà mỗi phần tử chính là một cặp bao gồm giá trị bắt đầu gọi là key (tạm dịch là chìa khóa) và giá trị đích value (tạm dịch là giá trị ẩn), chúng ta cần giá trị bắt đầu để dẫn đường tới thứ ẩn đằng sau nó.

Lấy cuốn từ điển làm ví dụ, chúng ta có một từ không hiểu, gọi từ đó là key, dùng từ đó để tra trong từ điển, nó sẽ dẫn tới một đoạn văn giải thích nào đó, thì đoạn văn đó gọi là value. Ví dụ, "nước": "một loại chất lỏng không mùi không vị".

Trong lập trình, khi bạn muốn dùng một định danh nào đó thay thế cho giá trị ẩn thật sự đằng sau nó, ví dụ dùng từ "một" để thay thế cho số "1", thì bạn nên nghĩ ngay tới việc sử dụng cấu trúc map.

![Diagram

Description automatically generated with low confidence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlkAAAFyCAIAAABJGVh4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAACVWSURBVHhe7d09juQ4mofxOss6fYdy1l1jrT5EnqG8vEI66bW1blo7RpkN1NhrjVFOGY3xFigs0MYAY4yRK/KlKH6JZCjIoJR8fkgMQhIlUm+Q+kdkVU99egcAYG5kIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkITL++fRf//tp/Xn6u9kL379e/kJ9gGsjC7Hjz398XiLwr/+UrR9/+z8e9zEpy/SfFcyngfXnz69mP3AZZCHSvv41eKjp591f/vHDbOL9/e9/Lo/+z3/7l7yYNgvVVFk/M62/SyAO8/xPDyyrEyALkaSfaNsDTonSEau5szDArxCKvE8P8gsY4nA0shApen2qbzwO/Yz7v5c/zSY2ZKHLfl1GHVbWGZCFSEk9zvi8v4ssdFGNG7GyzoAsREryccYzbg+VcejfpfMt5wb86cMZkIVI0Q93vhfWIgst/68fo0iWFb9SHo4sRAp/XngTstDgL5HW0t8FzQ9BeAZkIZL4e6S3IAsV+e8E+LR0K/kAQd0GIwuRFP/XhIl0hEEWrl90+HJ8BL9YPgGyEDv8PzLkL0TkTJ+F/KHXffg/shiPLMQ+/Yhff/jtaMSrj/2Zr1BSB77WHMcvXcYjCwHcw/+/E9t++PC0RyWf81sE/pz1FMhCAHis4DcK/Hb0BMhCAMDsyEIAwOzIQgDA7MhC4PKen5/NKwCHkIWXsTzvAOAkzIPpoyALL+PjTb77URNBHYooUVtkIYZhMceoiaAORZSoLbIQw7CYY9REUIciStQWWYhhWMwxaiKoQxElaossxDAs5hg1EdShiBK1RRZiGBZzjJoI6lBEidoiCzEMizlGTQR1KKJEbZGFGIbFHKMmgjoUUaK2yEIMw2KOURNBHYooUVtkIYZhMceoiaAORZSoLbIQw7CYY9REUIciStQWWYhhWMwxaiKoQxElaossxDAs5hg1EdShiBK1RRZiGBZzjJoI6lBEidoiCzEMizlGTQR1KKJEbZGFGIbFHKMmgjoUUaK2yEIMw2KOURNBHYooUVtkIYZhMceoiaAORZSoLbIQw7CYY9REUIciStQWWYhhWMwxaiKoQxElaossxDAs5hg1EePr8P1tGYPr7bs5chLLkMwrtPDx6kkWXgaLOTayJuHT//XbT3Pk8ZbuzasBohi0zpSHy3DMq7Pa6ni2zxEpyzDNq4+idxb+ePn8Sfv88sPs6uTr0wM6qdVjMKMmn1miIx/1uwbVZPfpP6pIS9fm1eP9/Pa6dO89vmXX4kSTZhmNeXVO7pwiC0eozkL1dNeevpo9Pht6qePqYN+c0t3vDG2EDmE4YvI5C5QstBJPf1uoMWVaOjavzuJ0n6DOVyKXlOv17U1/iCALR7g9C9OJY6MwPqzP7PyN7WxR2CMMHz353A+qC7Iwb/0uNKROJ6qDYcpBFtaQYi21MlUjC0e4LQufXlTmJB7x8uR/0W0SWdg5CU8YhR3C8JGTb32wq2V5uqeaYxmXeTXeyDqdqQ7a+SbN6UpkSa10qUzZyMIRbszCrzp1oke8ee6bNmbn46QHNVjzQT1y8uk1aVbk+R5rmzMtyJF1OlMdtt8onGrKnKtEGy/+yMKBbs3C1CPe7oqzUO+xokNqh9MkTA59YV8yXOJ+F/td68suO9YW+lhyp7JzHb07GI3eZ1usV2xl1OQjC6sMLdPoOpibd5xuuixjMq/OJAg/snCgm7PQBJTzjN+e+XEWOGERhofednaF19Xbewc9Xkst37VcLLje7s6968S9+rcv216D+4yafGRhjbF/V2R0HeIsVE71SF/GY16diMyarU5k4UC3Z2H4zNeZkDoQCsIjbuztcS6rqYM7wZLvVvG71lvhxZI7Q951/IsmhlEe101GTT6ysGxsEp7uwbRF43lmzTIY8+o0ZNa4JfroWbhODO8G63f2dSQLq17HguxQjf3oiZPGuVbc3Mp3q/hdhyGmJXeGcteJB1ge102WiWFePZaZlWThrtFJeMoH/YCHWdbpShQnoS3ah81Cs1L8u67f2dehLJQN/eD3EiB6+Ou08Gxp4Z2pZZLGPxSIulUyXScvttdD5jrmmO45dXpyXMctE8O8eiyyMGtdtEOfXyeoQ8xU5iQP9pOVSFZVuKg+ehYmPyDV7+zrWBbK1vLo9wMt3cZshnHhn6p4DcIM8pt6/G6VfNep3ErvLNzC1vX+2WRhT6NqsjpFEC5G1yGJLNy3PuqzTrnkVsv4zKuP4mAWysNfcxLAaxMlQZAX6rifHm4D/boyR6IgKnQdtVdSO0u3sJAmyf/sUjeuvYcKoyYfWbhjwK9x9gytw45zRSFZ2NgyPvPqoziaheZJ7z/rvTZBFOhjbmCoHX58eElj2rvCsLHSY9vt2utnldpZugXFjtPpXyS7ucOoyUcWppwoCBfj6iCFCKuwPerPEoXXeHabup2maBmXqOdNDmdhGBRKOpPEEgpqc8sG1dhPiiA8lgbu1fXF09GSSJ1c14nmOzvz1xGmRfcoJAsTBtVkfdSfpiaD6qBssRc705xZhmNenRhZOFB1Fj7YXuhEkaM1z51bRJ8SxM7u40ZNPrIwtH4n3DGgUkuv5tUYcUVON12WMZlXJ0YWDnTSLEzlXi5cMjnZ26Oi8KGTL/dh/0xLdRmMefVIZOEFXaJEZOFAZ/1eqKPEzRK9Y/+r37AwzERh4y+qj5x8ZOG1UIciStTWx6vnWbNwIXG4KSRdh/Sp8LgoZDEnUBNBHYooUVtkIYZhMceoiaAORZSoLbIQw7CYY9REUIciStQWWYhhWMwxaiKoQxElaossxDAs5hg1EdShiBK1RRZiGBZzjJoI6lBEidoiCzEMizlGTQR1KKJEbZGFGIbFHKMmgjoUUaK2yEIMw2KOURNBHYooUVtkIYZhMceoiaAORZSoLbIQw7CYY9REUIciStQWWYhhWMwxaiKoQxElaossxDAs5hg1EdShiBK1RRZiGBZzjJoI6lBEidoiCzEMizlGTQR1KKJEbZGFGIbFHKMmgjoUUaK2yEIMw2KOURNBHYooUVtkIYZZJh8AnIR5MH0UZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2ZCEAYHZkIQBgdmQhAGB2vbLwx8vnT58+v/wwmxegR/zp6avZBABMo08W6lw5Y6x8fcoldP5oW6ov5VKfF9CDfAqbaS7YO655StzUGDjqhizUc3J/uZopq6ares6fc9qW0s4cl6B6wKNp6ahZL3rQR8su715yLIX3/RaZXjQzh1ZTPfrUvT9gxj3M+l6m3kR9LHXgj/fXX96ff3n/brY3d83uwM9vr8+Ot7g3TKhVFpqVbLLE7DyfqvGpRk9fd9drK/KwaNXDnZWXwSQu0LQMu71oUnezIQ+/rm/AieibPfPCuZl6qz8/PaUnT3JSfftVpaD89MzC729u/Kkt4hCLNlnozO3kND+NisRwmlS0LsitYFWpVoW6f6RpaowV183d5mF6JmWu2qXTQZZ76fH2jWMeAztPg3j39y8qAr/9YV70/V7okS+JhCHa/Y70Enplxp6bVvB1C9znQaWvul+Pbk9H3M2GXfpN2olI5eFZKN8MX7/9NJuYVaMs1DPVslM29TTbndTrAlmv5V/Fyq0H1VIdd8/w2qsDajxOg+iOMt0lrr/7rNa34zIt4+eAvtqyJ1dgf1Tu6UE/3pVj0ajWHtdBbLwed69bus31KnJ+3EvGfuPbOlWCM/yrquZqz3raInwboh7T79Q6AKe5dBXt2Di9Lryj9wxMzgk7e4y1DAs9jHAUzvHQoCzkeyEaZKHa7+zWk3bdjs/Zn9O6reIezV08pg8r6yXkmtsF1wbe+Jzjhe5Kp0f0Cf5xfY63yzTKXMwfh2pomiUH6Gz7dA87Y/dHqg5WXzY8WZPLh7sTDXc16zS6UnLb2RWURrb3DnrCAUhPn5ed3g7btWrfaWBy7s44+/KGpccRDEM3SA/t4VnI10KIDr8jjReoc1JmSuumpQ7yg9BX94/6u+Lu82ss6O7W01OH9SXja4jklXbvOdW53pcuUNizapqpjCtf9tTJ+ozolHwvLjk/17S201Sfel/m3r092br5olGnd+xWMjjabmCP5N+EVMAfVjhwx5Es1McSdpq7+NNCrHpnYbCVW61V1883Sl3eW0Rxg/wFg6O3nu53LvQZ3q5EI9duF+nz9q8W9uzdTX4QB28zOiPfy0a3KzSs7DTdpbdXbfhneRfK1s0XDSAeUebsqHm7gT2QHpUzLNn2xhUO3PHQ74X8JVJs2mShTHfX1s5ZGpkrLPaO5i4eSD0MvEVUeLgoue4qTvclVrA+w9uVaOTa7SJ9XuZq3pWCy0an6eOe228zOqNwq0J63u/NqOw03aW3V234Z/kX8rbSN2ZEB+PWYWe6hWc72m5gjyP34xZc9rgj03vS0+BxWShfCfntKIwGWahnqbM/ardO470LGMnDxYt74mdHsIjiBv4FC92VTo94nQt9hrcr0ci120X6vP2r6Qs5vGv6p+kt5/jB24zO2B+cpZsU2miVnaa79PaqDf8s70LZuvmiAcQj8jrTw3AOB83bDexhwjFtwttMv8WP+h0pXwkRuD8Lo0kat5MmL+nzrdT1Ky7u0s39o/4V1JZ/3LtgqbvC6bHogokz9I6gkSdxEZE6sNtY+tntxjsvukiD29T2RyekFvsduWo7TfXp71Nb/lnuhfTrzJhd0QDiEbmdRUMLmrcb2KPE96vovc7uzMgf8r2Qr4SI3Z+FMs/tLNVzNmxnduYnc+r6NRd3rP3YBnqH01xt+2d7vZa6K5weK96TbGzbScGw1DBkIzwQbvvM7bj8W7NnBteJ6hDS7WsK4/USkX52DweqOw3uJtrW/WYuZG7fFfVhRAOIR+R2FozEdLQ1v2dgcrC2mI3oTv0RC/+Avov00B6QhXwlRMqtWRiQ2e0eWfaozWA9mBbZuazbxOuofPGNWjCmzcpvaxqYLSXsNdtd+fTIdj2nlV7YYimJblJY5u6w/MbOtRa5oei20anmDP3aOeh2uDRRmzfdpt4RnRH24vJvcbNfmcpOlWyV1EF/V3ChpcFe3XzRAOIRBZ1t96B3q83t6D0D068zxevB7T/gHdJ34Q1NIjD8+WKOLvT5Le4m+D8jtcjG2d2QhXdpNpWzVC/ppQj9AAqKEz+TEDlt3a77hh4Y5mMeIJjYg7LwQTOZLNyXev48/gGje7zUW3SOuiWcdmBlZCHO5zFZ+KiJrPohC3foN8F9F/SOx5ZLPwQv9hadoW5Jpx1YkUwDrfxUuKkxcNRDslCv0UfMY9URWbhPnp4bni11Tls33lCgkUf9eSEAAGdFFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZkcWAgBmRxYCAGZHFgIAZleVhc8AAFyNybAKZCEA4GMyGVaBLAQAfEwmwyrw54UAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGF1/MMAOdgnkrXRxZez0eaf3eiFII6FFGiHshCjMSqtiiFoA5FlKgHshAjsaotSiGoQxEl6oEsxEisaotSCOpQRIl6IAsxEqvaohSCOhRRoh7IQozEqrYohaAORZSoB7IQI7GqLUohqEMRJeqBLMRIrGqLUgjqUESJeiALMRKr2qIUgjoUtSrRv/33f173x9xDO2QhRqqcf8EyuNaPuYcSSiHIwqKGWWheXU2PkZOFGKk+AMyrq6kfOaUQxx5Jy8Wv+2PuoRpZ2GPkZCFGIgAsSiEOZ6F5dTUHRk4W9hg5WYiRCACLUgiysIgs7DFyshAjEQAWpRBkYRFZ2GPkZCFGIgAsSiHIwiKysMfIyUKMRABYlEKQhUVkYY+Rk4UYiQCwKIUgC4vIwh4jJwsxEgFgUQpBFhaRhT1GThZiJALAohSCLCwiC3uMnCzESASARSkEWVh0vSz8+dv78y/v3/4wm3frMXKyECMRABalEGRh0cgs/P7l/fnX959mq9bbL++vv5nXLfR4u8lCjEQAWJRCkIVF18jCJf/ku+Cx+Mzq8XaThRiJALAeUYoOT6V6lSMfmYUj6nNg5BfIQtXsi/7fX96/m30NtXm7fWQhRjpLFtrPsK3Vj/wCWfjt13uqVDlysrDo9Fn4+xaBfUra5u32kYUY6RRZqJbrF/PH+60/w9aPnCwUZGHR6bOwuzZvt48sxEjjs9CNwMQ6159w3343W7erH/kFsvA+lSMnC4tOkYXyqxT5CT9B/vH+6hxdPmi61BX0nu0KN9e8zdvtIwsx0vgsLCALm6kcOVlYNDoLdYDZXw9IpG1xqJeM+7dGVQOnquEVJDj9vCxp83b7yEKM1DgA1C/xlkXlfCyVGJMvf/JT/xlWfiW4/Rx5StYv2odmYeYjuX1UyY9bLjkUFrBW5chPkYWZLz2Z+hxyYOTjs9D7Pbkffqp0QbD5DeJZdPu8avN2+8hCjNQhC50nlKyxVwlILfiIWvwM+wG/F+r67H0kXwpY/ER/9OlfOfLRWejWZw1Fe8v5+hxyYOSjszC6ZVUHmUU762VrkLrC7f8lfpu320cWYqQuWbg9rKNnfbDq3CVqBOn4EbPQDbN8vAXlyjcuqRz5+Cz0HsrRpyXX7Q/x2IGRk4Vt3m4fWYiROmShu8x0FnoPMr1WzaqrWLcfMAtveQzNmIWZB32ELBRk4cmQhddDFlpnyUL5bu3+kIVuFmbqc8iBkY/OwuCW/TWS+OjgNyAL+yMLr4cstE6RherenQbBUbIwX59DDox8fBYW58y2ZKI/pyAL+yMLr2doFgaxJ4LwmyoLo5udMQuDh7Jbk1J9Djkw8tFZuCwZSTj58WeUogtlf4I/bSUL+yMLr2dwFsoi3J5u0WfYxBVuU79oT5CFwe2vTzRbrkmy0L1l70tPqT6HHBj5yCw8hx4jJwsx0uAsVLKfYReSFurHT5E69Yv2BFm4kMe9vV+9OVcW5r/0ZOtzyIGRk4U9Rk4WYqRHBMBQ9SOnFGJkFo5wYORkYY+Rk4UY6SwBIN947vuAn1Q/crJQkIVFZGGPkZOFGIkstMhCQRYWkYU9Rk4WYiQCwKIUgiwsIgt7jJwsxEgEgEUpBFlYRBb2GDlZiJEIAItSCLKwiCzsMXKyECMRABalEGRhEVnYY+RkIUYiACxKIcjCIrKwx8jJQoxEAFiUQpCFRWRhj5GThRiJALAohSALi8jCHiMnCzESAWBRCkEWFjXMwuv+mHtohyzESPUBcN0fcw8llEKQhUUf6al9HmQhRmJVW5RCHM7C6/6Ye6jGVOmBLMRIrGqLUgjqUESJerijqj+/vS5nPz+/uf+GS/3O9sjC61lmhXk1PUohqEMRJerhjqp+f1tOXrx+c/6Br/qd7Q3Nwq9Pn8TTV7PH9+Plc/b4pJZZYV5Nj1II6lBEiXq4o6p8L3TZLEyHnY1CstCzzArzanqUQlCHIkrUw0eq6vgsfHpRkff55YfZaamjn19edBuy0MGqtiiFoA5FlKgHsrARycKv+vtfFIYShT9MG7MTC1a1RSkEdSiiRD2QhY2sOZcIQ7srzkK9x4oOqR1uk4+Xo6xqi1II6lBEiXogCxuxOSd/Muiklt6ht/0sVPud0NQHw21lPSG68EfAqrYohaAORa1K9O//8T/X/TH30A5Z2IiTc3HkJQ+EdMMtDMNsXCR2XV3l/AuWwbV+zD2UUApBFhY1zELz6mp6jJwsbMTNuZrXsUQWhrmXv8AV1QeAeXU19SOnFOLYI2m5+HV/zD1UIwt7jJwsbMSLKb2hg8xLtCjK5NeeLrIwaYZFSynE4Sw0r67mwMjJwh4jJwsb8WNKby1J5gdauo3Z5HthxgyLllIIsrCILOwxcrKwkSCmtm98Tp55baJcq/zzwg8VhQTAhlIIsrCILOwxcrKwkTCn1jB0o8trIw3sYX0sykJ3j97hh+P1EQAWpRBkYRFZ2GPkZGEjYRaGWaeEbbYvjzrk1KafhWbn6qMF4YIAsCiFIAuLyMIeIycLz8pkodn6qAgAi1IIsrCILOwxcrLwrMhCR/Opb/7plM7/csqifuSPLsX6r8esuteicuTLUMyrW/R4OEYl6vKvCxwY+TIS8+o+XYqmbZXr8w8y9Bj5Mljz6vrIwuupnH9Np77zhJs0C6Nn/KprPSpHvgzDvLpF64fjbomaP9wPjHwZhXl1n9ZFW7nFIwtHIAuvp3L+NZv6wSNuziyUf0PNe0jZunSsSOXIl0GYV7do/HBMlGj9l+dal+jAyJdBmFf3aVw0Q+bS69ubrhdZOMLHysI5VM6/JlPfPsyW9WleT/q9MGWtTr+SVI68sg6BXmXxmE8MbUt0YOTHShTrUTSZR0uJzIQiC0cgC6+ncv41mfp6cZqlSRZGupekcuSVdQh0K4urS4kOjPxYiWLtiyYV0gUyxSILRyALr6dy/jWf+mRhhCws6VOhAyM/VqJY66J58UcWDkQWXk/l/Gs+9cnCUP+KVI68sg6BXmWx1j9RbV6gAyM/VqJY26IF4UcWDkQWXk/l/Gs+9cnCQJc/CvNVjryyDoEOZTFzxNGlOgdGvgzFvLpP06LJDNqijywciCy8nsr513zqk4WeByRh9cgr6xDoUJY4C5Xmz/YDI1+GYV7dp2HRZAa5E4gsHIgsvJ7K+dd86pOFjockYfXIK+sQ6PFw9G3R2LZQB0a+jMG8uk+zosVJSBYORRZeT+X8az71ycKVCcJOzyxX5cgr6xDo8XCMrXnYslgHRn6sRLFGRZOqhGuJLByILLyeyvnXfOqThdrjgnBROfLKOgR6PBxTTMUaFuzAyI+VKNamaOsHhKzGK63H272M0ry6PrLweirnX/OpTxZuQdi/CKJy5JV1CPR4OKaQhRGy8HzIwuupnH/Np/70WfjoIFxUjryyDoEeD8eE9lF4ZOTHShTrWjSzxPgd6Qhk4fVUzr/mU3/uLFw/yT8wCBeVI6+sQ6DtDNGRF1Zn+/7T9Pl+YOTLEMyr+7QtWoAsHIgsvJ7K+ddk6m/PspQ+a/aGkS9jMK+yGpRi/U64o1dCVo58GYF5dYu2D8fcVGldngMjX0ZhXt2nbdECZOFAZOH1VM6/JlOfLDTIwipxmbpU5sDIl6GYV/fpULQNWTgQWXg9lfOv66Ltqn7klEIceyTNMEOsVk/tqYpWRBZiJALAohSCLCwiC3uMnCzESASARSkEWVhEFvYYOVmIkQgAi1IIsrCILOwxcrIQIxEAFqUQZGERWdhj5GQhRiIALEohyMIisrDHyMlCjEQAWJRCkIVFZGGPkZOFGIkAsCiFIAuLyMIeIycLMRIBYFEKQRYWkYU9Rk4WYiQCwKIUgiwsIgt7jJwsxEgEgEUpBFlY1DALr/tj7qEdshAj1QfAdX/MPZRQCkEWFn2kp/Z5kIUYiVVtUQpxOAuv+2PuoRpTpQeyECOxqi1KIahDESXqgSzESKxqi1II6lBEiXogCzESq9qiFII6FFGiHshCjMSqtiiFoA5FlKgHshAjsaotSiGoQxEl6oEsxEisaotSCOpQRIl6IAsxEqvaohSCOhRRoh7IQozEqrYohaAORZSoB7IQIy3zDwDOwDyVro8sxIV9pKUIYCCyEBdGFgJogiwEAMyOLAQAzI4sBADMjiwEAMyOLAQAzI4sBADMjiwEAMyOLAQAzI4sBADMjiwEAMyOLAQAzI4sBADMjiwEAMyOLAQAzI4sBADMjiwEAMyOLAQAzK57Fv54+fzp0+eXH2bzAvSIPz19NZsAgI+ucxbqXDljrHx9yiV0/mhbqi/lUp8XgD7kk6hmnhtvv7w/f1Evfv72/vzL+7c/9N739+9f3p9/ff9ptu6V7CUeDD6uI1lY+KpnJpCaPOo5f85JVEo7c1yC6gExtXTUrBc96KNll3cvOZbC+36LTC+amUMrHkQfyvrupt5Wfcw78O3XLlmoLutcba+XxV3rKfDz2+uz4+272Y/xmmehOrgcM1lidp5P1fhUo6ev8epsTB4NrXq4s/IymMQFmpZhtxdN6m425FHU9Q3AQ6k3//PTU3o6xdPMptT77yqlbHp0ysKgl4WegE3m3/c3N/7UFnF4Ho2z0JnJ8aQ+k4rEcJpUtC7IrSdVqVaFun+kaWqMFdfN3eZheiZlrtqlU/RiHgw7z4d495JSr7/pV02zMLDXy6Lb/JIviYThSXT4Hekl9MqMPTetp+sWuM9jQ191vx7dnlXowIZd+m2bKQvlm+Hrt1b3gLu0zkI9byw7gVJPs90pti6H9Vr+Vazc7FQt1XH3DK+9OqDG4zSI7ijTXeL6u89qfTsu0zJe9fpqy55cgf1RuacH/XhXjkWjWntcB7Hxety9buk216vI+XEvGfuNb+tUCc7wr6qaqz3raYvwbYh6TL9T6wCc5tJVtGPj9LrwjiYGFjeIr3hCa2EWeszhkJ3jBTYL1V97kZ8oGlUbe9RPODlU850sOc4mdBbyvfAkWmah2u/s1lNo3Y7P2Z9huq3iHs1dPKYPK+sl5JrbBdcG3vic44XuSqdH9An+cX2Ot8s0ylzMH4dqaJolB+hs+3QPO2P3R6oOVl82PFmTy4e7Ew13Nes0ulJy29kVlEa29w56wgFIT5+Xnd4O27VqXzEw213YuTTYGcyJeBXUgw7GrBtU3YfNOfNnfn+8vy6b8md+2vZVT1OR6YTlCbKQr4Wn0vN3pF678KTMBNNNSx3kB6Gv7h/1d8Xd52d80N2tp6cO60vG1xDJK+3ec6pzvS9doLBn1TRTGVe+7KmT9RnRKfleXHJ+rmltp6k+9b7MvXt7snXzRaNO79itZHDUH6aW2HV+/m1JTfx70Pu8t2BPHGb5eEv8NdT7s1AfS6i4A/608GQeloXBVuYxUnf9fKPU5b0pHTfIXzA4euvpfudCn+HtSjRy7XaRPm//amHP3t3kB3HwNqMz8r1sdLtCw8pO0116e9WGf5Z3oWzdfNEA4hFlzo6ap9p6I78GfVfOmGXbuzG9q+quVJj5vxSN/3MIV5csPIy/RHo6jbNQJrdra+cshMwVFntHcxcPFJ8dcYOo11x3Faf7EutJn+HtSjRy7XaRPi9zNe9KwWWj0/Rxz+23GZ1RuFUhPe/3ZlR2mu7S26s2/LP8C3lb6RszooNx67Az3cKzHY0Htnc/ZyZ36A5Z9kRVqLqrmiz8pv/DCffnFFkoXwn57ei5tMxCPWec/VG7dVLtXcBIHi5e3KNaJ6+wTum4gX/BQnel0yNe50Kf4e1KNHLtdpE+b/9q+kIO75r+aXrLOX7wNqMz9gdn6SaFNlplp+kuvb1qwz/Lu1C2br5oAPGIvM70MJzDQfN4YMHIryAs3ya88aq7KmZh8AeEp/kdKV8Jz6lhFkZTJr38Pz29pM+3UtevuLhLN/eP+ldQW/5x74Kl7gqnx6ILJs7QO4JGnsRFROrAbmPpZ7cb77zoIg1uU9sfnZBa7Hfkqu001ae/T235Z7kX0q8zY3ZFA4hH5HYWDS1oro97Z8ennF1cAUXvdXbr7arbKmSh/k8j3n7Xr7Vz/I6Ur4Sn1TALZVbbOaNnUHIBK7mplbp+zcUdaz+2gd7hNFfb/tler6XuCqfHivckG9t2UjAsNQzZCA+E2z5zOy7/1uyZwXWiOoR0+5rCeL1EpJ/dw4HqToO7ibZ1v5kLmdt3RX0Y0QDiEbmdBSMxHW3N157tHr3DuZw0qK3YCOGILf+ArkTVfRSyMPhrpToah2chXwlP7HAWBmQuu0eWPWozmP2mRXZm6TbxqilffKOmr2mz8tuaBmZLCXvNdlc+PbJdz2mll5lYSqKbFBadOyy/sXOtRW4oum10qjlDv3YOuh0uTdTmTbepd0RnhL24/Fvc7FemslMlWyV10N8VXGhpsFc3XzSAeERBZ9s96N1qcztq2gZtzEFFjyRToeH2S+Uf0rdYdR+FLFxIHMrP0lJvjszC4P+M1CIbT+FIFt6l2cTKUr2kFx704yYoTv0TaGID6zbPfD7hTHzMIwujPToLHzSvyMJ9qafN45e77vFSb9HIus0zn8lCDPLgLOTZcQL6TXDfBb3jseXSj7yLvUUD6zbPfJaJoY2Pn1MNBp09Ngv1w+MRs2qeZ8cx8ljfsNLrjKob8xno7OF/XggAwMmQhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCA2ZGFAIDZkYUAgNmRhQCweX5+Nq8wE7IQADZk4Yze3/8f/TSe03CWnyYAAAAASUVORK5CYII=)

Một điểm đặc biệt nữa là mỗi key trong map là duy nhất và không thể bị trùng lắp, trong khi giá trị ẩn của key đó thì có thể bị trùng lắp với giá trị ẩn của key khác, đây cũng là điều dễ hiểu bởi vì nếu chúng ta có hai điểm bắt đầu, chúng ta sẽ phân vân không biết chọn điểm bắt đầu nào, đó là một trong những tính chất quan trọng của map.

Nếu bạn muốn lưu danh sách các phần tử không bị trùng lắp hoặc đếm số lần xuất hiện của mỗi từ trong câu thì sao, map là sự lựa chọn hoàn hảo.

**Cách sử dụng Map trong stl :**

Bạn có thể tìm thấy cấu trúc map trong thư viện <map> của C++.

Sử dụng khá đơn giản, khai báo một cấu trúc map như sau:

map<kiểu dữ liệu của key, kiểu dữ liệu của value> someMap;

Trong đó kiểu dữ liệu của key thường là string, kiểu dữ liệu của value thường là giá trị số như int, float, ..v.v. someMap là tên bạn muốn đặt cho map.

Ví dụ:

#**include** <iostream>

#**include** <map>

**using** **namespace** std;

**int** **main**() {

map<string, **int**> A; // Khởi tạo một map A

// Thêm vào map A một số phần tử.

A["One"] = 1;

A["Two"] = 2;

A["Three"] = 3;

// Duyệt và xuất ra từng cặp giá trị key: value của mỗi phần tử trong map A

map<string, **int**>::iterator it;

**for** (it = A.begin(); it != A.end(); it++) {

cout << it->first.c\_str() << ": " << it->second << endl;

}

// Thêm vào một phần tử giá trị key trùng lặp, chuyện gì sẽ xảy ra?

A["One"] = 10;

// In kết quả map A ra màn hình sau khi thêm vào 1 key trùng lặp,

// tự chạy code xem kết quả của chính bạn.

**for** (it = A.begin(); it != A.end(); it++) {

cout << it->first.c\_str() << ": " << it->second << endl;

}

}

**Thành phần Map :**

Nếu như lớp map quản lý cặp đối tượng key/value, vậy đối tượng nào sinh ra được cặp đối tượng đó. Để sinh ra cặp đối tượng key/value cần sử dụng lớp pair, lớp pair nằm trong thư viện utility. Trước khi tìm hiểu về lớp map cần biết về lớp pair.

**1. Lớp pair :**

*pair*cho phép gộp 2 đối tượng thành một cặp, 2 đối tượng có thẻ cùng kiểu hoặc khác kiểu, với thuộc tính *first*là key và *second*là value.

Cú pháp khai báo:*pair<valueType1, valueType2> variableName*;

ví dụ :

pair<string, string> dictionary;

*pair*có các constructor như:

* default constructor
* copy constructor
* initialization constructor

Ví dụ:

// default constructor

pair<**int**, **char**\*> defaultPair;

// initialization constructor

pair<**int**, **char**\*> initPair(0, "a");

// copy constructor

pair<**int**, **char**\*> copyPair(pair1);

Lớp *pair*có các thuộc tính *first*và *second*cho phép lấy dữ liệu :

pair<**string**, **string**> **word**("eat", "an");

cout << word.first << " " << word.second;

**2 . Lớp map :**

Lớp *map*nằm trong thư viện *map*vì vậy muốn sử dụng trước tiên phải *#include <map>.*

Cú pháp khai báo: *map<valueType1, valueType2> variableName;*

Ví dụ:

map<string, string> dictionary;

dictionary["eat"] = "an";

dictionary["sleep"] = "ngu";

Biến *dictionary*được khai báo với cặp dữ liệu là*<string, string>*, vì vậy:

* **key**của dictionary phải là kiểu*string - "eat" "sleep"...*
* ***value****của dictionary phải là kiểu string - "an" "ngu"...*

Lớp *map*cũng giống như những lớp*vector, list* đều được định nghĩa các hàm thành viên hỗ trợ cho việc truy xuất, lấy kích thước, các *constructor*đã được*override, …*

**Bài 12: Map - Bài tập cơ bản - Sử dụng thư viện chuẩn STL cho C/C++**

**Đăng bởi: Admin | Lượt xem: 3782 | Chuyên mục: C/C++**

**Các phương thức thường dùng trong map**

**1 . Constructor :**

Cũng giống với những lớp *vector*, *list*đều có:

* default constructor
* ranger constructor
* copy constructor.

Các hàm thành viên này hoạt động hoàn toàn giống với lớp *vector*, *list*.

Ví dụ :

// default constructor

map<**char**, **int**> character0;

character0['a'] = 97;

character0['b'] = 98;

character0['c'] = 99;

character0['d'] = 100;

// range constructor

map<**char**, **int**> **character1**(character0.begin(), character0.**end**());

// copy constructor

map<**char**, **int**> **character2**(character1);

Ngoài ra còn có *operator*= cho phép các lớp map có thể sao chép nội dung cấu trúc dữ liệu với nhau.

**map**<**int**, char\*> **map**0, map1;

**map**0[0] = "a";

**map**0[1] = "b";

map1 = **map**0;

**2 . Duyệt map :**

Lớp *map*quản lý value bằng key, nếu trường hợp quên *map*thì làm sao có thể truy xuất để lấy dữ liệu *value*. Để giải quyết vấn đề trên trong lớp *map*định nghĩa thao tác *iterators* cho phép truy xuất đến phần tử trong map để lấy dữ liệu *value*và *key*cần thiết. Có các *iterators*đã được cung cấp như: *begin*(), *end*(), *rbegin*(), *rend*(), ... chúng hoạt động như nhau nhưng chỉ khác phần tử truy cập ở vị trí nào trong lớp map.

Ví dụ :

map<**int**, **char**\*> texes;

texts[0] = "ab";

texts[1] = "bc";

texts[0] = "cd";

map<**int**, **char**\*>::iterator i;

**for** (i = texts.begin(); i != texts.end(); i++)

cout << \*i << endl;

// output (0, "cd"), (1, "bc")

Kết quả tại sao không phải là:*(0, "ab") (1, "bc") hay (0, "ab") (1, "bc") (0, "cd"), ...* đó là do trong lớp map quy định key chỉ được tồn tại duy nhất (không được trùng), vì vậy khi khai báo ở dòng *texts[0] = "cd"*; sẽ làm thay đổi dữ liệu của*texts[0]*từ "ab" thành "cd".

size() cho phép lấy kích thước của map.

Ví dụ:

map<**int**, **char**\*> mymap, copymymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[0] = "c";

cout << mymap.size();

**3. Kiểm tra map có rỗng hay không?**

empty() cho phép ta kiểm tra map có rỗng hay không?

Ví dụ:

map<**int**, **char**\*> mymap, copymymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[0] = "c";

**if** (copymymap.empty()) cout << "copymymap is empty";

**4. Truy xuất theo chỉ số**

[index] hay at(index) cho phép truy xuất trực tiếp đến key của từng phần tử.

map<**int**, **char**\*> mymap, copymymap;

mymap[0] = "a";

mymap[1] = "b";

cout << mymap[1] << " " << mymap.at(0);

**5. Thêm dữ liệu vào map**

insert() cho phép chèn thêm một đối tượng.

Ví dụ:

map<int, char\*> mymap, copymymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[5] = "c";

// chèn vào copymymap cặp đối tượng (10, "c")

copymymap.insert(pair<int, char\*>(10, "c"));

// chèn (-1, "d") vào copymymap từ vị trí bắt đầu của copymymap

copymymap.insert(copymymap.**begin**(), pair<int, char\*>(-1, "d"));

// chèn mymap vào copymymap

copymymap.insert(mymap.**begin**(), mymap.**end**());

// => copymymap = {(-1,"d"),(0,"a"),(1,"b"),(5,"c"),(10,"c")}

Lưu ý việc chèn ở vị trí nào thật ra là vô nghĩa, vì vị trí của nó phụ thuộc vào key trong cặp đối tượng "key/ value", trong ví dụ trên thì "key" là kiểu số nguyên vì vậy vị trí của các cặp đối tượng key/value sẽ được xác định theo các key sắp xếp tăng dần.

**6. Tìm kiếm phần tử**

find() cho phép tìm kiếm theo key của cặp giá trị key/value

Ví dụ:

map<**int**, **char**\*> mymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[5] = "c";

mymap[9] = "e";

map<**int**, **char**\*>::iterator var = mymap.find(5);

// var -> (5,"c")

**7. Xóa bỏ 1 phần tử trong map**

erase() cho phép xóa một phần tử.

Ví dụ:

map<**int**, **char**\*> mymap, copymymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[5] = "c";

mymap[7] = "d";

mymap[9] = "e";

// xóa cặp đối tượng với "key" là 5

mymap.erase(5);

// => mymap = {(0,"a"),(1,"b"),(7,"d"),(9,"e")}

map<**int**, **char**\*>::iterator var = mymap.begin();

// xóa cặp đối tượng mà var đang truy cập

mymap.erase(var); // => mymap = {(1,"b"),(7,"d"),(9,"e")}

var = mymap.find(7); // => var truy cập đến (7,"d")

// xóa từ vị trí var đang truy cập cho đến (9,"e")

mymap.erase(var, mymap.end()); // => mymap = {(1,"b")}

**8. Xóa tất cả phần tử trong map**

clear() cho phép xóa tất cả phần tử.

Ví dụ:

map<**int**, **char**\*> mymap;

mymap[0] = "a";

mymap[1] = "b";

mymap[5] = "c";

mymap[7] = "d";

mymap[9] = "e";

mymap.clear();

// => mymap = {}

**9. Hoán đổi nội dung 2 map**

swap() cho phép hoán đổi nội dung của 2 map.

Ví dụ:

**map**<char,**int**> map1, map2;

map1['x'] = 100;

map1['y'] = 200;

map2['a'] = 11;

map2['b'] = 22;

map2['c'] = 33;

map1.swap(map2);

// => map1 = {("x",11),("b",22),("c",33)}

// => map2 = {("x",100),("y",200)}