**Sàng Eratosthenes**

**Dẫn nhập**

Toán học trong lập trình là một mảng phổ biến và thú vị nhưng cũng khá phức tạp. Trong các bài học tới đây, chúng ta sẽ đi tìm hiểu về vấn đề này. Mở đầu, chúng ta sẽ cùng nhau đi tìm hiểu về các thuật toán kiểm tra số nguyên tố cũng như một kĩ thuật cho phép đánh dấu nhanh các số nguyên tố.

**Nội dung**

Để có thể tiếp thu bài học này một cách tốt nhất, các bạn nên có những kiến thức cơ bản về:

* [Biến](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/bien-trong-c-variables-in-c-105), [kiểu dữ liệu](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/kieu-ky-tu-trong-c-character-34), [toán tử](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/toan-tu-so-hoc-toan-tu-tang-giam-toan-tu-gan-so-hoc-trong-c-operators-1145)trong C++
* [Câu điều kiện](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/cau-dieu-kien-if-va-toan-tu-dieu-kien-if-statements-and-conditional-operator-1344), [vòng lặp](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/vong-lap-for-trong-c-for-statements-1372), [hàm](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/co-ban-ve-ham-va-gia-tri-tra-ve-basic-of-functions-and-return-values-1339)trong C++
* [Mảng trong C++](https://www.howkteam.vn/course/khoa-hoc-lap-trinh-c-can-ban/mang-1-chieu-trong-c-arrays-1377)
* [Các kiến thức cần thiết để theo dõi khóa học](https://www.howkteam.vn/course/cau-truc-du-lieu-va-giai-thuat/cac-kien-thuc-can-thiet-de-theo-doi-khoa-hoc-4311)

Trong bài học ngày hôm nay, chúng ta sẽ cùng nhau tìm hiểu về:

* Phương pháp kiểm tra số nguyên tố
* Sàng Eratosthenes

**Phương pháp kiểm tra số nguyên tố**

**Khái niệm số nguyên tố**

Số nguyên tố là số tự nhiên lớn hơn 1 và không phải là tích của hai số tự nhiên nhỏ hơn. Nói cách khác, số nguyên tố là những số chỉ có 2 ước là 1 và chính nó.

Các nguyên số lớn hơn 1 và không phải là số nguyên tố thì là hợp số. Riêng 0 và 1 không phải là số nguyên tố cũng không phải là hợp số.

Ví dụ: 2, 3, 5, 11 là các số nguyên tố nhưng 6 không phải là số nguyên tố do 6 có 2 ước là 2 và 3

**Cách kiểm tra số nguyên tố**

**Thuật toán cơ bản**

Từ định nghĩa của số nguyên tố, ta có thể nghĩ đến việc duyệt tất cả các số từ 2 đến *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)*. Nếu *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* chia hết cho bất cứ số nào nghĩa là *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* không phải số nguyên tố.

#include<bits/stdc++.h>

**using** **namespace** **std**;

**int** n;

**bool** isPrime(**int** num){

**for**(**int** i = 2 ; i < num ; ++i)

**if**(num % i == 0) **return** 0;

**return** 1;

}

**int** main(){

freopen("CTDL.inp","r",stdin);

freopen("CTDL.out","w",stdout);

**cin** >> n;

**if**(isPrime(n)) **cout** << n << " la so nguyen to" << endl;

**else** **cout** << n << " la hop so";

**return** 0;

}

Ta có thể thấy ngay, độ phức tạp của thuật toán trên là ![O(n)](data:image/gif;base64,R0lGODlhJgATALMAAP///wAAAO7u7oiIiJiYmGZmZlRUVNzc3CIiInZ2dkRERLq6uhAQEMzMzKqqqjIyMiH5BAEAAAAALAAAAAAmABMAAATPEMhJ6xTD6qwBHgRRCJbRWUKhEQYpHYgrDctpOUSVmLpCPTYNcLJgyIiBCS5oSTgkAkbO0gg0JIoDs7LgJQJHZUALYFQcIEHIcK2YAQifppCUICiHRUMqccgpdQEJHQw8B0N9AAR3MzwURgIBHBUDYxINiBMFgxIGkxMxZZxukwKMjzUSlm4SBZmdfxJvEwd1AA5AqRNvpk8TBqMTD0cEiJuKeLEJIAMJZJS+M1MADU7E01sAB47ZCmFb3tna3OIHKtkj4lzRNgRt6nhbzwARADs=). Vậy thì liệu có thuật toán nào tốt hơn không?

**Nhận xét**

Ta có một nhận xét sau về số nguyên tố: Nếu như *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* không phải là số nguyên tố thì tồn tại một ước nguyên tố của *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* nhỏ hơn hoặc bằng ![\sqrt{n}](data:image/gif;base64,R0lGODlhGQATALMAAP///wAAAMzMzJiYmERERO7u7mZmZtzc3FRUVDIyMrq6uiIiInZ2doiIiKqqqhAQECH5BAEAAAAALAAAAAAZABMAAAR/EMhJpwg461C7JIUneoIxnhRxoKiAsCiywuLx0qIhTE4zFIMBYncqECYHheAxkDiOEkGio+MBBotJ46YYBJoTI5UxQTQoiOyEoeg82pLALBqAiysHjnMKlySmAA0OHQOAAAZkYBIKATuGFD4WDA4hFAtmgzgVXo+aE0yeHUSeEQA7).

Thật vậy, giả sử *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* không phải là số nguyên tố mà các ước của nó đều lớn hơn ![\sqrt{n}](data:image/gif;base64,R0lGODlhGQATALMAAP///wAAAMzMzJiYmERERO7u7mZmZtzc3FRUVDIyMrq6uiIiInZ2doiIiKqqqhAQECH5BAEAAAAALAAAAAAZABMAAAR/EMhJpwg461C7JIUneoIxnhRxoKiAsCiywuLx0qIhTE4zFIMBYncqECYHheAxkDiOEkGio+MBBotJ46YYBJoTI5UxQTQoiOyEoeg82pLALBqAiysHjnMKlySmAA0OHQOAAAZkYBIKATuGFD4WDA4hFAtmgzgVXo+aE0yeHUSeEQA7) thì tích của hai ước bất kì sẽ lớn hơn *![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=)* (Vô lí).

**Thuật toán cải tiến**

Từ nhận xét trên, ta thấy chỉ cần duyệt các ước đến *√n* để kiểm tra *n* có phải số nguyên tố hay không.

#include<bits/stdc++.h>

**using** **namespace** **std**;

**int** n;

**bool** isPrime(**int** num){

**for**(**int** i = 2 ; i \* i <= num ; ++i)

**if**(num % i == 0) **return** 0;

**return** 1;

}

**int** main(){

freopen("CTDL.inp","r",stdin);

freopen("CTDL.out","w",stdout);

**cin** >> n;

**if**(isPrime(n)) **cout** << n << " la so nguyen to" << endl;

**else** **cout** << n << " la hop so";

**return** 0;

}

Khi này, độ phức tạp của thuật toán sẽ giảm xuống còn ![O(\sqrt{n})](data:image/gif;base64,R0lGODlhNQAUALMAAP///wAAAO7u7oiIiJiYmGZmZlRUVNzc3CIiInZ2dkRERLq6uhAQEMzMzKqqqjIyMiH5BAEAAAAALAAAAAA1ABQAAAT+EMhJq723kcC7D1hoCYNYKYJZYuRAEEVaGSbVFLWAW4QhAwfEDzBY1CaKw9FBqCRoTgXlcZQ0oEfqZMEYShYgCbMKMCirCYdEwGhaGoGGJFk9YI8LaCLgFQfODGQFchMOLgIvBoQTgQAIUhcFYY5VApASBwsNbWKXEmEBCRgMUAdaNqcTgxRqBAgTA3cAXQIBKxUDf1apAAsbbmueqqISBrcSQrPEFQy3Aq8WBtASCUYWDNYAuhSNBbxlwo0VcNaWFweTDlTZs2sIahMGyxMPfQAPWgPwFQSnBaLADnhK4GJAgjO49lEAI+ebBBcTGqT58YIMJlkTEBhTaBGFxTke9jY4PGLnI6Yd14B9jGHyC0crLQEQWNQSYcwKNiMAADs=).

Trong đoạn code trên, có một chi tiết mà mình muốn các bạn lưu ý về vòng for. Tại sao điều kiện vòng lặp của mình là *![i\times i\leq n](data:image/gif;base64,R0lGODlhRgAPALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmIiIiFRUVERERDIyMiH5BAEAAAAALAAAAABGAA8AAATREEgxpL04a6q7RIQnAoQwnleJfodTrHAsS0TjzihxZIyJWwJHI/QDFAy7jqFxYSg8x6TSoUCgDIwFYrFovAAIAyDx1SySTk94XL4UBgxrTlBILCQGx4QUGJ0ZUht8HgoOYlcACxUSDEwWCoEdDYsjkCMMD3coB08SDQwXZH4HaSOiJ3lVpj4AAUQABhWsGWeMnUqyK0EHrxgEfXgPAD4KT5oZSxfFhMYxBQ3HFwvCEpyJEgUKBnK+jsqzbtrcRYzH2dvk6err7O3uGw7x8vOHMBEAOw==)* thay vì ![i\leq \sqrt{n}](data:image/gif;base64,R0lGODlhOQATALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmERERFRUVIiIiDIyMiH5BAEAAAAALAAAAAA5ABMAAATXEMhJq704l8C7D1kojhODkGg6FgcqDCqAEHFJk4SQIgdT1IBCAygiNHxEQOOWrAgYy6YRVTC0MgaG4tQEHH4Sg2OBWCwaYIQBkABXCgMHt4tgTHKFxCJsB+gIIBgKDGsqBQ8WXxNrCzASDkMTClcZDg97JAILAZgSdYkKEw0OFG0kWVskDY4SCjoVCa8AAUwGMLIiTwdMGBuvnxWAi4ivCqGdJELIFw+IAA6FFAvOXscSBQoGc10UAgE/1BRjE9ja3CQDo9Hn55vh7E8M8vPz6xl67PnXQBEAOw==)?

Lí do là vì nếu như viết ![i\leq \sqrt{n}](data:image/gif;base64,R0lGODlhOQATALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmERERFRUVIiIiDIyMiH5BAEAAAAALAAAAAA5ABMAAATXEMhJq704l8C7D1kojhODkGg6FgcqDCqAEHFJk4SQIgdT1IBCAygiNHxEQOOWrAgYy6YRVTC0MgaG4tQEHH4Sg2OBWCwaYIQBkABXCgMHt4tgTHKFxCJsB+gIIBgKDGsqBQ8WXxNrCzASDkMTClcZDg97JAILAZgSdYkKEw0OFG0kWVskDY4SCjoVCa8AAUwGMLIiTwdMGBuvnxWAi4ivCqGdJELIFw+IAA6FFAvOXscSBQoGc10UAgE/1BRjE9ja3CQDo9Hn55vh7E8M8vPz6xl67PnXQBEAOw==) thì tại mỗi lần lặp lại của vòng for, máy tính sẽ phải tính lại giá trị của ![\sqrt{n}](data:image/gif;base64,R0lGODlhGQATALMAAP///wAAAMzMzJiYmERERO7u7mZmZtzc3FRUVDIyMrq6uiIiInZ2doiIiKqqqhAQECH5BAEAAAAALAAAAAAZABMAAAR/EMhJpwg461C7JIUneoIxnhRxoKiAsCiywuLx0qIhTE4zFIMBYncqECYHheAxkDiOEkGio+MBBotJ46YYBJoTI5UxQTQoiOyEoeg82pLALBqAiysHjnMKlySmAA0OHQOAAAZkYBIKATuGFD4WDA4hFAtmgzgVXo+aE0yeHUSeEQA7) khiến cho thuật toán chạy chậm hơn không cần thiết.

Đây là một kinh nghiệm cho các bạn khi viết code. Ví dụ thay vì viết ![i\leq n / j](data:image/gif;base64,R0lGODlhOwATALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmERERFRUVIiIiDIyMiH5BAEAAAAALAAAAAA7ABMAAATuEMhJq70406O7/x2heMIATghxZopaEQlFCCdyMMWKMRdi6BJCAwe8FBzFi4DRcCUrByemYOBkDAwFAmRwLBCLRSNn4VUEVYkPkCBXCgPHFjQrJBYSrEWApwhUDT80BAEsDD9cAAsmEg4NFg1zE30DiAAKVhkOD30fByMSDUgVjz0Bkm0fWFoeCTQSAVIABpYVBoyzJq8kDFEZhBMGDwC7AKUXB5kKI50fBQ3NFAvDEp+KKMcWlRMFCgaSTxNe3N6SC8UUCKfh7ABmSrjtRQSZkKAfSwz6+/u1Jw5u1CQgAAOcPB3vKEDzdTCJLA0RAAA7) các bạn có thể viết ![i\times j\leq n](data:image/gif;base64,R0lGODlhSAAQALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmIiIiFRUVERERDIyMiH5BAEAAAAALAAAAABIABAAAATqEEgxpL04a0nS/gjxjQAhkGiGGKmEHE7RznR9EU1sp8SRMacdRuBoiISAgsG3MTQuDAVJsBwZHApEysBYIBaLhgywAiTGmgUzOhU1WJnCgKHlCQqJheQ6KQVIagxMI3oAA3AZCg6IJCwLFRIMTxYKgx8NkCkIAXUbDA+FKAdSEg0MF2eAB2xbmVZYnRsJQQABRwAGFbQZapGkJAeWUw4HtxgEf3sPAEEKUqEYThfOKIc1BQ3QFgvLEqMAhQUKBrEWOIm7KpxIP6Hi5OxTrvH0Ow2/9fkoCAkEHeUXiDgYSJAgI30zshVDSCICADs=).

**Sàng Eratosthenes**

Bây giờ, chúng ta có một yêu cầu như sau: Cho một số nguyên dương ![n (n\leq 10^{6})](data:image/gif;base64,R0lGODlhVAAVALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAABUABUAAAT+EMhJq704630HEQgnjmSZOQlADGZVsG1cFowFm4asj8IiCI5JoWEapHaWQgiTeBwqCQ9KQghIBkGJgFB6IF2NxdOCGBwCY8nBK3mEBOxEbcIWbb8ShEHMQVN8EwNEaxJNFA4CIwtLOwkLBowbfhOTAAkKbVdZhTkAAh4FBAQGaQCYFJ8EoaOlFj0OBSWVZ4xnsQgOBJsTmAgJBwpcngsUc3m/wVrEFwcMA7EmlQkBtdSSnirGA50ACHXYBNrcFg6A0Wm0E9ORFwrQDZsGN4QV8BPyGwMPwiOVCJUCAkDLwACagiMArEmgYeEgJXYYXg3UUCkhQgGnNJz6NwGOJV5yFThq8YJwg6MGECtUXMBvG4dTBOrY4/dgYswJM0scMMDvQoCSjuikpIBgmYcJBxANHJAoEL+kAibuKODAQIAHDtJ8AlISg6gRevCIJbFAqoayY9NmCEsCAZEWjhbInTu3qVoJDcyatHtXLYFWYPv2jRQBADs=). Hãy đánh dấu tất cả các số nguyên tố trong phạm vi từ 2 đến ![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=).

**Thuật toán cơ bản**

Với những kiến thức về cách kiểm tra số nguyên tố ở trên bên, chúng ta có thể nghĩ đến việc duyệt tất cả các số từ 2 đến ![n](data:image/gif;base64,R0lGODlhCwAIALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALAAgAAAQwEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQAEQAADs=) và dùng hàm kiểm tra số nguyên tố.

#include<bits/stdc++.h>

**using** **namespace** **std**;

**const** **int** MaxN = 1 + 1e6;

**int** n;

**bool** mark[MaxN];

**bool** isPrime(**int** num){

**for**(**int** i = 2 ; i \* i <= num ; ++i)

**if**(num % i == 0) **return** 0;

**return** 1;

}

**int** main(){

freopen("CTDL.inp","r",stdin);

freopen("CTDL.out","w",stdout);

**cin** >> n;

**for**(**int** i = 2 ; i <= n ; ++i)

**if**(!isPrime(i)) mark[i] = 1;

// Kết thúc vòng lặp, nếu mark[x] == 0 thì x là số nguyên tố và ngược lại

**return** 0;

}

Tuy nhiên, độ phức tạp của chương trình trên là ![O(n\times \sqrt{n})](data:image/gif;base64,R0lGODlhVgAUALMAAP///wAAAO7u7oiIiJiYmGZmZlRUVNzc3CIiInZ2dkRERLq6uhAQEMzMzKqqqjIyMiH5BAEAAAAALAAAAABWABQAAAT+EMhJq7046y0bCWAoBtwmDGWqWoqwodg5EEThVsaqq03BCT4LwXADHBBFwGCxa24Uh5KDUEnkqgrKw8m9NK6l7WTBSEoWJMm0y54YoqmEQyJgUC2NQEMCdR6CFEs6B2AlC1cJAWZqAXAMFQ4zAjQGexgOhQMJOwWWapKUnhKPAAhZFwVppRQHCw12aqcYNRKaOwKyRq6wAA65AGkBmxcMVwdiagAECBMDhRc1A4AYDcgTnRRzy83PZQIBMBUDjR3WEgXDAAbhGQbMGgsfd3S/5+nrFUgADOkUDOEC3vljIoGchmj9MLijkIBgBQYODU4gVcCcul+kJhxQ5WCLQyF0QWxpyEMQ14WNEzoC+Egq4Bw3CQE8SEIAGTpllwoliFnhgZgBLyvUvLZp3oFcCWZogiMuqJJ5DeQsMvIMQEN4emRimDEhqoMiNAZVbbMBwTqnK1rsUEs2xQeLKQg1+dNWBS9OUw2hrUvNCQFRO5jyHWyEQgQAOw==). Liệu có thuật toán nào cho thời gian tốt hơn không?

**Phương pháp**

Trên thực tế, đã có một phương pháp lọc các số nguyên tố được đưa ra bởi nhà toán học cổ đại người Hy Lạp Eratosthene. Vậy chính xác ông đã làm thế nào?

Ông lấy lá cọ, ghi tất cả các số từ 2 đến 100. Ông xét lần lượt từng số. Đầu tiên, gặp số 2 chưa bị chọc thủng, ông sẽ chọc thủng tất cả các số khác 2 trên lá cọ mà chia hết cho 2. Tiếp theo, gặp số 3 chưa bị chọc thủng, ông sẽ chọc thủng tất cả các số khác 3 trên lá cọ mà chia hết cho 3. Lúc này, số 4 đã bị chọc thủng nên ông bỏ qua và tiếp tục đến 5. Sau khi kết thúc, các số còn lại đều là số nguyên tố và lá cọ khi này giống như một cái sàng nên người ta gọi đây là “Sàng Eratosthene”.

Tại sao cách làm trên lại có thể loại bỏ tất cả các số nguyên tố? Ta thấy, qua mỗi bước, các số chia hết cho một số nguyên tố nào đó sẽ bị loại bỏ đi như ở bước 1 là các số chia hết cho 2, ở bước 2 là các số chia hết cho 3 nên đến cuối cùng, sẽ chỉ còn sót lại các số chia hết cho chính nó (chính là các số nguyên tố).

**Thuật toán cải tiến**

Từ những thông tin về sàng ở trên, ta có thể đưa ra chương trình như sau

#include<bits/stdc++.h>

using namespace std;

const int MaxN = 1 + 1e6;

int n;

bool mark[MaxN]={0};

int main(){

    freopen("CTDL.inp","r",stdin);

freopen("CTDL.out","w",stdout);

cin >> n;

    for(int i = 2 ; i \* i <= n ; ++i)

        if(!mark[i])

            for (int j = 2 ; i \* j <= n ; ++j)

                if (mark[i \* j] == 0) mark[i \* j] = 1;

    // Kết thúc vòng lặp, nếu mark[x] == 0 thì x là số nguyên tố và ngược lại

    for(int i = 2 ; i <= n ; ++i)

    if (mark[i] == 0)

        cout << i << " ";

    return 0;

}

Vậy thì độ phức tạp của thuật toán trên sẽ là bao nhiêu?

Ta thấy

* Khi *![i=2](data:image/gif;base64,R0lGODlhJwAMALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmFRUVIiIiERERDIyMiH5BAEAAAAALAAAAAAnAAwAAARjEEgxpL0466aOMxghaGQpKYSEBIvpukNhHdVrZ0l7BlJhHLegxfEAIEAJWebAaDqfChchIBtNhcGH7gTEvhRbSdLrWoQBhspo+WwzohoBSKJTRM/k3kHA//UUBgh5OAGFhUARADs=)* vòng lặp ![j](data:image/gif;base64,R0lGODlhCQAQALMAAP///wAAANzc3BAQEO7u7qqqqrq6umZmZlRUVJiYmCIiInZ2dgAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAJABAAAAQvEMgpxryk3M07MMWxGQKAaFMiKSgWEFyhdIfIsRzxcsbMIYsJYSCowCaIxKE0iQAAOw==) lặp lại ![\frac{n}{2}](data:image/gif;base64,R0lGODlhCwAhALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALACEAAARuEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQaDmf0Kh0Sq0+A9islmfter0DR2MhcDpygEIglGJoiKgUKOXgQhfD5+79fLCfDn9OF1EJZRuCBw0JjAINNFuPABEAOw==) lần
* Khi ![i=3](data:image/gif;base64,R0lGODlhJwAMALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmFRUVIiIiERERDIyMiH5BAEAAAAALAAAAAAnAAwAAARtEEgxpL0467UaaxghaGQpKYsVgGZrKo6VMG7dIkEKFMZh/5LGQ4IwABIFzYHBbDoVpcXBNwEQAsDfwoGwKKjZmmMoQYZLjKTkEOgaKqPM0kmHhgJGCQMLUEB1ZxgKXQAICSwFCgaEgRgNCh55EQA7) vòng lặp ![j](data:image/gif;base64,R0lGODlhCQAQALMAAP///wAAANzc3BAQEO7u7qqqqrq6umZmZlRUVJiYmCIiInZ2dgAAAAAAAAAAAAAAACH5BAEAAAAALAAAAAAJABAAAAQvEMgpxryk3M07MMWxGQKAaFMiKSgWEFyhdIfIsRzxcsbMIYsJYSCowCaIxKE0iQAAOw==) lặp lại ![\frac{n}{2}](data:image/gif;base64,R0lGODlhCwAhALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALACEAAARuEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQaDmf0Kh0Sq0+A9islmfter0DR2MhcDpygEIglGJoiKgUKOXgQhfD5+79fLCfDn9OF1EJZRuCBw0JjAINNFuPABEAOw==) lần
* Khi ![i=5](data:image/gif;base64,R0lGODlhJwAMALMAAP///wAAALq6uiIiItzc3MzMzKqqqmZmZu7u7hAQEHZ2dpiYmFRUVDIyMoiIiERERCH5BAEAAAAALAAAAAAnAAwAAARsEEgxpL04Z9LUcg9xEYJmnhIxBAkjojBMGHEdz1phHHZNOIuFogRA0BIFzYHBbDoVGoTDMkiWCIGeFnB4WBS8rc2RsCDFpwFN4sgCDBUiZumsQzONF9cLUEAXaBoLCBIICS8FCgaEgRkfYC8RADs=) vòng lặp  lặp lại ![\frac{n}{5}](data:image/gif;base64,R0lGODlhCwAhALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAALACEAAARzEIhBCiHmAIDSUcQmLCJAMBswGCnQOKkxtEqSBkiKBKnwADbTb/MybSipg0NQaDmf0Kh0Sq0+A9islmfteruIh4MwWOR0jIDCcNYJpIh3FEEhOIKpwmzD0EQbJFEDCi0McipcGw9tgC0VGwUKbRtkDg1tEQA7) lần
* …

Như vậy độ phức tạp tổng là ![O(\frac{n}{2} + \frac{n}{3} + \frac{n}{5} +...)](data:image/gif;base64,R0lGODlhlwAhALMAAP///wAAAO7u7oiIiJiYmGZmZlRUVNzc3CIiInZ2dkRERLq6uhAQEMzMzKqqqjIyMiH5BAEAAAAALAAAAACXACEAAAT+EMhJq51uEEGIaVcoUtnWfWMalpwHqnAsx8fSMITkKHNa3znAruez4XQ8onKZcgAIiMnAwLQ4oVJqtXKNSqbbcLiQmBgGYgrZjE5P1pKzez5jLCaBA92O1+/vEnl0gz4BGA8AgGIHhjqIiouNQo+ElQJtEgSIEmtBYppvZZ6fmwCdlSGYFpcaBAUCFlpSng0JDrBpGhO1t3O6Ery4qBUCBRcewgcIwgADkMPQ0UoOowAJshMJSRKlYsyE34PhW90LDOELktRzBM907cPwbrYSAkcWDQEvCn5p8pX/CAUMs0BLggDjHAgCwOCdO3YP3QwM0xAAgm0VCkjyIjGiP4/+n0AqaRSgzAUGWg50CxlP5JaJW84JCKBKysIGKwEE2MmzpyQ1BoIaePBAqAGTFHwqvVDAKFGjSJMq7WmhqdCnQqMuWcZQqwQGmARw/Niy7JyKBXIawMjQoVmALntUFOvEjNcH45jA7Pg2xAEDuP4GBkzhAMYEGgYk6EdhQF2yqPZCFnHDT2VgDBh36PEXYt9BkpUoyDti9AXFBRQ8ViGAdIUOU2qOaE3jQQICA/jBoJ2mM5EDxiosrhegWpjbeGSHURYAJWNpnFyPWLDa4gtTY8Vom4By0IHq0CcQuK7k+T1rP+nMNL4cfHgAz+koyOlmAP3lrRLEfb+FEXmJBQRfJw4mCPzHHx0PsCeRacOkdmAlyEEzHzQDVPQgOwqGgQInCNGBwGMDpHfhFtSJNwcjjxkgYhgP9OPgiGI0UMACNDogYBoJ4GKPci/pmBmMYjDg0425IGaAe5+gFh9/EQAAOw==) và người ta đã chứng minh được ![\frac{n}{2} + \frac{n}{3} + \frac{n}{5} +... =n\times log(logn)](data:image/gif;base64,R0lGODlh+gAhALMAAP///wAAAKqqqoiIiJiYmO7u7lRUVMzMzNzc3Lq6uhAQEERERCIiImZmZnZ2djIyMiH5BAEAAAAALAAAAAD6ACEAAAT+EIhBCiHmgM27/+BUXRlonp5oYRrqvnAsz3Rt3xuSHAqxCQvcR8fzSYJCD7H3Qyaf0Kh0ChMACAzOwCC1YrXc7jW72VLP6LRa1nBwDANq+x2XuzfwtX7PnyoSHAEIVH+Bg4SAG4J9jI2OLggBHAIPAIlQkZOVl5iSP5uPoaKMBJUbc0ZQpRyoU6unbqmjs2cFdWu3ZakHDgIFUhQcvL5TwRvDv7TKGw4MDUlhzM61z8vW12sPVjgDnADaaAKyOMlq5Wnn2GcB6TSmHexp70IE3lT1a/jqZwlkN+Ie+qnp9URfGoNoEO4zgaBah24mHDi0seAQB4lqEkTDofCePVf+H0OpINEixMYBd0A8GCfCQUkABRxcKJBMwYeVHVq+jDnz10gWH2wm6QgyX8gkDQwoXco0JYclRoCgIFANJYpFrOogEAoAwYNfBZgA8Gcoaw6uXsH2gNrkgyd6R1XFLTi3jxd/ZqY2GDDxQwKuV+YFaAFO0SCvAbm+UkR4GwBBd8EELRCgsuXLbzskXfrgQVO3mDGD2Ky082fQoS1/IG3A9FKnj+bgyWXCAFkQDjaKhTnY0tu/x+YByM1hN2UNCX5zlQ0gjwcG7WgQlTI9SvVHhQy7oGr1BM4cWK94GvCOOMzb3yNZJDC+fLTsjy0Wp2u0/hnWTJXCBq/J0gmqZez+ZwgCGhyQ2QN1NODQdwAAFh+BBnaA4CkLGpHJJ/514KAN19GnRocIGJBMiCOKaN07rZjUgQMCUnYFBwy0gMEkYbBn0VccuGhEjBvM+EONWC2WYg5OcFQXXPadwMMhSx6jgHxCGAMAMiCE+IEDH8l0CQK9XOCBTBMANoBjw+nDpTjjgDkAV1JSyYGXQx1pZJILiWJeDhvVcCcMC5yDUgMLkOkCTTFcsAVtKBAKg1cyDVARDIrWKQoDgvaJA6UyWHnRIZSN84RMgSD6BAIMBKCAAVBKeg15GCrRlwusSiCcCw2cw+Mpt33qxKlnICCoqvsI0IA4Alry6wnCEjsDAS+INZiKA5lR0WmvxwJrrRJ7pOrBArMC0+2oFBCA5bXkYhNJs9YpiM4tt5br7igMJmTpGoC+a+8joOrBrR5r3usvH3CeUcIp8UyBaRnR/quwFAk45qkQkThmQMJPPGBRvQtnHMUBDSTgsbBUOJBMWKIONfKTGqechAKYvfoESltUW9Cf2qpsswsRAAA7) . Do vậy, độ phức tạp của thuật toán là ![O(n\times log(logn))](data:image/gif;base64,R0lGODlhhAATAMQAAP///wAAAO7u7oiIiJiYmGZmZlRUVNzc3CIiInZ2dkRERLq6uhAQEMzMzKqqqjIyMoODg5OTkwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAEAAAAALAAAAACEABMAAAX+ICCOZDkKg6mubOu66Cu7aVmr6EAQhWAas+AqgSgIVcAR0Xh8CZgnKIlg8IkOCKtosGh6AQ/Hd9slhcctB6GkLiWSpITCjD4GtN6H6V5n6Ut/IgsMeIIBI219MgsIaIkjjIpDYnGUAgxrJg0BDSIKB18HUmRDo0efbqaSAAtwgkkJfCYOAaAADGw6AjsGnSsOrgMJfpmIOgm+IgIJOwJWuIDFIg7HyQDLzQLUBLtU1iLQJNAIcyoFhyKNIwcLDZjT5Ss8W8MstSQFNQfhBw8+l5nUkbg3It8Vfv6uMYDQ7h0AB/FGoBsoIkA9EwyS9CMhhoDAAa5U8BigClI4AAT+AgHgJOJMRVAbSQyaopIlGEorI6D8GPJWIUICAtwgMYBgA5UiClw0MHSFAYFDXDm8xnLBxJkAjrqRWixoJ6smky5tCiBLCbMMLoq7IQAquDIrbbEYqdbEg2IHCKJENyDQG2Vu767TS4Cv3yQM4OodcRJcUqQADES8VSIvIj1wTcwDIMzegQOdNpmpUQCKYMcDP4eeCIa06TWWp2Eu0ZjyNQQ4I9cFgydlwWHSOLpKsJsqyhEIfFFBlKSw3ITKDhVLLmL5tOb3fIs9vm7ygYgJdAiTSzS3jhENEjgodKVngsxKCMA9oH6HGwLUTg7IzWx+/eDM5LdFMemtN0Vw9glXcUBPq9Tx1zoMCvGgDAoUUmETFzYoCW4lZPgFhzIsWFmELoii4Rh9yWaCiUKk+BBkLPRQgoxeLJDbiUE4UIAaxbFyows68hgEAd8QiQZ5ODaIJI5LkhcCADs=)..

**Kết luận**

* Qua bài này chúng ta đã nắm được về **Sàng Eratosthenes**
* Bài sau chúng ta sẽ tìm hiểu về **Hàm mũ nhanh**
* Cảm ơn các bạn đã theo dõi bài viết. Hãy để lại bình luận hoặc góp ý của mình để phát triển bài viết tốt hơn. Đừng quên “**Luyện tập – Thử thách – Không ngại khó**”.

**Thảo luận**

Nếu bạn có bất kỳ khó khăn hay thắc mắc gì về khóa học, đừng ngần ngại đặt câu hỏi trong phần BÌNH LUẬN bên dưới hoặc trong mục [HỎI & ĐÁP](https://howkteam.vn/question) trên thư viện [**Howkteam.com**](https://howkteam.vn/) để nhận được sự hỗ trợ từ cộng đồng.